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Preface

Serverless computing is the abstraction of infrastructure management and it allows
developers to increase their focus on the business logic so they can deliver more features
and innovation per cycle. When building serverless applications, you don’t have

to invest time on infrastructure provisioning or management (for example, creating
servers, installing updates, patching OS, managing how the application will scale).
Instead, you use a set of fully managed, highly scalable, cloud services that take care

of that part of the job.

The benefits of serverless computing span throughout the whole organisation
and development cycle:

= For the developer, it represents total focus on value. Building serverless
applications increases the individual capacity to contribute more effectively
to the core of the business.

= For the development team, it means faster time to market. A serverless
approach boosts their velocity to deliver more value per development cycle.

= For the organisation, it’s an enabler of innovation from a solid foundation.
Thanks to the combination of freed capacity and disruptive services, the
whole organisation can act on early signals to develop or diversify its
business model and deliver on its innovation agenda.

When talking about serverless applications, we can identify a few application
patterns worth mentioning here. While each of them shares the benefits stated
above, they have also specific characteristics and additional benefits that make
them unique and a better fit for certain scenarios. Here are the serverless
applications patterns we can observe:

= Web applications, hosting both backend and client side on a fully
managed services that handles automatic scaling, security and
compliance requirements, with App Service.

[ xiii ]
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= Event-driven applications using serverless functions, taking advantage of
the unique programming model (based on triggers to respond to events and
bindings to integrate other services) and a pay-per-execution billing model,
with Azure Functions.

= Low-code workflows for an easy and fast orchestration of combined tasks
that solve a business problem (usually integrating different services, both
cloud or on-premises, to work together) without actually coding those
integrations, nor learning any new APIs or specifications, with Logic Apps.

= Serverless containers, bringing your own containers to a fully managed
Kubernetes orchestration with Azure Kubernetes Service that can do
burst scaling with virtual nodes and Azure Container Instances when the
workload volume scales suddenly or spikily.

Microsoft provides a solution to easily run small segments of code in the cloud with
Azure Functions. Azure Functions provides solutions for processing data, integrating
systems and building simple APIs and microservices.

The book starts with intermediate-level recipes on serverless computing, along with
some use cases on the benefits and key features of Azure Functions. Then, we'll deep
dive into the core aspects of Azure Functions, such as the services it provides, how
you can develop and write Azure Functions and how to monitor and troubleshoot
Azure Functions.

Moving on, you’ll get practical recipes on integrating DevOps with Azure Functions,
and providing continuous deployment with Azure DevOps (formerly Visual Studio
Team Services). The book also provides hands-on steps and tutorials based on
real-world serverless use cases to guide you through configuring and setting up
your serverless environments with ease. Finally, you’ll see how to manage Azure
Functions, providing enterprise-level security and compliance to your serverless
code architecture.

You will also learn how to quickly build applications that are reliable and durable
using Durable Functions, with an example of a very common real-time use case.

By the end of this book, you will have all the skills required to work with
serverless code architectures, providing continuous delivery to your users.

Who this book is for

If you are a cloud administrator, architect or developer who wants to build
scalable systems and deploy serverless applications with Azure Functions,
then the Azure Serverless Computing Cookbook is for you.

[ xiv]
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What this book covers

Chapter 1, Developing Cloud Applications Using Function Triggers and Bindings, goes
through how the Azure Functions runtime provides templates that can be used to
quickly integrate different Azure services for your application needs. It reduces

all of the plumbing code so that you can focus on just your application logic. In this
chapter, you will learn how to build web APIs and bindings related to Azure Storage
Services.

Chapter 2, Working with Notifications Using the SendGrid and Twilio Services, deals with
how communication is one of the most critical aspects of any business requirement.
In this chapter, you will learn how easy it is to connect your business requirements
written in Azure Functions with the most popular communication services, such

as SendGrid (for email) and Twilio (for SMS).

Chapter 3, Seamless Integration of Azure Functions with Azure Services, discusses how
Azure provides many connectors that you could leverage to integrate your business
applications with other systems pretty easily. In this chapter, you will learn how

to integrate Azure Functions with cognitive services and Logic Apps.

Chapter 4, Understanding the Integrated Developer Experience of Visual Studio Tools for
Azure Functions, teaches you how to develop Azure Functions using Visual Studio,
which provides you with many features such as Intellisense, local and remote
debugging and most of the regular development features.

Chapter 5, Exploring Testing Tools for the Validation of Azure Functions, helps you to
understand different tools and processes that help you streamline your development
and quality control processes. You will also learn how to create loads using Azure
DevOps (formerly VSTS) load testing, and you’ll look at how to monitor the
performance of Azure Functions using the reports provided by Application Insights.
Finally, you will also learn how to configure alerts that notify you when your apps
are not responsive.

Chapter 6, Monitoring and Troubleshooting Azure Serverless Services, teaches you how

to continuously monitor applications, analyse the performance and review the logs
to understand whether there are any issues that end users are facing. Azure provides
us with multiple tools to achieve all the monitoring requirements, right from the
development and maintenance stages of the application.

Chapter 7, Developing Reliable Serverless Applications Using Durable Functions, sShows
you how to develop long-running, stateful solutions in serverless environments
using Durable Functions, which has advanced features that have been released

as an extension to Azure Functions.
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Chapter 8, Bulk Import of Data Using Azure Durable Functions and Cosmos DB, teaches
you how to leverage Azure Durable Functions to read and import the data from the
Blob storage and dump the data into Cosmos DB.

Chapter 9, Implementing Best Practices for Azure Functions, teaches a few of the best
practices that you should follow in order to improve performance and security while
working in Azure Functions.

Chapter 10, Configuring of Serverless Applications in the Production Environment,
demonstrates how to deploy a function app in an efficient way and copy/move the
configurations in a smarter way so as to avoid human error. You will also learn how
to configure a custom domain that you could share with your customers or end users
instead of the default domain that is created as part of provisioning the function app.

Chapter 11, Implementing and Deploying Continuous Integration Using Azure DevOps,
helps you learn how to implement continuous integration and delivery of your
Azure Functions code with the help of Visual Studio and Azure DevOps.

To get the most out of this book

Prior knowledge and hands-on experience with the core services of Microsoft Azure
is required.

Download the example code files

You can download the example code files for this book from your account at
http://www.packtpub.com. If you purchased this book elsewhere, you can visit
http://www.packtpub.com/support and register to have the files emailed directly
to you.

You can download the code files by following these steps:

1. Loginorregisterat http://www.packtpub.com.
2. Select the SUPPORT tab.

3. Click on Code Downloads & Errata.

4

Enter the name of the book in the Search box and follow
the on-screen instructions.

[ xvi]


http://www.packtpub.com
http://www.packtpub.com/support
http://www.packtpub.com

Preface

Once the file is downloaded, please make sure that you unzip or extract the folder
using the latest version of:

= WinRAR/7-Zip for Windows

= Zipeg/iZip/UnRarX for Mac

= 7-Zip/PeaZip for Linux
The code bundle for the book is also hosted on GitHub at https://github.com/
PacktPublishing/Azure-Serverless-Computing-Cookbook-Second-Edition.

We also have other code bundles from our rich catalogue of books and videos
available at https://github.com/PacktPublishing/. Check them out!

Download the EPUB/mobi and example
code files

An EPUB and mobi version of this book is available free of charge on GitHub.

Download the colour images

We also provide a PDF file that has colour images of the screenshots/diagrams
used in this book. You can download it here: https://www.packtpub.com/sites/
default/files/downloads/9781789615265 ColorImages.pdf.

Conventions used

There are a number of text conventions used throughout this book.

codeInText: Indicates code words in text, database table names, folder names,
filenames, file extensions, pathnames, dummy URLs, user input and Twitter
handles. Here is an example: “Mount the downloaded WwebStorm-10*.dmg
disk image file as another disk in your system.”

A block of code is set as follows:

using System.Net;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Primitives;
using Newtonsoft.Json;

[ xvii ]
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When we wish to draw your attention to a particular part of a code block, the
relevant lines or items are set in bold:

using System.Net;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Primitives;
using Newtonsoft.Json;

Any command-line input or output is written as follows:

docker tag functionsindocker cookbookregistry.azurecr.io/
functionsindocker:vl

Bold: Indicates a new term, an important word or words that you see on the screen,
for example, in menus or dialogue boxes, also appear in the text like this. Here

is an example: “During the installation, choose Azure development in the
Workloads section.”

% Warnings or important notes appear like this.

a1

~Q Tips and tricks appear like this.

Sections

In this book, you will find several headings that appear frequently (Getting ready,
How to do it..., How it works..., There’s more... and See also).

To give clear instructions on how to complete a recipe, use these sections as follows:

Getting ready

This section tells you what to expect in the recipe and describes how to set
up any software or any preliminary settings required for the recipe.

How to do it...

This section contains the steps required to follow the recipe.

[ xviii ]
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How it works...

This section usually consists of a detailed explanation of what happened in the
previous section.

There’s more...

This section consists of additional information about the recipe in order to make
you more knowledgeable about the recipe.

See also

This section provides helpful links to other useful information for the recipe.

Get in touch

Feedback from our readers is always welcome.

General feedback: Email feedbackepacktpub.com and mention the book’s title
in the subject of your message. If you have questions about any aspect of this book,
please email us at questions@packtpub.com.

Errata: Although we have taken every care to ensure the accuracy of our content,
mistakes do happen. If you have found a mistake in this book we would be grateful
if you would report this to us. Please visit, http: //www.packtpub.com/submit -
errata, selecting your book, clicking on the Errata Submission Form link and
entering the details.

Piracy: If you come across any illegal copies of our works in any form on the
Internet, we would be grateful if you would provide us with the location address
or website name. Please contact us at copyright@packtpub.com with a link to the
material.

If you are interested in becoming an author: If there is a topic that you have
expertise in and you are interested in either writing or contributing to a book,
please visit http://authors.packtpub.com.

[ xix ]
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Reviews

Please leave a review. Once you have read and used this book, why not leave a
review on the site that you purchased it from? Potential readers can then see and
use your unbiased opinion to make purchase decisions, we at Packt can understand
what you think about our products, and our authors can see your feedback on their
book. Thank you!

For more information about Packt, please visit packtpub. com.
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Developing Cloud
Applications Using Function
Triggers and Bindings

In this chapter, we will cover the following recipes:

< Building a backend Web API using HTTP triggers

= Persisting employee details using Azure Storage table output bindings
e Saving the profile images to Queues using Queue output bindings

= Storing the image in Azure Blob Storage

Introduction

Every software application needs backend components that are responsible for
taking care of the business logic and storing the data in some kind of storage, such
as databases and filesystems. Each of these backend components could be developed
using different technologies. Azure serverless technology also allows us to develop
these backend APIs using Azure Functions.

[11]
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Azure Functions provide many out-of-the-box templates that solve most common
problems, such as connecting to storage, building Web APIs and cropping images.
In this chapter, we will learn how to use these built-in templates. Along with
learning the concepts related to Azure serverless computing, we will also try to
implement a solution to a basic domain problem of creating components required
for any organisation to manage the internal employee information.

The following is a simple diagram that helps you understand what we will achieve
in this chapter:

Azure Storage

[ } Table

+| Hiip Function —
Register User

l 3 Azure Storage Azure function —

User

y

Queue “| CreateProfilePictures

Azure Storage - Azure Function - | Azure Storage
Blob _ Image Resizer | Blob

-

Building a backend Web API using HTTP
triggers

We will use Azure serverless architecture to build a Web API using HTTP triggers.
These HTTP triggers could be consumed by any frontend application that is capable
of making HTTP calls.

[2]
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Getting ready

Let’s start our journey of understanding Azure serverless computing using Azure
Functions by creating a basic backend Web API that responds to HTTP requests:

Refer to https://azure.microsoft.com/free/?&wt .mc_id=AID607363
SEM 8y6027As for creating a free Azure Account.

Visit https://docs.microsoft .com/azure/azure-functions/
functions-create-function-app-portal to understand the step-by-step
process of creating a function app and https://docs.microsoft .com/
azure/azure-functions/functions-create-first-azure-function to
create a function. While creating a function, a Storage Account is also created
for storing all the files. Remember the name of the Storage Account, as it will
be used later in the other chapters.

Once you create the Function App, please go through the basic concepts

of Triggers and Bindings which are the core concepts of how Azure
Functions work. I highly recommend you to go through the https://docs.
microsoft.com/azure/azure-functions/functions-triggers-bindings
article before you proceed.

We will be using C# as the programming language throughout the
. book. Most of the functions are developed using Azure Functions
V2 run-time. However, there are a few recipes which are not yet
i supported in V2 run-time which is mentioned in the respective
recipe. Hopefully, by the time you are read this book, Microsoft
will have made those features available for V2 run-time as well.

How to do it...

Perform the following steps:

1.

2.

Navigate to the Function App listing page by clicking on the Function
Apps menu, which is available on the left hand side.

Create a new function by clicking on the + icon:

o AzureFunctionCockBook 2 B

w =— Functions ==

w == Proxies (preview) +
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3. You will see the Azure Functions for .NET - getting started page where
you will prompted to choose the type of tools you would like to use. You
can choose the one you are interested in. For the initial few chapters, we will
use the In-portal option where you can quickly create Azure Functions right
from the portal without any tools. Later, in the other chapters, we will use
Visual Studio and Azure Functions Core Tools to create the Functions.:

&4 Azure Functions for .NET - getting started

Fol

D Any editor + Core Tooks In-portal

Authar functions quickly in the
portal

4. In the next step, select More templates and click on Finish and view
templates as shown in the following screenshot:

[4]
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® >

E Webhook + APl Timer (’,\ More templates...

A function that will be run whenever A function that will be run ona View all templates available to this
it receives an HTTP request specified schedule function app

5. In the Choose a template below or go to the quick-start section, choose
HTTP trigger to create a new HTTP trigger function:

Choose a template below or

HTTP trigger

A function that will be run whenever it receives an HTTP
request, responding based on data in the body or query
string

[51]
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6. Provide a meaningful name. For this example, | have used RegisterUser
as the name of the Azure Function.

7. In the Authorisation level drop-down, choose the Anonymous option.
We will learn more about the all the authorisation levels in Chapter 9,
Implementing Best Practices for Azure Functions:

Authorization level @

Anonymous

8. Click on the Create button to create the HTTP trigger function.

As soon as you create the function, all the required code and configuration
files will be created automatically and the run. csx file will be opened

for you to edit the code. Remove the default code and replace it with the
following code. I have added two parameters (firstname and the lastname)
that would be displayed in the output when the HTTP Trigger is triggered:

#r "Newtonsoft.Json"

using System.Net;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Primitives;
using Newtonsoft.Json;

public static async Task<IActionResult> Run(
HttpRequest req,
ILogger log)

log.LogInformation ("C# HTTP trigger function processed
a request.");

string firstname=null, lastname = null;

string requestBody = await new StreamReader (reqg.Body) .
ReadToEndAsync () ;

dynamic inputJdson = JsonConvert.DeserializeObject (requestBody) ;

firstname = firstname ?? inputJdson?.firstname;

lastname = inputdson?.lastname;

return (lastname + firstname) != null

? (ActionResult)new OkObjectResult ($"Hello, {firstname + "oy

lastname}™")
new BadRequestObjectResult ("Please pass a name on the query" +
"string or in the request body") ;

}

[6]
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10. Save the changes by clicking on the Save button available just above the code

editor.

11. Let’s try to test the RegisterUser function using the Test console. Click on
the Test tab to open the Test console:

v

View files§ Test eys

£)

12. Enter the values for £irstname and lastname in the Request body section:

Wiew files  Test

HTTP method

POST

Query
+ Add parameter

Headers
Thers gre no headers
* 2dd header

L

Request body
1
Z "firstname™: "BilLl"™,
3 "lastname™: "Gates"
4 1

Make sure you select POST in the HTTP method drop-down.

13. Once you have reviewed the input parameters, click on the Run button
available at the bottom of the Test console:

Output

@ Status: 200 OK

I"Hello Bill Gates" I

-

»

——
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14. If the input request workload is passed correctly with all the required
parameters, you will see a Status 200 OK, and the output in the Output
window will be as shown in the preceding screenshot.

How it works...

We have created the first basic Azure Function using HTTP triggers and made a few
modifications to the default code. The code just accepts the firstname and lastname
parameters and prints the name of the end user with aHello {firstname}
{lastname} message as a response. We also learned how to test the HTTP trigger
function right from the Azure Management portal.

o For the sake of simplicity, | didn’t perform validations of
~ the input parameter. Make sure that you validate all the
Q input parameters in your applications running on your
production environment.

See also

The Enabling authorisation for function apps recipe in Chapter 9, Implementing Best
Practices for Azure Functions

Persisting employee details using Azure
Storage table output bindings

In the previous recipe, you learned how to create an HTTP trigger and accept the
input parameters. Let's now work on something interesting, that is, where you store
the input data into a persistent medium. Azure Functions supports us to store data in
many ways. For this example, we will store the data in Azure Table storage.

[8]
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Getting ready

In this recipe, you will learn how easy it is to integrate an HTTP trigger and the
Azure Table storage service using output bindings. The Azure HTTP trigger
function receives the data from multiple sources and stores the user profile data in a
storage table named tblUserProfile. We will follow the pre-requisites listed below:

= For this recipe, we will use the same HTTP trigger that we created in our
previous recipe.

= We will be using Azure Storage Explorer, which is a tool that helps us to
work with the data stored in the Azure Storage account. You can download
it from http://storageexplorer.com/.

= You can learn more about how to connect to the Storage Account using
Azure Storage Explorer at https://docs.microsoft.com/azure/
vs-azure-tools-storage-manage-with-storage-explorer.

How to do it...

Perform the following steps:

1. Navigate to the Integrate tab of the RegisterUser HTTP trigger function.

2. Click on the New Output button, select Azure Table Storage, then click
on the Select button:

Triggers @ Outputs @

[o]
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3. You will be prompted to install the bindings, click on Install which would
take a few minutes. Once the bindings are installed, choose the following
settings of the Azure Table storage output bindings:

o

Table parameter name: This is the name of the parameter that you
will be using in the Run method of the Azure Function. For this
example, provide objUserProfileTable as the value.

Table name: A new table in Azure Table storage will be created
to persist the data. If the table doesn’t exist already, Azure will
automatically create one for you! For this example, provide
tblUserProfile as the table name.

Storage account connection: If you don’t see the Storage
account connection string, click on new (as shown in the
following screenshot) to create a new one or to choose an existing
storage account.

The Azure Table storage output bindings should be as shown
in the following screenshot:

AZUre lable >torage ouiputl X delete
Table parameter name € Table name @
objUserProfileTable blUserProfile
Use function return value
Storage account connection € show value
azurefunctionscookbooks_STORAGE r €

4. Click on Save to save the changes.

5. Navigate to the code editor by clicking on the function name and paste in the

following code. The following code accepts the input passed by the end user
and saves it in the Table Storage:

#r "Newtonsoft.Json"
#r "Microsoft.WindowsAzure.Storage"

using
using
using
using
using

System.Net;

Microsoft.AspNetCore.Mvc;
Microsoft.Extensions.Primitives;
Newtonsoft.Json;
Microsoft.WindowsAzure.Storage.Table;

[10]
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public static async Task<IActionResult> Run(
HttpRequest req,
CloudTable objUserProfileTable,
ILogger log)
{
log.LogInformation ("C# HTTP trigger function processed a
request.") ;
string firstname=null, lastname = null;

string requestBody = await new StreamReader (reqg.Body) .
ReadToEndAsync () ;
dynamic inputJdson = JsonConvert.DeserializeObject (requestBody) ;
firstname = firstname ?? inputJdson?.firstname;
lastname = inputdson?.lastname;

UserProfile objUserProfile = new UserProfile(firstname,
lastname) ;

TableOperation objTblOperationInsert = TableOperation.
Insert (objUserProfile) ;

await objUserProfileTable.ExecuteAsync (objTblOperationInsert) ;
return (lastname + firstname) != null

? (ActionResult)new OkObjectResult ($"Hello, {firstname + "oy
lastname}")

new BadRequestObjectResult ("Please pass a name on the query" +

"string or in the request body") ;

}

class UserProfile : TableEntity

{

public UserProfile(string firstName,string lastName)

{
this.PartitionKey = "pl";
this.RowKey = Guid.NewGuid () .ToString();
this.FirstName = firstName;
this.LastName = lastName;

}

UserProfile() { }

public string FirstName { get; set; }

public string LastName { get; set; }

[11]
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6. Let’s execute the function by clicking on the Run button of the Test tab by
passing the £irstname and lastname parameters in the Request body:

Wiew files >

HTTF method
POsT v
Cluery

+ Add pararmeter

Headers
There are no headers
* Add header

F.zquest body
14 =
2 “firstname": "Bill"™,
3 "lastname™: "Gates"
4}

O utput @ Status: 200 Ok

"Thank wou for Registering.."

-

3
e ]

7. If everything went well, you should get a Status 200 OK message in the
Output box as shown in the preceding screenshot. Let’s navigate to Azure
Storage Explorer and view the table storage to see whether the table named
tblUserProfile was created successfully:

[12]
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B tblUserProfile X

B | % & + ~2 o | m | X| =z |O

Query Import Export Add Edit Select 3l Column Options Delete Table Statistics Refresh

[P | 411e5064-0170-4393-b74a-baesI05TAR L 200 R-01-0RTI6-541 80347 L L

How it works...

Azure Functions allows us to easily integrate with other Azure services just by
adding an output binding to the trigger. For this example, we have integrated the
HTTP trigger with the Azure Storage table binding and also configured the Azure
Storage account by providing the storage connection string and the Azure Storage
table name in which we would like to create a record for each of the HTTP requests
received by the HTTP trigger.

We have also added an additional parameter for handling the table storage, named
objUserProfileTable, Of the CloudTable type, to the Run method. We can perform
all the operations on the Azure Table storage using objUserProfileTable.

. The input parameters are not validated in the code sample.
% However, in your production environment, it’s important
s that you should validate them before storing them in any

kind of persisting medium.

We have also created an UserProfile object and filled it with the values received in
the request object, and then passed it to a table operation.

You can learn more about handling operations on the Azure Table

storage service at https://docs.microsoft.com/en-us/
’ azure/storage/storage-dotnet-how-to-use-tables.

[13]
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Understanding storage connection

When you create a new storage connection (refer to the step 3 of the How to do it...
section of this recipe), a new App settings will be created:

App settings

Bz red, shboard DefaultEndpaintsProtocal=h..
DefaultEndpaintzProtocal=h.,
~1

. DefaultEndpoints
azurefunctionscookbook
TE_MODE_DEFALULT V...
azurefunctio . DefaultEndpointzProtocol=h.,

Value

You can navigate to the App settings by clicking on the Application settings menu
available in the GENERAL SETTINGS section of the Platform features tab:

Overview Platform features
/‘-) Searc eature

GEMERAL SETTINGS NETWORKING
Functicn Networking
Application settings -= S5L
Properties B Custom domains

S Authentication / Authorization
All settings &= Managed service identity

Push notifications

[14]
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What is the Azure Table storage service?

The Azure Table storage service is a NoSQL key-value persistent medium for storing
semi-structured data.

You can learn more about itat https://azure.microsoft.com/
i services/storage/tables/.

Partition key and row key
The primary key of the Azure Table storage table has two parts:

= Partition key: Azure Table storage records are classified and organised
into partitions. Each record located in a partition will have the same
partition key (p1 in our example).

= Row key: A unique value should be assigned to each of the rows.

There’s more...

The following is the very first lines of the code in this recipe:

#r "Newtonsoft.json"
#r "Microsoft.WindowsAzure.Storage"

The preceding lines of code instructs the runtime function to include a reference
to the specified library to the current context.

Saving the profile images to Queues
using Queue output bindings

In the previous recipe, you learned how to receive two string parameters,
firstname and lastname, in the Request body, and store them in Azure Table
storage. In this recipe, let’s add a new parameter named profilepicUrl for the
profile picture of the user that is publicly accessible via the internet. In this recipe,
you will learn how to receive a URL of an image and save the URL in the Blob
container of an Azure Storage account.

[15]
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You might be thinking that the profilePicUrl input parameter could have been
used to download the picture from the internet in the previous recipe, Persisting
employee details using Azure Storage table output bindings. We didn’t do it because the
size of the profile pictures might be huge with the modern technology and so the
processing of images on the fly in the HTTP requests might hinder the performance of
the overall application. For that reason, we will just grab the URL of the profile picture
and store it in Queue, and later we can process the image and store it in the Blob.

Getting ready

We will be updating the code of the rRegisterUser function that we used in the
previous recipes.

How to do it...

Perform the following steps:

1. Navigate to the Integrate tab of the RegisterUser HTTP trigger function.

2. Click on the New Output button, select Azure Queue Storage and then click
on the Select button.

3. Provide the following parameters in the Azure Queue Storage output
settings:

[e]

Message parameter name: Set the name of the parameter to
objUserProfileQueueItem, Which will be used in the Run method

Queue name: Set the value of the Queue name as
userprofileimagesqueue

Storage account connection: Make sure that you select the right
storage account in the Storage account connection field

Click on Save to the create the new output binding.

5. Navigate back to the code editor by clicking on the function name
(rRegisterUser in this example) or the run. csx file and make the changes
marked bold in the below code:

public static async Task<IActionResult> Run(
HttpRequest req,
CloudTable objUserProfileTable,
IAsyncCollector<string> objUserProfileQueueltem,
ILogger log)

{

[16]
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string firstname= inputJson.firstname;
string profilePicUrl = inputJdson.ProfilePicUrl;
await objUserProfileQueueltem.AddAsync (profilePicUrl) ;

objUserProfileTable.Execute (objTblOperationInsert) ;

}

6. In the preceding code, we have added Queue Output Bindings, by adding
the 1asyncCollecter parameter to the run method and just passing the
required message to the addasync method, the output bindings will take care
of saving the profilePicUrl into the Queue. Now, Click on Save to save the
code changes in the code editor of the run. csx file.

7. Let’s test the code by adding another parameter, profilePicUrl, to the
Request body and then click on the Run button in the Test tab of the Azure
Function code editor window. The image used in the following JSON might
not exist when you are reading this book. So, make sure that you provide a
valid URL of the image:

{

"firstname": "Bill",

"lastname": "Gates",

"ProfilePicUrl":"https://upload.wikimedia.org/wikipedia/
commons/1/19/Bill Gates_June 2015.jpg"

}

8. If everything goes fine you will see the Status: 200 OK message, then the
image URL that you have passed as an input parameter in the Request body
will be created as a Queue message in the Azure Storage Queue service.
Let’s navigate to Azure Storage Explorer and view the Queue named
userprofileimagesqueue, Which is the Queue name that we provided in
step 3. The following is a screenshot of the Queue message that was created:

o B B O

“iewy message Add Dequeue Clear queue Refresh

dd819216-ed90-4cdd-8ad5-fe0257F0fd5d  http:/fesharpoornermindcrackering.netdna-cdn.cor/UploadFilefAutharlmage/prawin2k 20160602 114707 jpg
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How it works...

In this recipe, we added Queue message output binding and made the following
changes to the code:

< Added a new parameter named out string objUserProfileQueueltem,
which is used to bind the URL of the profile picture as a Queue message
content

e Used the Addasync method of the 1asyncCollector to the Run method
which saves the profile URL to the Queue as a Queue message.

Storing the image in Azure Blob Storage

In the previous recipe, we stored the image URL in the queue message. Let’s learn
how to trigger an Azure Function (Queue Trigger) when a new queue item is added
to the Azure Storage Queue service. Each message in the Queue is the URL of the
profile picture of a user, which will be processed by the Azure Functions and will be
stored as a Blob in the Azure Storage Blob service.

Getting ready

In the previous recipe, we learned how to create Queue output bindings. In this
recipe, you will grab the URL from the Queue, create a byte array and then write it
to a Blob.

This recipe is a continuation of the previous recipes. Make sure that you have
implemented them.

How to do it...

Perform the following steps:

1. Create a new Azure Function by choosing Azure Queue Storage Trigger
from the templates.

2. Provide the following details after choosing the template:

o

Name your function: Provide a meaningful name, such as
CreateProfilePictures.

[18]
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Queue name: Name of the Queue userprofileimagesqueue. This
will be monitored by the Azure Function. Our previous recipe
created a new item for each of the valid requests coming to the HTTP
trigger (named RegisterUser) into the userprofileimagesqueue
Queue. For each new entry of a queue message to this Queue storage,
the createProfilePictures trigger will be executed automatically.

Storage account connection: Connection of the storage account
where the Queues are located.

Review all the details and click on Create to create the new function.

Navigate to the Integrate tab, click on New Output, choose Azure Blob
Storage and then click on the Select button.

In the Azure Blob Storage output section, provide the following:

o

o

o

Blob parameter name: Set it t0 outputBlob
Path: Set it to userprofileimagecontainer/{rand-guid}

Storage account connection: Choose the storage account where you
would like to save the Blobs and click on the Save button:

Azure Blob Storage output (outputBlok) delete

Blob pararneter narne €
outputBlob

Use function return value

Starage aceount connection €

azurefunctionscookbook_STORAGE v new

Path €

userprofileimagecontainerf{rand-guid}

6. Click on the Save button to save all the changes.

7. Replace the default code of the run.csx file of the CreateProfilePictures
function with the following code. The following code grabs the URL from the

Queue, creates a byte array and then writes it to a Blob:

using System;

public static void Run(Stream outputBlob, string

myQueueltem,
TraceWriter log)

{

byte[] imageData = null;
using (var wc = new System.Net.WebClient())
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{

imageData = wc.DownloadData (myQueueltem) ;

}

outputBlob.WriteAsync (imageData, 0, imageData.Length) ;

}

8. Click on the Save button to save the changes. Make sure that there are no
compilation errors in the Logs window:

|'_ogs| v I

2018-09-06T14:54:40 Welcome, you are now connected to log-streaming service.

9. Let’s go back to the rRegisterUser function and test it by providing the
firstname, lastname and ProfilePicUrl fields as we did in the Saving the
profile images to Queues using Queue output bindings recipe.

10. Navigate to the Azure Storage Explorer and look at the
userprofileimagecontainer Blob container. You will find a new Blob:

T~ J c T & e Iy =h X

Upload  Download Open Mew Folder  Copy URL  Select all Copy Rename Delete Refresh

userprofileimagecontainer

Block Blob application/for

11. You can view the image in any tool (such as MS Paint or Internet Explorer).

How it works...

We have created a Queue trigger that gets executed as and when a new message
arrives in the Queue. Once it finds a new Queue message, it reads the message, and
as we know the message is a URL of a profile picture. The function makes a web
client request, downloads the image data in the form of a byte array and then writes
the data into the Blob which is configured as an output Blob.
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There’s more...

The rand-guid parameter will generate a new GUID and is assigned to the Blob that
gets created each time the trigger is fired.

It is mandatory to specify the Blob container name in the Path parameter
of the Blob storage output binding while configuring the Blob storage
output. Azure Functions creates one automatically if it doesn’t exist.
~ You can use Queue messages only when you would like to store messages
that are up to 64 KB. If you would like to store messages greater than
64 KB, you need to use the Azure Service Bus.

[21]






Working with Notifications
Using the SendGrid and
Twilio Services

In this chapter, we will look at the following:

= Sending an email notification to the administrator of a website using the
SendGrid service

= Sending an email notification dynamically to the end user

< Implementing email logging in Azure Blob Storage

< Modifying the email content to include an attachment

= Sending an SMS notification to the end user using the Twilio service

Introduction

For every business application to run its business operations smoothly, one of the
key features is to have a reliable communication system between the business and
its customers. The communication channel might be two-way, either by sending

a message to the administrators managing the application or sending alerts to the
customers via emails or SMS to their mobile phones.

Azure can integrate with two popular communication services: SendGrid for emails
and Twilio for working with SMS. In this chapter, we will be using both of these
communication services to learn how to leverage their basic services to send
messages between business administrators and end users.

[23]



Working with Notifications Using the SendGrid and Twilio Services

Below is the architecture that we will be using for utilising Send Grid and Twilio
output bindings with HTTP Trigger and Queue Trigger.

Send Grid and Twilio Output Bindings

& SendGrid
Hitp Send Grid Qutput Bindings Email/SMS to
Requesti User1
Hitp ‘\ \ =) /\ / Email/SMS to
Request2 : -w 3 User2
Hitp Trigger Queus Queue Trigger
Http Email/SMS to
Request3 - Userd
&) twilio

Twilio Qutput Bindings

Sending an email notification to the
administrator of a website using the
SendGrid service

In this recipe, you will learn how to create a SendGrid output binding and send an
email notification, containing static content, to the website administrator. Our use
case only involves one administrator, so we will be hardcoding the email address of
the administrator in the To address field of the SendGrid output (message) binding.

Getting ready

We will perform the following steps before moving on to the next section:
1. Creating a SendGrid account API key from the Azure Management portal
2. Generating an API key from the SendGrid portal
3. Configuring the SendGrid API key with the Azure Function app

Creating a SendGrid account
Perform the following steps:

1. Navigate to Azure Management portal and create a SendGrid Email
Delivery account by searching for it in the Marketplace, as shown in the
following screenshot:
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)]

2 sendgrid] g

SendGrid Email Delivery

TR T T O (it

Compute >

In the SendGrid Email Delivery blade, click on the Create button to navigate
to Create a New SendGrid Account. Select free in the Pricing tier options,
provide all the other details and then click on the Create button, as shown

in the following screenshot:

Create a New SendGrid Acc... B

CREATE

* Mame

| azurecockbook v

* Pazsword @

| SRR EREBRG W

* Confirm Password

| SRR EREBRG W

* Subscription

Developer Program Benefit v
* Resource group @
O Create new @ Use exdisting

AzureFunctionCookBook A

* Pricing tier
’ >

free

Promotion Code @

Pintod oard

Automation options
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At the time of writing, the Send Grid free account allows us to

send 25,000 free emails per month. If you would like to send
i more emails, then you can get a Silver S2-level account, where

you would have 100,000 emails per month.

3. Once the account is created successfully, navigate to SendGrid Accounts.
You can use the search box available on the top, as shown in the following
screenshot:

# SendGrid Accounts

Search sendgrid in all resources
Search sendgrid in resource groups
Searching 1 of 2 subscriptions. Search all subscriptions.

a Help us improve search!

4. Navigate to Settings, choose Configurations and grab USERNAME and
SMTP SERVER from the Configurations blade, as shown in the following
screenshot:

Configurations

hook

USERNAME

azure_45 . .

PASSWORD

Your Password

SMTP SERVER

smtp.sendgrid.net .
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Generating an API key from the SendGrid portal

Perform the following steps:

1. Inorder to utilise the SendGrid account in the Azure Functions runtime, we
need to provide the SendGrid API key as an input for the Azure Functions.
You can generate an APl key from the SendGrid portal. Let’s navigate to the
SendGrid portal by clicking on the Manage button in the Essentials blade of
SendGrid Account, as shown in the following screenshot:

azurecookbook

SendGrid Accoumt

[/] Manage | @ Delete  # Change password  JB Reset Password

&

Essentials -~

Resource group
AzureFunctionCookBook

2. Inthe SendGrid portal, click on API Keys under the Settings section of the
left-hand side menu, as shown in the following screenshot:

il Settings

3. Inthe API Keys page, click on Create API Key, as shown in the following
screenshot:

AP Keys ==
d’ Get started creating API Keys

users, you can create multiple APl keys, each with different permissicns.
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4. In the Create API Key pop-up, provide a name and choose API Key
Permissions and then click on the Create & View button.

5. After amoment, you will be able to see the API key. Click on the
key to copy it to the clipboard, as shown in the following screenshot:

SG.IZXNnZ_PS5adDFh4fT6jaQia™ . ILIMMAKS67x6DgACpWzmPNRo

Configuring the SendGrid API key with the Azure

Function app

Perform the following steps:

1. Create a new App settings configuration in the Azure Function app by
navigating to the Application settings blade, under the Platform features

section of the function app, as shown in the following screenshot:

SendGrid&pikey 3G 4gDUetFsT1eDf3rHeyFyz... Slot setting

Kep Value Slot setting

2. Click on the Save button after adding the App settings from the preceding

step.

How to do it...

In this section, we will perform the following.

1. Create Storage Queue binding to the HTTP Trigger
2. Create Queue Trigger to process the message of the HTTP Trigger
3. Create SendGrid output binding to the Queue Trigger

4. Create Twilio output binding to the Queue Trigger

[28]
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Create Storage Queue binding to the HTTP Trigger

Perform the following steps:

1. Navigate to the Integrate tab of the RegisterUser function and click on the
New Output button to add a new output binding.

2. Choose Azure Queue Storage and click on Select button to add the binding
and provide the values shown below, and then click on Save button. Please
make of the Queue name (in this case notificationgueue) which will be
used in a moment.

Azure Queue Storage output

Message parameter name € Queue name @

NotificationQueueltem notiﬂcatlodqueue

[l Use function return value

Storage account connection @

azurefunctionscookbooks_STORAGE v

3. Navigate to the Run method of the rRegisterUser function and make the
following highlighted changes. We added another Queue output binding
and add an empty message to trigger the Queue Trigger function. For now,
we didn’t add any message to the queue. We will make changes to the
NotificationQueueItem.AddAsync (""); method in the upcoming recipe
of the chapter.

public static async Task<IActionResult> Run(
HttpRequest req,
CloudTable objUserProfileTable,
IAsyncCollector<string> objUserProfileQueueltem,
IAsyncCollector<string> NotificationQueueltem,
ILogger log)
{
log.LogInformation ("C# HTTP trigger function processed
a request.");
string firstname=null, lastname = null;

await NotificationQueueltem.AddAsync("");
return (lastname + firstname) != null
? (ActionResult)new OkObjectResult ($"Hello, {firstname + "
" + lastname}")
new BadRequestObjectResult ("Please pass a name on the
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query" +
"string or in the request body") ;

}

Create Queue Trigger to process the message of
the HTTP Trigger

1. Create a Azure Queue Storage Trigger by choosing the template
shown below.

Azure Queue Storage trigger

A function that will be run whenever a message is added to
a specified Azure Storage queue

2. Inthe next step, provide all the name of the Queue Trigger and provide the
name of the queue which needs to be monitored for sending the notifications.
Once you provide all the details, click on Create button to create the
Function.

EE) Azure Queue Storage trigger

New Function

Name:

SendMotifications

Azure Queue Storage trigger

Queue name @

notificationqueue

Storage account connection @

azurefunchionscookbooks_STORAGE
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3. After creating the Queue Trigger function, let’s run the RegisterUser
function to see if the Queue trigger is getting invoked. Open the
RegisterUser function in a new tab and test it by clicking on the Run
button. In the Logs window of the sendNotifications tab, you should
see something as shown as follows:

tr.

No new trace

Once we ensure that the Queue Trigger is working as expected, let’s create the
SendGrid bindings to send the email.

Create SendGrid output binding to the Queue
Trigger

1. Navigate to the Integrate tab of the SendNotifications function and click
on the New Output button to add a new output binding.

2. Choose the SendGrid binding and click on the Select button to add the
binding.

3. The next step is to install the SendGrid extensions. Click on the Install
button to install the extensions. It might take a few minutes to install the
extensions.

4. Provide the following parameters in the SendGrid output (message)
binding:

o

Message parameter name: Leave the default value, which is message.
We will be using this parameter in the run method in a moment.

SendGrid API Key: Choose the App settings key that you created
in Application settings for storing the Send Grid API Key.

To address: Provide the email address of the administrator.

From address: Provide the email address from where you would like to
send the email. It might be something like donotreply@example.com.
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o

Message subject: Provide the subject that you would like to have
displayed in the email subject.

Message Text: Provide the email body text that you would like to
have in the email body.

5. This is how the SendGrid output (message) binding should look like after
providing all the fields:

SendGrid output

Message parameter name € SendGrid APl Key App Setting &

message SendGrid-APKey v

. Use function return value

From address @
To address @ donotreply@example.com

prawinZk@gmail.com
Message Text @

Message subject @ Hi Admin, A new user got registered successfully. Than

New User got Registered Successfully

6. Once you review the values, click on Save to save the changes.

7. Navigate to the run method of the sendNotifications functions and make
the following changes:

° Add a new reference for SendGrid, along with the sendcrid.
Helpers.Mail namespace.

Add a new out parameter message of the sendGridmMmessage type.

Create an object of the sendcridmMessage type. We will look at how
to use this object in the next recipe.

8. The following is the complete code of the Rrun method:

#r "SendGrid"
using System;
using SendGrid.Helpers.Mail;

public static void Run(string myQueueltem,out SendGridMessage
message, ILogger log)

{

log.LogInformation ($"C# Queue trigger function processed:
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{myQueueItem}") ;
message = new SendGridMessage () ;

Now, let’s test the functionality of sending the email by navigating to the
RegisterUser function and submitting a request with the some test values,
as follows:

{

"firstname": "Bill",

"lastname": "Gates",
"ProfilePicUrl":"https://upload.wikimedia.org/
wikipedia/commons/thumb/1/19/
Bill Gates June 2015.3jpg/220px-
Bill Gates_June 2015.jpg"

}

How it works...

The aim of this recipe is to send a notification via email to the administrator,
updating them that a new registration was created successfully.

We have used one of the Azure Function output bindings, named sendGrid,
as a Simple Mail Transfer Protocol (SMTP) server for sending our emails, by
hardcoding the following properties in the SendGrid output (message) bindings:

The ‘from’ email address
The ‘to’ email address
The subject of the email
The body of the email

The SendGrid output (message) bindings will use the API key provided
in App settings to invoke the required APIs of the sendGrid library in order
to send the emails.
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There’s more

While, adding the SendGrid bindings, you will be prompted to install the Extensions
as shown below.

SendGnd output

A Extensions not Installed

This integration requires the following exdensions.
A Microsoft Azure Weblobs. Extensions SendGrid

In case, if you don’t see them, please delete the output binding and re-create
the same. You could also manually install the extensions by going through the
instructions mentioned in the https://docs.microsoft.com/azure/azure-
functions/install-update-binding-extensions-manual article.

Sending an email notification
dynamically to the end user

In the previous recipe, we hardcoded most of the attributes related to sending an
email to an administrator, as there was just one administrator. In this recipe, we will
modify the previous recipe to send a Thank you for registration email to the
users themselves.

Getting ready
Make sure that the following are configured properly:
= The SendGrid account has been created and an API key is generated in the
SendGrid portal.

= An App settings configuration is created in the Application settings of the
function app.

= The App settings key is configured in the SendGrid output (message)
bindings.
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How to do it...

In this recipe, we will update the code in the run. csx file of the following
Azure Functions

RegisterUser

SendNotifications

Accept the new email Parameter in the RegisterUser

function
Perform the following steps:

1.

Navigate to the RegisterUser function, in the run. csx file, add a new string
variable that accepts a new input parameter, named email, from the request
object, as follows. Also, note that we are serialising the userprofile object
and storing the JSON content to the Queue message:

string firstname=null,lastname = null, email = null;
string email = inputdson.email;

UserProfile objUserProfile = new UserProfile(firstname,
lastname,email) ;

await
NotificationQueuelItem.AddAsync (JsonConvert.SerializeObject (objUser
Profile));

Update the following highlighted code to the userprofile class and click
on the Save button to save the changes:

public class UserProfile : TableEntity

{
public UserProfile(string firstname, string lastname,
string profilePicUrl, string email)

{

this.ProfilePicUrl = profilePicUrl;
this.Email = email;

public string ProfilePicUrl {get; set;}
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public string Email { get; set; }

Retrieve the UserProfile information in the
SendNotifications trigger

Perform the following steps

1.

Navigate to the sendNotifications function, in the run. csx file, add
NewtonSoft .Json reference and also the namespace.

The Queue Trigger will receive the input in the form of JSON string. We will
use JsonConvert .Deserialisecbject method to convert the string into a
dynamic object so that we can retrieve the individual properties. Replace the
existing code with the following code where we are dynamically populating
the properties of the sendGridMessage from the code.

#r "SendGrid"

#r "Newtonsoft.Json"

using System;

using SendGrid.Helpers.Mail;
using Newtonsoft.Json;

public static void Run(string myQueueltem,
out SendGridMessage message,
ILogger log)

log.LogInformation ($"C# Queue trigger function processed:
{myQueueltem}") ;

dynamic inputJson = JsonConvert.DeserializeObject (myQueueltem) ;
string FirstName=null, LastName=null, Email = null;
FirstName=inputJson.FirstName;

LastName=inputJdson.LastName;

Email=inputJson.Email;

log.LogInformation ($"Email{inputJson.Email}, {inputJson.FirstName
+ " " 4+ inputJson.LastName}") ;

message = new SendGridMessage() ;

message.SetSubject ("New User got registered successfully.");
message.SetFrom("donotreply@example.com") ;

message .AddTo (Email,FirstName + " " + LastName) ;
message.AddContent ("text/html", "Thank you " + FirstName + " " +
LastName +" so much for getting registered to our site.");

}
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3. Let'srun a test by adding a new input field email to the test request payload,
shown as follows:

{

"firstname": "Praveen",
"lastname": "Sreeram",
"email":"example@gmail .com",

"ProfilePicUrl":"A Valid url here"

}

4. This is the screenshot of the email that | have received:

Fri 5/26/2017 2:37 PM
donotreplyi@example.com

Mew User got registered successfully,

To |

Thanl you so much for getting registered to our site.

How it works...

We have updated the code of the RegisterUser function to accept another new
parameter, named email.

The function accepts the email parameter and sends the email to the end user using
the SendGrid APIL. We have also configured all the other parameters, such as the
From address, Subject and body (content) in the code, so that it is customised
dynamically based on the requirements.
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We can also clear the fields in the SendGrid output bindings, as shown in the
following screenshot:

SendGrid output

Message parameter name @ SendGrid API Key App Setting @

. Use function return value
From address @

The values specified in the code will take precedence over
o

the values specified in the preceding step.

There’s more...

You can also send HTML content in the body to make your email look more
attractive. The following is a simple example, where | have just applied a bold (<b>)
tag to the name of the end user:

message.AddContent ("text/html", "Thank you <b>" + FirstName + "</b><b>
" + LastName +" </b>so much for getting registered to our site.");

The following is the screenshot of the email, with my name in bold:

Fri 5726/2017 5:57 P
donotreplyi@example com
Mewr User got registered successfully,

To

Thank yOLiPravee:n Sreeram l;o tnuch for getting registered to our site.
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Implementing email logging in Azure
Blob Storage

Most of the business applications of automated emails are likely to involve sending
emails containing notifications, alerts and so on, to the end user. At times, users
might complain that they haven’t received any email, even though we don’t see any
error in the application while sending such notification alerts.

There might be multiple reasons why users might not have received the email. Each
of the email service providers has different spam filters that might block the emails
from the end user’s inbox. But these emails might have some important information
that the users might need. It makes sense to store the email content of all the emails
that are sent to the end users, so that we can retrieve the data at a later stage, for
troubleshooting any unforeseen issues.

In this recipe, you will learn how to create a new email log file with the . 1og
extension for each new registration. This log file can be used as a redundancy for
the data stored in the Table storage. You will also learn how to store the email log
files as a Blob in a storage container, alongside the data entered by the end user
during registration.

How to do it...

Perform the following steps:

1. Navigate to the Integrate tab of the sendNotifications function, click on
New Output and choose Azure Blob Storage. It would prompt you to install
the Storage Extensions, please install the extensions to continue forward.

2. Provide the required parameters in the Azure Blob Storage output
section, as shown in the following screenshot. Note the . 1o0g extension
in the Path field:

Blob parameter name @

outputBlob userregistrationemaillogs/{rand-guid}.log

[l Use function retumn value

Storage account connection €

azurefunctionscookbooks STORAGE v
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3. Navigate to the code editor of the run. csx file of the SendNotifications
function and make the following changes:

1.

Add a new parameter outputBlob Of the Textwriter type to the Run
method.

Add a new string variable named emailcContent. This variable is
used to frame the content of the email. We will also use the same
variable to create the log file content that is finally stored in the blob.

Frame the email content by appending the required static text and the
input parameters received in Request body, as follows:

public static void Run(string myQueueltem,
out SendGridMessage message,
TextWriter outputBlob,
ILogger log)

string FirstName=null, LastName=null, Email = null;
string emailContent;

emailContent = "Thank you <b>" + FirstName + " " +
LastName +"</b> for your registration.<brs><br>" +
"Below are the details that you have provided

us<br> <br>"+ "<b>First name:</b> " +
FirstName + "<br>" + "<bs>Last name:</b> " +
LastName + "<br>" + "<b>Email Address:</b> " +
inputJson.Email + "<br><br> <br>" + "Best Regards," +

"<br>" + "Website Team";
message .AddContent (new

Content ("text/html",emailContent)) ;
outputBlob.WriteLine (emailContent) ;

4. Run atest using the same request payload that we used in the previous

recipe.

5. After running the test, the log file will be created in the container named
userregistrationemaillogs:

[40]




Chapter 2

T~ N c + S B- Ik =P X

Upload  Dowmlaad — Open  MewFolder  Copy URL | ™0 gabenq50-a6F1-4£50- Bb0b-774c623b 727 log - Mo,  — O x

File Edit Format  iew  Help

istrati ill
HeErrEgIstatenemariogs iThank you <b>Praveen Sreeramd/br for your

registration.<br»<br»Below are the detalls that vou
hawve provided usc<broacbroch»First name: ¢/b>

@ A4h{3180-a6f1-4F50- Bh0b- 77 Jdag Praveenc<br»<b»Last name:</b> Sreeram<br><b>Email
Address: ¢/b»
"R e n <brz<b>Profil
e Url:¢/b>

https:/fupload.wikimedia. orgfwikipedia/commons fthum
bf1/19/B111 Gates June_2815. jpgs/228px-

Bill Gates_June_2815.jpg<bra<bra<braBest

Regards, cbrowebsite Team

How it works...

We have created new Azure Blob output bindings. As soon as a new request is
received, the email content is created and written to a new . 1log file (note that you
can use any other extension as well) that is stored as a Blob in the container specified
in the Path field of the output bindings.

Modifying the email content to include an
attachment

In this recipe, you will learn how to send a file as an attachment to the registered
user. In our previous recipe, we created a log file of the email content. We will send
the same file as an attachment to the email. However, in real-world applications, you
might not intend to send log files to the end user. For the sake of simplicity, we will
send the log file as an attachment.

At the time of writing, SendGrid recommends that the size of
the attachment shouldn’t exceed 10 MB, though technically,
s R
your email can be as large as 20 MB.
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Getting ready

This is a continuation of the previous recipe. If you are reading this first, make sure
to go through the previous recipes of this chapter beforehand.

How to do it...

We will need to perform the following steps before moving to the next section:

1. Make the changes to the code to create a log file with the RowKey of the
table. We will achieve this using the 1Binder interface.

2. Send this file as an attachment to the email.

Customizing the log file name using IBinder

interface
Perform the following steps:

1. Navigate to the run. csx file of the SendNotifications function.

2. Remove the TextWriter object and replace it with the variable binder of the
IBinder type. The following is the new signature of the Run method with the
changes highlighted:

#r "SendGrid"

#r "Newtonsoft.Json"
#r "Microsoft.Azure.WebJobs.Extensions.Storage"
using System;
using SendGrid.Helpers.Mail;
using Newtonsoft.Json;
using Microsoft.Azure.WebJobs.Extensions.Storage;
public static void Run(string myQueueItem,
out SendGridMessage message,
IBinder binder,
ILogger log)

3. We have removed the TextwWriter object, the outputBlob.
WriteLine (emailContent) ; function will no longer work. Let’s replace
it with the following piece of code:
using (var emaillLogBloboutput = binder.
Bind<TextWriters (new

BlobAttribute ($"userregistrationemaillogs/
{objInsertedUser.RowKey}.log")))

{
}

emaillLogBloboutput.WriteLine (emailContent) ;
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4. Let’s run a test using the same request payload that we used in the previous
recipes.

5. You can see the email log file that is created using the RowKey of the
new record stored in the Azure Table storage, as shown in the following

screenshot:
Storage Table Email Logs
=l Bm = =+ V4 - = userregistrationernaillogs

Guery  Import  Bxport add Edit  Selectall  Column Options “

2017-06-03T10:34:05.6417

Adding an attachment to the email
Perform the following steps:

1. Add the following code to the rRun method of the sendNotifications
function and save the changes by clicking on the Save button:

message.AddAttachment (FirstName +" "+LastName+".log",
System.Convert.
ToBase64String (System.Text .Encoding.UTF8.GetBytes (emailContent) ),
"text/plain",
"attachment",
"Logs"
)

2. Run atest using the same request payload that we have used in the
previous recipes.
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3. This is the screenshot of the email, along with the attachment:

donotreply@example.com via sendgrid.me
tome -

Thank you Praveen Sreeram for your registration.
Below are the details that you have provided us

First name: Praveen

| ot e SIRATT I SICsiaiin

Email Address: pras. _«@gmail.com

Best Regards,
Website Team

E Praveen_Sreeram.|... "

You can learn more about the Send Grid API at
i https://sendgrid.com/docs/API_Reference/api v3.html

Sending an SMS notification to the end
user using the Twilio service

In most of the previous recipes of this chapter, we have worked with SendGrid
triggers to send emails in different scenarios. In this recipe, you will learn how to
send notifications via SMS, using one of the leading cloud communication platforms,
named Twilio.

You can also learn more about Twilio at
s https://www.twilio.com/.
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Getting ready
In order to use the Twilio SMS output (objsmsmessage) binding, we need to do the
following:

1. Create atrial Twilio account at https://www.twilio.com/try-twilio.

2. After successful creation of the account, grab the ACCOUNT SID and
AUTH TOKEN from the Twilio Dashboard, as shown in the following
screenshot. We will create two App settings in the Application settings
blade of the function app for both of these settings:

®twilio DOCS Vv  Praveen Sreeram \|
prav [t v jel & r) 4
o |
Dashboard pr Zpmal.com's Account Dashboard
@ Billing
S . .
Project Info ~
Usage
Settings We've customized your dashboard based on the products you PROJECT NAME  praw 1 Account edit
Uset - te s to get up a o
Upgrade selected. Use the product getting started guides to get up and T —
running
AUTHTOKEN  hide A47e036%eC3
We can't wait to see what you build!
,9\ Owner 5% 1 manage
& 2FA Disabled edit

3. Inorder to start sending messages, you need to create an active number
within Twilio, which will be used as the From number that you will use
for sending the SMS. You can create and manage numbers in the Phone
Numbers Dashboard. Navigate to https://www.twilio.com/console/
phone-numbers/incoming and click on the Get Started button, as shown in
the following screenshot:

Phone Numbers

" Phone Numbers Dashboard

Manage MNumbers

| Active Mumbers Instantly provision local, national, mobile, and toll-free phone numbers in
@ SMS, M5, and phone calls

Get Started | Tutarial Docs = ‘ | Learn hore

[45]


https://www.twilio.com/try-twilio
https://www.twilio.com/console/phone-numbers/incoming
https://www.twilio.com/console/phone-numbers/incoming

Working with Notifications Using the SendGrid and Twilio Services

4. On the Get Started with Phone Numbers page, click on Get your first
Twilio phone number, as shown in the following screenshot:

Get Started with Phone Numbers

Getting started with Twilio's phone numbersis easy! Search for local, toll-free, or mobile

Get your first Twilic phone number

5. Once you get your number, it will be listed as follows:

Phone Numbers

Murmber e B YWoice URL e

VOICE FAX  SMS MMS

(410) 394-9663 LN = FEB

+1 410-394-9663

CToTTIorS, TWIE

6. The final step is to verify a number to which you would like to send an
SMS. You can have only one number in your trial account. You can verify a
number on Twilio’s Verified page, available at https://www.twilio.com/
console/phone-numbers/verified. The following is a screenshot of the list
of verified numbers:

Verified Caller 1Ds
+

+9198 495 RN 91984¢ g
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How to do it...

Perform the following steps:

1. Navigate to the Application settings blade of the function app and add two
keys to store TwilioAccountSID and TwilioAuthToken, shown as follows:

wilioAccountsID

LthTaken A7e0360e0

2. Go the Integrate tab of the SendNotifications function, click on New Output
and choose Twilio SMS.

3. Click on Select and provide the following values to the Twilio SMS output
bindings. Please install the extensions of Twilio. The From number is the one
that is generated in the Twilio portal, which we discussed in the Getting ready
section of this recipe:

Twilio SMS output

Message parameter name & Account SID setting @

objsmsmessage TwalioAccountSid

. Use function return value
From number @

Auth Token setting @ +14103949663
TwilioAuthToken

Message text @

[Messeen ]

4. Navigate to the code editor and add the following lines of code, highlighted
in bold. In the below code, | have hardcoded the To number. However, in
real-world scenarios, you would dynamically receive the end user’s mobile
number and send the SMS via code:

#r "Twilio"
#r "Microsoft.Azure.WebJobs.Extensions.Twilio"

using Microsoft.Azure.WebJobs.Extensions.Twilio;
using Twilio.Rest.Api.V2010.Account;
using Twilio.Types;
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public static void Run(string myQueueltem,
out SendGridMessage message,
IBinder binder,
out CreateMessageOptions objsmsmessage,
ILogger log)

message.AddAttachment (FirstName +" "+LastName+".log",
System.Convert.ToBase64String (System.Text .Encoding.UTF8.
GetBytes (emailContent) ),
"text/plain",
"attachment",
"Logs"
)i

objsmsmessage = new CreateMessageOptions (new
PhoneNumber ("+91 98492%*x%x%m)) .

objsmsmessage.Body = "Hello.. Thank you for getting
registered.";

}

5. Now, do a test run of the registerUser function using the same request
payload.

6. The following is the screenshot of the SMS that | have received:

! Messaging - AirTel

51465
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How it works...
We have created a new Twilio account and copied the account ID and app key into

the App settings of the Azure Function app. These two settings will be used by the
function app runtime in order to connect to the Twilio API to send the SMS.

For the sake of simplicity, | have hardcoded the phone number in the output
bindings. However, in real-world applications, you would send the SMS to the
phone number provided by the end users.

You can go through the video https://www.youtube.com/watch?v=ndxQXnoDIj8
to view a working implementation.
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Seamless Integration
of Azure Functions with
Azure Services

In this chapter, we will cover the following recipes:

= Using Cognitive Services to locate faces in images
= Azure SQL Database interactions using Azure Functions

< Monitoring tweets using Logic Apps and notifying users when a popular
user tweets

= Integrating Logic Apps with serverless functions
= Auditing Cosmos DB data using change feed triggers

Introduction

One of the major goals of Azure Functions is to enable developers to just focus
on developing application requirements and logic and abstract everything else.

As a developer or business user, you cannot afford to invent and develop your own
applications from scratch for each of your business needs. You would first need to
research the existing systems and see whether they fit your business requirements.
Often, it would not be easy to understand the APIs of the other systems and integrate
them, as they will have been developed by someone else.
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Azure provides many connectors that you can leverage to integrate your business
applications with other systems pretty easily.

In this chapter, we will learn how easy it is to integrate the different services that
are available in the Azure ecosystem.

Using Cognitive Services to locate faces
in images

In this recipe, you will learn how to use the Computer Vision API to detect faces
within an image. We will be locating faces, and capturing their coordinates, and
saving them in different areas of Azure Table Storage based on gender.

Getting ready

To get started, we need to create a Computer Vision API and configure its API keys
so that Azure Functions (or any other program) can access it programmatically.

Make sure that you have Azure Storage Explorer installed and have also configured
to access the storage area where you are uploading the blobs.

Creating a new Computer Vision APl account

Perform the following steps:

1. Search for computer vision and click on Create.

2. The next step is to provide all the details to create a Computer Vision
API account. At the time of writing this, the Computer Vision API has
just two pricing tiers. | went for the free one, FO, which allows 20 API
calls per minute and is limited to 5,000 calls each month.
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Configuring application settings
Perform the following steps:

1. Once the Computer Vision API account is generated, you can navigate
to the Keys blade and grab any of the following keys:

KEY 1

e253feldbak

KEY 2

af1ebdla3 6764 5"

2. Navigate to your Azure functions app, configure Application settings with
the name vision API Subscription Key and use any of the preceding
keys as the value. This key will be used by the Azure Functions Runtime
to connect to and consume the Computer Vision Cognitive Services API.

3. Make a note of the location where you are creating the computer vision
service. In my case, | have chosen West Europe. It is important when you are
passing the images to the Cognitive Services API to ensure that the endpoint

of the API starts with the location name. It would be something like this:
https://westeurope.api.cognitive.microsoft.com/vision/v1l.0/anal
yze?visualFeatures=Faces&language=en.

How to do it...

Perform the following steps:

1. Create a new function using one of the default templates named Azure Blob
Storage Trigger.
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2. Next, you need to provide the name of the Azure Function along with the
Path and Storage account connection. We will upload a picture to the Azure
Blob Storage trigger (image) container (mentioned in the Path parameter in
the following screenshot) at the end of this section:

Azure Blob Storage trigger

New Function

MName:

LocateMaleFemaleFaces

Azure Blob Storage trigger

Path @

images/{name}

Storage account connection @

azurefunctionscookbooks STORAGE v

Note that while creating the function, the template creates one Blob Storage
Table output binding and allows us to provide the name of the Table name
parameter. However, we cannot assign the name of the parameter while
creating the function. We will be able to change it after it is created. Once
you have reviewed all the details, click on the Create button to create the
Azure Function.

3. Once the function is created, navigate to the Integrate tab, click on New
Output and choose Azure Table Storage, then click on the Select button.
Provide the parameter values, and then click on the Save button, as shown
in the following screenshot:
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Azure Table Storage output

Table parameter name @ Table name @

outMaleTable MalefaceRectangle

. Use function return value

Storage account connection 0

azurefunctionscookbooks_STORAGE v

4. Let’s create another Azure Table Storage output binding to store all
the information for women by clicking on the New Output button
in the Integrate tab, selecting Azure Table Storage and clicking on
the Select button. This is how it looks after providing the input values:

Azure Table Storage output

Table parameter name @ Table name @

outFemaleTable faceFeMaleRectangle

. Use function return value

Storage account connection e

azurefunctionscookbooks_STORAGE A

5. Once you have reviewed all the details, click on the Save button to create
the Azure Table Storage output binding and store the details about women.
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6.

Navigate to the code editor of the run method of the
LocateMaleFemaleFaces function, then add the outMaleTable and
outFemaleTable parameters. The following code grabs the image stream
uploaded to the blob, which is then passed as an input to Cognitive
Services, which returns a JSON with all the face information. Once the face
information, including coordinates and gender details, is received, we store
the face coordinates into the respective Table Storage using the table output
bindings:

#r "Newtonsoft.Json"

#r "Microsoft.WindowsAzure.Storage"

using Newtonsoft.Json;

using Microsoft.WindowsAzure.Storage.Table;

using System.IO;

using System.Net;

using System.Net.Http;

using System.Net.Http.Headers;

public static async Task Run(Stream myBlob,
string name,

IAsyncCollector<FaceRectangles>
outMaleTable,

IAsyncCollector<FaceRectangles>
outFemaleTable,

ILogger log)

{

log.LogInformation($"C# Blob trigger function Processed blob\n
Name: {name} \n Size: {myBlob.Length} Bytes");

string result = await CallVisionAPI (myBlob) ;

log.LogInformation (result) ;

if (String.IsNullOrEmpty (result))

{

return;

}

ImageData imageData = JsonConvert.DeserializeObject<ImageDatas>
(result) ;

foreach (Face face in imageData.Faces)

{
var faceRectangle = face.FaceRectangle;
faceRectangle.RowKey = Guid.NewGuid () .ToString() ;
faceRectangle.PartitionKey = "Functions";
faceRectangle.ImageFile = name + ".jpg";
if (face.Gender=="Female")

{

await outFemaleTable.AddAsync (faceRectangle) ;
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}

Else

{

await outMaleTable.AddAsync (faceRectangle) ;

}

static async Task<string> CallVisionAPI (Stream image)

{

using (var client = new HttpClient ())
var content = new StreamContent (image) ;

var url = "https://westeurope.api.cognitive.microsoft.com/
vision/vl.0/analyze?visualFeatures=Faces&language=en";

client.DefaultRequestHeaders.Add ("Ocp-Apim-Subscription-
Key", Environment.GetEnvironmentVariable ("Vision API Subscription
Key"));

content .Headers.ContentType = new MediaTypeHeaderValue ("ap
plication/octet-stream") ;

var httpResponse = await client.PostAsync (url, content) ;

if (httpResponse.StatusCode == HttpStatusCode.OK)

{

return await httpResponse.Content.ReadAsStringAsync () ;

}

return null;

}

public class ImageData

{

public List<Face> Faces { get; set; }

}

public class Face
{
public int Age { get; set; }
public string Gender { get; set; }
public FaceRectangle FaceRectangle { get; set; }

}

public class FaceRectangle : TableEntity
{
public string ImageFile { get; set; }
public int Left { get; set; }
public int Top { get; set; }
public int Width { get; set; }
public int Height { get; set; }}
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7. Let’s add a condition (highlighted in bold in the code mentioned in Step 10)
to check the gender and, based on the gender, store the information in the
respective Table Storage.

8. Create a new blob container named images using Azure Storage Explorer,
as shown in the following screenshot:

4 B Storage Accounts
» B (Development)
p B (SAS-Attached Services)

4 B azurefunctionscookbooks (External)

Create Blob Container

= £
& =
=i Configure CORS Settings...
= Search From Here

¢ N FileS
b [0 Queu
b EH Tables

Refresh

9. Let’supload a picture with male and female faces to the container named
images using Azure Storage Explorer, as shown here:

B images %
urces /o =
"l -
Refresh All Upload
ccess Upload Folder ...

i Attachec) Upload Files .

mos DB Accounts (Preview)

rage Accounts Name Last M
(Development])
(SAS-Attached Services)
azurefunctionscookbooks (External)
& Blob Containers
B Slogs
B azure-webjobs-hosts
B durablefunctionshub-leases
B userregistrationemaillogs

File Shares
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10. The function gets triggered as soon as you upload an image. This is the JSON

that was logged in the Logs console of the function:

{

"requestId":"483566bc-7d4d-45cl-87e2-6£894aaa4c29",
"metadata":{ },
"faces": [

{

"age":31,

"gender":"Female",

"faceRectangle":{
"left":535,
"top":182,
"width":165,
"height":165

"age":33,
"gender":"Male",
"faceRectangle":{
"left":373,
"top":182,
"width":161,
"height":161

}

If you are a frontend developer with expertise in HTML5 and canvas-
related technologies, you can even draw squares that locate the faces
in image using the information provided by Cognitive Services.
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11. The function has also created two different Azure Table Storage tables,
as shown here:

Female

E& focefeMaleRectongle “m X
f q

. r 9 [N] 4 o
B %= & + Z @& B B & + ¢
Query Impart  Expart Add Edit  Selectall  Column Op Query Import Export Add Edit  Select

-~

How it works...

We first created a Table Storage output binding for storing details about all the men
in the photos. Then, we created another Table Storage output binding to store the
details about all the women.

While we do use all the default code that the Azure Functions template provides to
store all the face coordinates in a single table, we just made a small change to check
whether the person in the photo is male or female and store the data based on the
result.

Note that the APIs aren’t 100% accurate in identifying the correct gender.
So, in your production environments, you should have a fallback
mechanism to handle such situations.

s

There’s more...
The default codethat the template provides invokes the Computer Vision API by
passing the image that we have uploaded to the blob storage. The face locator
templates invoke the API call by passing the visualFeatures=Faces parameter,
which returns information about the following:

e Age

= Gender

= Coordinates of the faces in the picture
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You can learn more about the Computer Vision APl at https://
% docs.microsoft.com/azure/cognitive-services/computer-
’ vision/home.

Use the Environment .GetEnvironmentVariable ("KeyName") function to retrieve
the information stored in application settings. In this case, the callvisionaPI
method uses the function to retrieve the key, which is essential for making a request
to Microsoft Cognitive Services.

It's a best practice to store all keys and other sensitive information in

& application settings.
Y=

ICollector and IAsyncCollector are used for bulk insertion of data.

Azure SQL Database interactions using
Azure Functions

So far, you have learned how to store data in Azure Storage services, such as blobs,
gueues and tables. All these storage services are great for storing non-structured or
semi-structured data. However, we might need to store data in relational database
management systems, such as an Azure SQL Database.

In this recipe, you will learn how to utilise the ADO.NET API to connect to
a SQL Database and insert JSON data into a table named EmployeeInfo.

Getting ready

Navigate to the Azure portal and do the following:

1. Create a logical SQL Server with the name of your choice. It is recommended
that you create it in the same resource group where you have your Azure
Functions.

2. Create an Azure SQL Database named cookbookdatabase by choosing
Blank database in the Select source drop-down of the SQL Database
blade while creating the database.
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3. Create a firewall rule for your IP address by clicking on the Set Firewall
rule button in the Overview blade so that you can connect to the Azure SQL
Databases using SQL Server Management Studio (SSMS). If you don’t have
SSMS, install the latest version of SSMS. You can download it from
https://docs.microsoft.com/sql/ssms/download-sgl-server-
management -studio-ssms.

4. Click on the Show database connection strings link in the Essentials blade
of SQL Database, as shown in the following screenshot:

;I_' Cookbookdatabase

opy ore A server firewal e g4 Con ithe.
[« ' Reste 0 set fiewall [ Delete 2 Connect with.

Resource group { ) Server name

Status Elastic database pool
Online

Location Connection strings
Southeast Asia

Ti
== Subscription (; Pricing tier

Diagnose and solve problems Oidest restore point

No restore point available
Quick start

5. Copy the connection string from the following blade. Make sure that you
replace the your username and your password templates with your actual
username and password:

onnection strings

1DEC

1L MET [ authentication)

Seruerstc | Nl CH EE

=curdity I False;Us=r IO r_username=}; Fa

ts=Falss; Encrypt=Trus; Trust

nload ADOMET driver for 5
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Open your SSMS and connect to the Azure logical SQL Server that you
created in the previous steps.

Once you’re connected, create a new table named EmployeeInfo using
the following schema:

CREATE TABLE [dbo] . [EmployeeInfol] (
[PKEmployeeId] [bigint] IDENTITY(1,1) NOT NULL,
[firstname] [varchar] (50) NOT NULL,

[lastname] [varchar] (50) NULL,

[email] [varchar] (50) NOT NULL,

[devicelist] [varchar] (max) NULL,

CONSTRAINT [PK_EmployeeInfo] PRIMARY KEY CLUSTERED
(

[PKEmployeeId] ASC

)

)

How to do it...

Perform the following steps:

1.

Navigate to your function app, create a new HTTP trigger using the
HttpTrigger-CSharp template, choose Authorisation level as Anonymous.

Navigate to the code editor of run.csx in the saveJSONToAzureSQLDatabase
function and replace the default code with the following. The following

code grabs the data that is passed to the HTTP trigger and inserts it into the
database using the ADO.Net API:

#r "Newtonsoft.Json"
#r "System.Data"

using System.Net;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Primitives;
using Newtonsoft.Json;

using System.Data.SqglClient;

using System.Data;

public static async Task<IActionResult> Run (HttpRequest
req, ILogger log)

{
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log.LogInformation ("C# HTTP trigger function processed a
request.") ;

string firstname, lastname, email, devicelist;

string requestBody = await new StreamReader (reqg.Body) .
ReadToEndAsync () ;

dynamic data = JsonConvert.DeserializeObject (requestBody) ;

firstname = data.firstname;

lastname = data.lastname;

email = data.email;

devicelist = data.devicelist;

SglConnection con =null;
Try
string query = "INSERT INTO EmployeeInfo
(firstname, lastname, email, devicelist) " + "VALUES (@firstname,@
lastname, @email, @devicelist) ";

con = new
SglConnection ("Server=tcp:azurecookbooks.database.
windows.net,1433;Initial Catalog=Cookbookdatabase;Persist Security
Info=False;User ID=username;Password=password;MultipleActiveResu
ltSets=False;Encrypt=True; TrustServerCertificate=False;Connection
Timeout=30;") ;
SglCommand cmd = new SglCommand (query, con) ;
cmd.Parameters.Add ("efirstname", SqglDbType.VarChar,
50) .Value = firstname;
cmd.Parameters.Add ("@lastname", SglDbType.VarChar,
50)
.Value = lastname;
cmd.Parameters.Add ("@email", SqglDbType.VarChar, 50)
.Value = email;
cmd.Parameters.Add ("@devicelist", SglDbType.VarChar)
.Value = devicelist;
con.Open () ;
cmd . ExecuteNonQuery () ;

}

catch (Exception ex)

{

log.LogInformation (ex.Message) ;

}

Finally

{
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if (con!=null)

{

con.Close() ;

return (ActionResult)new OkObjectResult ($"Successfully
inserted the data.");

Note that you need to validate each and every input parameter. For the sake of simplicity,
the code that validates the input parameters is not included. Make sure that you validate
each and every parameter before you save it into your database. It also a good practice to
store the connection string in Application settings.

3. Let’srunthe HTTP trigger using the following test data right from the Test
console of Azure Functions:

{

"firstname": "Praveen",
"lastname": "Kumar",
"email": "praveen@example.com",
"devicelist":
"
{
'Type' : 'Mobile Phone',

'Company' : 'Microsoft'
I
{
'Type' : 'Laptop',
'Company ' : 'Lenovo'

Note that you need to validate each and every input parameter. For the sake of simplicity,
the code that validates the input parameters is not included. Make sure that you validate
each and every parameter before you save it into your database.
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4. A record was inserted successfully, as shown in the following screenshot:

SOLQueryd.sql - az..okbookadmin (118"

select * from employeeinfo

[T N ]

100 % -

1 Results 3 Messages

PEEmployeeld  firgtname  lastname  email dervicelist

1 i1 Praveen  Kumar praveen(@erample.com | 1 Type': "Mobile Pho..

How it works...

The goal of this recipe was to accept input values from the user and save them

to a relational database where the data could be retrieved later for operational
purposes. For this, we used Azure SQL Database, a relational database offering also
known as database as a service (DBaaS). We have created a new SQL Database and
created firewall rules that allow us to connect remotely from the local development
workstation using SSMS. We have also created a table named EmployeeInfo, which
can be used to save data.

We have developed a simple program using the ADO.NET API that connects to the
Azure SQL Database and inserts data into the EmployeeInfo table.

Monitoring tweets using Logic Apps
and notifying users when a popular user
tweets

One of my colleagues, who works for a social grievance management project, is
responsible for monitoring the problems that users post on social media platforms,
such as Facebook, Twitter and so on. He was facing the problem of continuously
monitoring the tweets posted on his customer’s Twitter handle with specific
hashtags. His main job was to respond quickly to the tweets by users with a huge
follower count, say, users with more than 50,000 followers. So, he was looking for a
solution that kept monitoring a particular hashtag and alerted him whenever an user
with more than 50,000 followers tweets so that he can quickly have his team respond
to that user.
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Note that for the sake of simplicity, we will have the condition to check
s for 200 followers instead of 50,000 followers.

Before I knew about Azure Logic Apps, I thought it would take a few weeks to learn
about, develop, test and deploy such a solution. Obviously, it would take a good
amount of time to learn, understand and consume the Twitter (or any other social
channel) API to get the required information and build an end-to-end solution that
solves the problem.

Fortunately, after learning about Logic Apps and its out-of-the-box connectors, it
hardly takes 10 minutes to design a solution for the problem that my friend had.

In this recipe, you will learn how to design a Logic App that integrates with Twitter
(for monitoring tweets) and Gmail (for sending emails).

Getting ready

We need to have the following to work with this recipe:

< A valid Twitter account
e A valid Gmail account

When working with the recipe, we will need to authorise Azure Logic Apps to access
your accounts.

How to do it...
We will go through the following steps:

1. Create a new Logic App
2. Design the Logic app with Twitter and Gmail connectors
3. Test the Logic App by tweeting the tweets with the specific hashtag

Creating a new Logic App

Perform the following steps:

1. Login to the Azure Management portal, search for 1logic apps and select
Logic App.
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2. Inthe Create logic app blade, once you have provided the Name, Resource
group, Subscription and Location, click on the Create button to create the
Logic App:

Create logic app

OgIC App

Name

NotrifyWhenTweetedByPopularlUser

Subscription

Resource group ©
® Create new 0 Use existing
AzureFunctionCookBooks
Location
| South Central US

Log Analytics &

on | o ]

‘ You can add triggers and actions to
your Logic App after creation.

Pin to dashboard

Create
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Designing the Logic App with Twitter and Gmail

connectors

Perform the following steps:

1. After the Logic App is created, navigate to the Logic app designer and

choose Blank logic app.

Next, you will be prompted to choose Connectors. In the Connectors list,

click on Twitter. Then, you will be prompted to connect to Twitter by

providing your Twitter account credentials. If you have already connected,
it will directly show you the list of Triggers associated with the Twitter

connector, as shown in the following screenshot:

€ Search all triggers

Triggers (1) Adctions [9)

Twvitter
When a new bweet is posted

TELL US WHAT ¥OU MNEED

@ Help us decide which connectors ar&?triggers to add next with Uservoice

3. Once you have clicked on the Twitter trigger, you will be prompted
to provide Search text (for example, hashtags and keywords) and the
Frequency at which you would like the Logic App to poll the tweets.

This is how it looks after you provide the details:

When a new tweet is posted
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4. Let's add a new condition by clicking on Next Step, searching for condition
and selecting Condition action, as shown in the following screenshot:

u When a new tweet is posted

I}

Choose an action x

x
Al Built-ins Connectors Enterprise Custom
H .
Control MSM SharePoint Tago

Weather

Triggers Actions
Condition ™
Contro -

5. From the previous instruction, the following screen will be displayed, where
you can choose the values for the condition and choose what you would like
to add when the condition evaluates to true Or false:

Condition
And
|: | Choose a value || || Choose a value
+ Add v
f true
I Add an action
f false
I Add an action

[70]



Chapter 3

6. When you click on the Choose a value input field, you will get all the
parameters on which you could add a condition; in this case, we need
to choose Followers count, as shown in the following screenshot:

u When a new tweet is posted
1

Dynamic content  Expression
Condition -

‘ L fall x

And v

When a new tweet is posted
| Choose a value |

. - Followers count
Add dynamic content [l

mber of followers

Original tweet user followers count

imber of followers

7. Once you choose the Followers Count parameter, you create a condition
(Followers count is greater than or equal to 200), as shown in the following

screenshot:

Condition

And v

I_u Follower... = |

Add
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8. In the If true section of the preceding Condition, search for Gmail connection
and select Gmail | Send email, as shown in the following screenshot:

If true
E Choose an action X
je gTa'| o
All Built-ins Connectors Enterprise Custom
E
Gmail Google Tasks

riggers Actions

Move email to trash —
cms 0
Reply to email ~
o 0
Send email —
cms 0

9. Itwill ask you to log in if you haven’t already. Provide your credentials
and authorise Azure Logic Apps to access your Gmail account.

10. Once you have authorised, you can frame your email with Add dynamic
content with the Twitter parameters, as shown in the following screenshot:
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E Send email

Tweet text =

Change connection.

11. Once you are done, click on the Save button.

screen, click the See more link.

Testing the Logic App functionality

Perform the following steps:

If the Followers count option doesn't show up on the

1. Let’s post a tweet on Twitter with the hashtag #azureFunctions, as shown

in the following screenshot:

' Prawin Sreeram (GFrawinSreeram - now
-‘a What is Serverless Computing? Explaring #AzureFunctions
.‘ -
What is Serverless Computing? Exploring Azure ...

There's a lot of confusing terms in the Cloud space. And
that's not counting the term 'Cloud.' ;) laa5
(Infrastructure
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2. After a minute or so, the Logic App should have been triggered. Let’s
navigate to the Overview blade of the Logic App and view Runs history:

Runs histary

Zpeciyy the run identifier to open

STARTTIME  IDENTIFIER DURATION

3. Yay! It has triggered twice and | have received the emails. One of them
is shown in the following screenshot:

Sat 6/10¢2017 10113 P
pramw

Prawrin Sreerarm with 238 followers posted a tweet

- =

To  praveen

What 15 Serverless Computing? Exploring #4zureFunctions https it coflwgNBEPvE L

How it works...

You have created a new Logic App and have chosen the Twitter connector to
monitor the tweets posted with the hashtag #azureFunctions once a minute. If there
are any tweets with that hashtag, it checks whether the follower count is greater than
or equal to 200. If the follower count meets the condition, then a new action is created
with a new Gmail connector that is capable of sending an email with the dynamic
content being framed using the Twitter connector parameters.

Integrating Logic Apps with serverless
functions

In the previous recipe, you learned how to integrate different connectors using Logic
Apps. In this recipe, we will implement the same solution that we implemented

in the previous recipe by just moving the conditional logic that checks the followers
count to Azure Functions.
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Getting ready

Before moving further, we will perform the following steps:

1.

Create a SendGrid account (if not created already), grab the SendGrid API
key and create a new key in the Application settings of the function app.

Install Postman to test the HTTP trigger. You can download the tool from
https://www.getpostman.com/.

How to do it...

Perform the following steps:

1.

Create a new function by choosing the HTTP trigger and name it
ValidateTwitterFollowerCount.

Navigate to the Integrate tab and add a new output binding, SendGrid,
by clicking on the New Output button:
SendGrid output

Message parameter name @ SendGrid API Key App Setting @

e ] [ ,

. Use function return value
From address @

s e ]
e ]

Replace the default code with the following and click on Save. The following
code just checks the followers count and if it is greater than 200, then it sends
out an email:

#r "Newtonsoft.Json"

#r "SendGrid"

using System.Net;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Primitives;
using Newtonsoft.Json;
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using SendGrid.Helpers.Mail;

public static async Task<IActionResult> Run (HttpRequest req, IAsyn
cCollector<SendGridMessage> messages, ILogger log)

{

log.LogInformation ("C# HTTP trigger function processed a
request.") ;

string name = req.Query["name"];

string requestBody = await new StreamReader (reqg.Body) .
ReadToEndAsync () ;

dynamic data = JsonConvert.DeserializeObject (requestBody) ;

string strTweet = "";
SendGridMessage message = new SendGridMessage() ;
if (data.followersCount >= 200)

{

strTweet = "Tweet Content" + data.tweettext;

message.SetSubject ($"{data.Name} with {data.
followersCount} followers has posted a tweet");

message.SetFrom("donotreply@example.com") ;
message .AddTo ("prawin2k@egmail .com") ;
message.AddContent ("text/html", strTweet) ;

}

Else

{

message = null;
}
await messages.AddAsync (message) ;
return (ActionResult)new OkObjectResult ($"Hello") ;

}

4. Test the function using Postman by choosing the parameters highlighted
in the following screenshot. In the next steps, after we integrate the
ValidateTwitterFollowerCount Azure Function, all the following input
parameters, such as followersCount, tweettext and Name, will be posted
by the Twitter connector of the Logic App:
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(Wb} I Body @ |
form-data x-www-form-urlencoded I . rawl binary [l JSON {application/json I

1-4{

2 "followersCount™ : 228,

3 "tweettext”:"#Azure Functions are amazing”,
4 "Name" :"Pravesn Sreeram|’

5 B

POST https://azurefunctionscookbook.azurewebsites.net/api/ValidateTwitterFollowerCount?code=pINOhTIHdxRIc... Params Send b

5. Create a new Logic App, hamed

NotifywhenTweetedbyPopularUserUsingFunctions.

6. Start designing the app with the Blank logic app template, choose the
Twitter connector and configure Search text, Frequency and Interval.

7. Click on New step to add an action. In the Choose an action section, choose
Azure Functions as a connector, as shown in the following screenshot:

u When a new tweet is posted

E Choose an action

O search connectors and actions

S

All Built-ins Connectors Enterprise Custom
Control =TT Service Bus SC0L Server Arure
Functions

Office 365 Azure Blob
Cutlook Storage
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8. Clicking on Azure Functions will list all the available Azure function apps,
as shown in the following screenshot:

u When a new tweet is posted

Choose an action x

< Search connectors and actions

& %

AzureFunctio | Azurefunctio | MyDurableFu  MyProductioc  mytestazuref
nCookBooks | nCookBook... nction nApp un

9. Click on the function app in which you have created the
ValidateTwitterFollowerCount function. Now select the
validateTwitterFollowerCount function, as shown in the following
screenshot:

u When a new tweet is posted

AzureFunctionCookBookV2 Pad

€~ search connectors and actions

Swagger actions Actions

Azure Functions o
+ . o -
Create Mew Function

CreateProfilePictures
Azure Functions

CropProfilePictures
Azure Functions

LocateMaleFemaleFaces o
Azure Functions -

ProcessJSONFileFromOneDrive o
Azure Functions h

RegisterUser
Azure Functions

Save)SONToSQLAzureDatabase
& -
Azure Functions

ValidateTwitterFollowerCount o
Azure Functions -

Don't see what you need?

@ information on creating Azure Function Apps can be found here
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10. In the next step, you need to prepare the JSON input that needs to be passed
from the Logic App to the validateTwitterFollowerCount HTTP trigger
function that we developed. Let’s frame input JSON in the same way that
we did when testing the HTTP trigger function using Postman, as shown
in the following screenshot (the only difference is that the values, such as
followersCount, Name and tweettext, are dynamic now):

ke A2 usern
ValidateTwitterFollowerCount

Us;r name of the persuﬂ‘whu posted the original teff.,

{ Original tueet user Description
User description

“followersCount™: Followiers count = -
Request Body “hwve etkext™” Tweettext = - Original tweet user statuses count
User status caunt
“Mame"” Username x -~

i Statuses count
User status count

oo} amic content [
User id

Show adwanced options Tuitter Id of the user

User mentions
List of users mentianed in the tueet

User name
+ Mew step Screen name of the user

11. Once you have reviewed all the parameters that the
ValidateTwitterFollowerCount function expects, click on the Save button
to save the changes.

12. You can wait for a few minutes or post a tweet with the hashtag that you
have configured in the Search text input field.

There’s more...

If you don’t see the intended dynamic parameter, click on the See more button,
as shown in the following screenshot:

O Search dynarnic content

When a new tveet is posted See friore

Body

Description
User description
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. InthevalidateTwitterFollowerCount Azure Function, we have
hardcoded the follower count threshold as 200. It’s good practice to
e store these values as configurable items by storing them in Application
settings.

See also

= See the Sending an email notification to the end user dynamically recipe in
Chapter 2, Working with Notifications Using the SendGrid and Twilio Services

Auditing Cosmos DB data using change
feed triggers

Many of you might have already heard about Cosmos DB, as it has become very
popular and many organisations are using it because of the features it provides.

In this recipe, we will learn about integrating serverless Azure Functions with a
serverless NoSQL database in Cosmos DB. You can read more about Cosmos DB
at https://docs.microsoft.com/azure/cosmos-db/introduction.

It might often be necessary to keep change logs of fields, attributes, documents

and more for auditing purposes. In the world of relational databases, you might
have seen developers using triggers or stored procedures to implement this kind of
auditing functionality, where you write code to store data into a separate audit table.

In this recipe, we will learn how easy it is to achieve the preceding use case and audit
Cosmos DB collections by writing a simple function that gets triggered whenever
there is a change in a document of a Cosmos DB collection.

% In the world of relational databases, a collection is the same as a table and
s a document is the same as a record.

Getting ready

In order to get started, we need to first do the following;:

e Create a Cosmos DB account

< Create a new Cosmos DB collection where you can store data in the form
of documents
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Creating a new Cosmos DB account

Navigate to the Azure portal and create a new Cosmos DB account. You would need
to provide the following:

< Avalid subscription and a resource group.

= Avalid account name. This will create an endpoint at <<accountname>>.
document .azure.com.

= An API - set this as SQL. This will ensure that you can write queries in SQL.

Feel free to try out other APlIs.

Creating a new Cosmos DB collection
Perform the following steps:

1. Once the account is created, you need to create a new database and a
collection. We can create both of them in a single step right from the portal.

2. Navigate to the Overview tab and click on the Add Collection button to
create a new collection:

3. You will now be navigated to the Data Explorer tab automatically, where
you will be prompted to provide the following details:

Field Name | Value Comment

Database id | cookbookdatabase Thisisa cc_)ntalner of multiple Cosmos
DB collections.

Collection id | cookbookdatacollection This is the name of the collection

where you will be storing the data.
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Field Name | Value Comment

Depending on your production
Storage Fixed (10 GB) wor_kl(_)ads, you might have to go with
capacity Unlimited, as you may get partitions

otherwise.

This is the capacity of your Cosmos

DB Collection. The performance of
Throughput . .

the reads and writes on the collection
(400 -10,000 | 400

depends on the throughput that you
RU/s) : T

configure when provisioning the

collection.

4. Next, click on the OK button to create the collection. If everything went well,
you will see something like the following in the Data Explorer tab of the
Cosmos DB account:

a New Database E New Collection

7 Open Full Screen E New

SQL API O <

Documents X

~ #& cookbookdatabase [3 New Document

hd Eh cookbookdatacollection

SELECT * FROM ¢ Edit Filter
Documents

Scale & Settings id O

» Stored Procedures
P User Defined Functions Load more

P Triggers

We have successfully created a Cosmos DB account and a collection. Let’s now learn
how to integrate the collection with a new Azure Function and see how to trigger it
whenever there is a change in the Cosmos DB collection.

How to do it...

Perform the following steps:

1. Navigate to the Cosmos DB Account and click on the Add Azure Function
menu in the All settings blade of the Cosmos DB account.
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2. You will now be taken to the Add Azure Function blade, where you will
choose the Azure function app in which you would like to create a new
function (Cosmos DB trigger) to be triggered whenever a change in the
collection happens. Here is how it looks:

Add Azure Function

Create an Azure Function with an Azure Cosmos DB trigger that listens to the 2
change feed of a collection. Click here to read more about Azure Functions
and Azure Cosmos DB integration.

Select collection

Select the collection to monitor for changes. Your Azure Function will receive batches
of changed items to be processed.

cookbookdatacollection

Create Azure Function
Select an Azure Function app

AzureFunctionCookBookV2

Name your Azure Function

cookbookdatacollectionTrigger

Function language

C#
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3. Once you have reviewed the details, click on the Save button (shown in the
previous screenshot) to create the new function, which will be triggered
for every change that is made in the collection. Let’s quickly navigate to the
Azure function app (in my case, it iS AzureFunctionCookBookVv2) and see
whether the new function with the name cookbookdatacollectionTrigger
has been created. Here is a view of my function app:

AzureFunctionCookBookV2™

All subscriptions

EE Function Apps

w ¥ AzureFunctionCookBo...

v EE Functions
cookbookdatacollectionTrigg..
CreateProfilePictures
CropProfilePictures
LocateMaleFemaleFaces
ProcessJSONFileFromOneDrive
RegisterUser

Save)SONToSQLAzureDatab...

ValidateTwitterFollowerCount

4. Replace the default code with the following code of the Azure Functions
Cosmos DB trigger, which gets a list of all the documents that were updated.
The following code just prints the count of documents that were updated and
the id of the first document in the Logs console:

#r "Microsoft.Azure.DocumentDB.Core"
using System;

using System.Collections.Generic;
using Microsoft.Azure.Documents;

public static void Run(IReadOnlyList<Documents> input, ILogger log)

{
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if (input != null && input.Count > 0)

{

log.LogInformation ("Documents modified " + input.Count) ;
log.LogInformation ("First document Id " + input[0].Id);

}

5. Now the integration of the Cosmos DB collection and the Azure
Function is complete. Let’s now add a new document to the collection
and see how the trigger gets fired in action. Open a new tab (leaving the
cookbookdatacollectionTrigger tab open in the browser), navigate to
the collection and create a new document by clicking on the New Document
button, as shown in the following screenshot:

SQL API O < "

Documents

- ™ Ll save iscar
v ® cookbookdatabase Save ) Discard
4 \eases

SELECT * FROM ¢ Edit Filter

cookbookdatacollection

Documents id O
Scale & Settings LA - - -
2 "id": "replace_with_new document_id"
» Stored Procedures Load more ER!
} User Defined Functions I,}
} Triggers

6. Once you have replaced the default JSON (which just has an id attribute)
with the JSON that has the required attributes, click on the Save button to
save the changes and quickly navigate to the other browser tab, where you
have the Azure Function open and view the logs to see the output of the
function. The following is how my logs look, as I just added a value to
the id attribute of the document. It might look different for you, depending
on your JSON structure:

2018-11-10719:38:00 welcome, you are now connected to log-streaming service.
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How it works...

In order to integrate Azure Functions with Cosmos DB, we first created a Cosmos

DB account and created a database and a new collection within it. Once the collection
was created, we integrated it from within the Azure portal by clicking on the Add
Azure Function button, which is available at the Cosmos DB account level. We have
chose the required function app in which we wanted to create a Cosmos DB trigger.
Once the integration was complete, we created a sample document in the Cosmos
DB collection, and then verified that the function was triggered automatically for

all the changes (all reads and writes, but not deletes) that we make on the collection.

There’s more...

When you integrate Azure Functions to track Cosmos DB changes, it will
automatically create a new collection named leases, as shown here. Be aware
that this is an additional cost as the cost in Cosmos DB is based on the request
units (RUs) that are allocated for each collection:

Collections

1D DATABASE THROUGHPUT (RU/S)

leases cookbookdatabase 400

cookbookdatacollection cookbookdatabase 400

It's important to note that the Cosmos DB trigger wouldn’t be triggered (at the time
of writing) for any deletes in the collection. It is only triggered for create and updates
to documents in a collection. If it is important for you to track deletes, then you need
to do soft deletes, which means setting an attribute such as isbeleted to true for
records that are deleted by the application and based on the value of the isbeleted
attribute, implementing your custom logic in the Cosmos DB trigger.

The integration that we have done between Azure Functions and Cosmos DB sees
Cosmos DB change feeds. You can learn more about change feeds here: https://
docs.microsoft.com/azure/cosmos-db/change-feed.

Don’t forget to delete the Cosmos DB account and its associated collections
if you think you won’t use them anymore, because the collections are charged
based on the RUs allocated even if you are not actively using them.

If you are not able to run this Azure Function or you get error saying that Cosmos
DB extensions are not installed, then try creating a new Azure Cosmos DB trigger,
which should then prompt installation.
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Understanding the Integrated

Developer Experience of
Visual Studio Tools

In this chapter, we will cover the following:

Creating a function app using Visual Studio 2017

Debugging C# Azure Functions on a local staged environment using Visual
Studio 2017

Connecting to the Azure Storage cloud from the local Visual Studio
environment

Deploying the Azure Function app to Azure Cloud using Visual Studio

Debugging live C# Azure Function, hosted on the Microsoft Azure Cloud
environment, using Visual Studio

Deploying Azure Functions in a container

Introduction

In all of our previous chapters, we looked at how to create Azure Functions right
from the Azure Management Portal. Here are a few of the features:

You can quickly create a function just by selecting one of the built-in
templates provided by the Azure Function Runtime

Developers need not worry about writing the plumbing code and
understanding how the frameworks work

Configuration changes can be made right within the Ul using
the standard editor
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In spite of all the advantages mentioned, developers might not find it comfortable
if they became used to working with their favourite Integrated Development
Environments (IDEs) a long time ago. So, the Microsoft team has come up with
some tools that help developers integrate them into Visual Studio so that they can
leverage some of the critical IDE features that accelerate their development efforts.
Here are few of them:

= Developers benefit from IntelliSense support

= You can debug code line by line

= Quickly view the values of the variables while you are debugging
the application

= Integration with version control systems such as Azure DevOps
(earlier, this was called Visual Studio Team Services (VSTS))

Currently, at the time of writing, the Visual Studio tools for the function supports
debugging only for C#. In the future, Microsoft is likely to come up with all these
cool features for other languages.

You will learn some of these aforementioned features in this chapter, and see how
to integrate code with Azure DevOps in Chapter 11, Implementing and Deploying
Continuous Integration Using Azure DevOps.

Creating a function app using Visual
Studio 2017

In this recipe, you will learn how to create an Azure Function for your favourite
IDE in Visual Studio 2017.

Getting ready

You need to download and install the following tools and software:

1. Download the latest version of Visual Studio 2017. You can download
it from https://visualstudio.microsoft.com/downloads/.

2. During the installation, choose Azure development in the Workloads
section, as shown in the following screenshot, and then click on the
Install button:
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Installing — Visual Studio Community 2017 Preview — 15.3.0 Preview 2.0

Windows (3)

Individual components

Universal Windows Platform development
Create applications for the Universal Windows Platform

Language packs

=

with C#, VB, JavaScript, or optionally C++.

+

L]

Desktop development with C++

Build classic Windows-based applications using the power

of the Visual C++ toolset, ATL, and optional features like...

Web & Cloud (7)

&

ASP.NET and web development
Build web applications using ASP.NET, ASP.NET Core,

>

HTML, JavaScript, and container development tools.

.NET desktop development
Build WPF, Windows Forms, and consale applications using

C#, Visual Basic, and FZ.

Azure development

Azure SDK, tools, and projects for developing cloud apps

and creating resources.

3. Navigate to Tools | Extensions and Updates and see if there are any updates
to Visual Studio tools for Azure Functions, as shown in the following

screenshot:

Extensions and Updates
P Installed

b Online

4 Updates (6)

Visual Studio Marketplace (B)

P Roaming Extension Manager

You have 6 update(s) available.

)

Azure Data Lake and Stream Analytics Tools
Anintegrated development environment for Azure Data Lake and

Stream Analytics application development.

Azure Functions and Web Jobs Tools

or creating and publis
and Web Jobs
[ Microsoft

\zure. Fu

Cloud Explorer for Visual Studie

View your cloud resources, inspect their properties, and perform key

developer actions from within Visual Studio.

"2 Microsoft
GitHub Extension for Visual Studio

A Visual Studio Extension that brings the GitHub Flow into Visual

Studio.

Redgate SQL Change Automation Core
Extend DevOps processes to your SOL Server databases. Develop,
source control, and safely automate database deployments alongsi...

-

Created by: §* Microsoft
Current Version: 15850210
New Version: 15.10.2009.0
Release Notes

Maore Information

Scheduled For Install:
Nane

Scheduled For Update:
None

Scheduled For Uninstall:

None
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How to do it...

Perform the following steps:

1. Open Visual Studio, choose File and then click on New Project. In the New
Project dialogue box, in the Installed templates, under Visual C#, select
Cloud and then select the Azure Functions template:

Mew Project i x
b Recent “ Sort by: [Default -] Search (Ctri+E R -
4 £
Inafed ASP.NET Core Web Applicati Visual C# Type: Visual C#
153 4 ore Web Application iU
4 Visual C# A temnplate to create an Azure Function
Get Started ’ Azure Functions Visual C# project.
Windows Universal
Windows Desktop {} Service Fabric Application Lf Visual C#
B Web
b Office/SharePoint 2] | ASP.NET Web Application (NET Framework) Visual C#
NET Care
NET Standard @ﬁ Azure Weblob (NET Framewaork) Visual C#
Android
Apple TV O Azure Cloud Service Visual C#
Apple Watch
. A Q Azure Resource Group Visual C#
-

Mot finding what you are looking for?

Open Visual Studio Installer
Mame: FunctionAppinVisualStudio
Location: | CiUsershwvmadminisourcelreposi\Chapterd bl Browse...
Solution name: FunctionAppinVisualStudio Create directory for solution

Add to Soyree Control

oK Cancel

2. Provide the name of the function app. Click on the OK button to go to the
next step. As shown in the following screenshot, choose Azure Functions v2
(.NET Core) from the drop-down menu, then select HTTP trigger and click
on the OK button:
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New Project - FunctionApplnVisualStudio x

Azure Functions v2 Preview ((NET Standard) -

| Storage Account (AzureWebJobsStorage)
~J =

Storage Emulator -
Empty Blob trigger Event Hub

trigger ! Some capabilities may require an Azure storage account.
Access rights
Anonymous =

Http trigger | Queue trigger  Service Bus

Queue trigger

Cansimca Dioe Tirmnr tricnmar

-

Creates an Azure function project with an Http trigger. Additional
triggers can be added during development

Updates are ready Refresh Cancel

3. We have successfully created the Azure Function App, along with an HTTP
Trigger (which accepts web requests and sends a response to the client), with
the name Functioni. Feel free to change the default name of the function

app and also make sure to build the application to download the required
NuGet packages, if any.

4. After you create a new function, a new class will also be created, as shown
in the following screenshot:

fa] Solution 'FunctionApplnVisualStudic'
4 FunctionApplnVisualStudio
P @ Dependencies
IT hostjson
P o HtttpTriggerCSharpFromVS.cs
IT local.settings.json

We have now successfully created a new HTTP-triggered function app using
Visual Studio 2017.
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How it works...

Visual Studio tools for Azure Functions allow developers to use their favourite IDE,
which they may have been using for ages. Using the Azure Function tools, you can
use the same set of templates that the Azure Management Portal provides in order to
quickly create and integrate with the cloud services without writing any (or minimal)
plumbing code.

The other advantage of using Visual Studio tools for functions is that you don’t need
to have a live Azure subscription. You can debug and test Azure Functions right

in your local development environment. Azure CLI and related utilities provide

us with all the required assistance to execute Azure Functions.

There’s more...

One of the most common problems that developers face while developing any
application on their local environment is that everything works fine on my local machine,
but not on the production environment. Developers need not worry about this in the
case of Azure Functions. The Azure Functions runtime provided by the Azure CLI
tools is exactly the same as the runtime available on Azure Cloud.

Note that you can always use and trigger an Azure service running on
L the cloud, even when you are developing Azure Functions locally.

Debugging C# Azure Functions on a
local staged environment using Visual
Studio 2017

Once the basic set-up of our function creation is complete, the next step is to start
working on developing the application as per your needs. Developing code on a
daily basis is not at all a cake walk; developers end up facing all kinds of technical
issues. They need tools to help them identify the root cause of the problem and fix

it to make sure they are delivering the solution. These tools include debugging tools
that help developers step into each line of the code to view the values of the variable
and objects and get a detailed view of the exceptions.

In this recipe, you will learn how to configure and debug an Azure Function
in a local development environment within Visual Studio.
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Getting ready

Download and install Azure CLI (if you don’t have these tools installed, note that
Visual Studio will automatically download them when you run your functions from
Visual Studio).

How to do it...

Perform the following steps:

1.

In our previous recipe, we created the HTTPTrigger function using Visual
Studio. Let’s build the application by clicking on Build, and then clicking
on Build Solution.

Open the HTTPTriggerCSharpFromVs. cs file and create a breakpoint
by pressing the F9 key, as shown in the following screenshot:

FunctionApplInVisualStudio ~ 2 FunctionApplnVisualStudio. HttpTriggerCSharpFrom ~ @ Run(HttpRequest req,
4 using Microsoft.Azure.WebJobs;
5 using Microsoft.Azure.WebJobs.Extensions.Http;
6 using Microsoft.AspNetCore.Http;
7 using Microsoft.Azure.WebJobs.Host;
8 using Newtonsoft.Json;
9
10 - 'namespace FunctionAppInVisualStudio
11 {
12 public static class HttpTriggerCSharpFromvs
13 {
14 [FunctionName("HttpTriggercSharpFromvs")]
15 public static IActionResult Run([HttpTrigger(AuthorizationLevel.Anonymous, "get",
4 null) JHttpRequest req, TraceWriter log)
16 {
o
18
19 string name = req.Query["name"];
2e
21 string requestBody = new StreamReader(req.Body).ReadToEnd();
22 dynamic data = JsonConvert.DeserializeObject(requestBody);
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3. Pressthe F5 key to start debugging the function. When you press F5 for the
first time, Visual Studio prompts you to download Visual Studio CLI tools
if they aren’t already installed. These tools are essential for executing an
Azure Function in Visual Studio:

Microsoft Wisual Studio

The Azure Functions CLI tools are required to run this project, Would
you like to download and install therm now?

ez Mo

The Azure Function CLI has now been renamed to Azure Function
@’@‘\ Core Tools. You can learn more about them at https://www.npmjs.
’ com/package/azure-functions-core-tools.

4. Clicking on Yes in the preceding screenshot will start downloading the CLI
tools. The download and installation of the CLI tools will take a few minutes.

5. After the Azure Function CLI tools are installed successfully, a job host will
be created and started. It starts monitoring requests on a specific port for all
the functions of our function app. The following is the screenshot that shows
that the job host has started monitoring the requests to the function app:
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B! C\Users\vmadmin\AppData\Local\AzureFunctionsTools\Releases\2.8. 1\cli\func.exe

! Host.Startup[e@]
Reading host configuration file 'C:\Users\vmadmin\source\repos\Chapter4\FunctionAppInVisualst
udio\bin\Debug\netstandard2.e\host.json'
! Host.Startup[@]
Host configuration file read:
{3
[9/23/2018 11:35:17 AM
[9/23/2018 11:35:17 AM
[9/23/20818 11:35:17 AM
[9/23/20818 11:35:17 AM
.0.12115.8, ProcessId=9760, AppDomainId=1, Debug=False, FunctionsExtensionVersio

] Initializing Host.

]
]
1
I

[9/23/2018 :35:17 AM] Generating 1 job functio

]
]
]
]
]

Host initialization: ConsecutiveErrors=e, StartupCount=1
Starting JobHost
Starting Host (HostI 2017-1799987705, Instanceld=2e6439d4-91e0-44al-b7{d-ae5)

[9/23/2018 11:35:17 AM] Found the following functions:

[9/23/2018 11:35:17 AM] FunctionAppInVisualStudio.HttpTriggerCSharpFromV!
[9/23/2018 :35:17 AM
[9/23/2018 :35:17 AM
[9/23/2018 :35:17 AM] Host started (62

[9/23/2018 11:35:17 AM] Job host started

Hosting environment: Production

Content root path: C:\Users\vmadmin\source\repos\Chapterd\FunctionAppInVisualStudio\FunctionAppInvVisual
netstandard2.e

Now listening on: http://©.8.8.0:7671

Application started. Press Ctrl+C to shut down.

Listening on http://e.e.e.e:7e71/

Hit CTRL-C to exit...

Host initialized (6©8ms)

Http Functions:

HttpTriggerCSharpFromvs:

6. Let’s try to access the function app by making a request to http://
localhost:7071 in your favourite browser:

&« C ® localhost:7071

Microsoft Azure

Your Functions 2.0 app

IS up and running

Azure Functions is an event-based serverless ‘
compute experience to accelerate your
development.

Learn more @
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7.

Now key in the complete URL of our HTTP trigger in the browser. It should
look like this: http://localhost:7071/api/HttpTriggerCsharpFromvsS?n
ame=Praveen Sreeram.

After typing the correct URL of the Azure Function, as soon as we hit the
Enter key in the address bar of the browser, the Visual Studio debugger hits
the debugging point (if you have one), as shown in the following screenshot:

18
11

12
13
14

15

16
17
18
19
20
21
22
23

-lnamespace FunctionAppInVisualStudio

{

= public static class HttpTriggerCSharpFromVs

{
[FunctionName("HttpTriggerCSharpFromvs")]

public static IActionResult Run([HttpTrigger(AuthorizationLevel.Anonym
= null) JHttpRequest req, Tracellriter log)
{

log.Info("C# HTTP trigger function processed a request.");

string name = req.Query["name"];

string requestBody = new StreamReader(req.Body).ReadToEnd();
dynamic data = JsonConvert.DeserializeObject(requestBody);
name = name ?? data?.name;

9. You can also view the data of your variables, as shown in the following

screenshot:

req.Query["name"];
@ name & ¥ "Praveen Sreeram”
string requestBody = new StreamReader(req.Body).ReadToEnd();
dynamic data = JsonConvert.DeserializeObject(requestBody);

10. Once you complete the debugging, you can click on the F5 key to complete

the execution process, after which you will see the output response in the
browser, as shown in the following screenshot:

&«

Hello, Praveen Sreeram

C @ localhost:7071/api/HttpTriggerCSharpFromVS?name=Praveen%20Sreeram

11. The function execution log will be seen in the job host console, as shown in

the following screenshot:
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on="This function was ammatically ca

aed4-86eladcs

12. You can add more Azure Functions to the function app, if required. In the
next recipe, we will look at how to connect to the Azure Storage cloud from
the local environment.

How it works...

The job host works as a server that listens to a specific port. If there are any requests
to that particular port, it automatically takes care of executing the requests and sends
a response.

The job host console provides you with the following details:

= The status of the execution, along with the request and response data
= The details about all the functions available in the function app

There’s more...

Using Visual Studio, you can directly create precompiled functions, which
means that when you build your functions, Visual Studio creates a .d11 file that
can be referenced in other applications, just as you do for your regular classes.
The following are two of the advantages of using precompiled functions:

= Precompiled functions have better performance, as they aren’t required
to be compiled on the fly

= You can convert your traditional classes into Azure Functions easily
and refer them in other applications seamlessly
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Connecting to the Azure Storage cloud
from the local Visual Studio environment

In both of the previous recipes, you learned how to create and execute Azure
Functions in a local environment. We triggered the function from a local browser.
However, in this recipe, you will learn how to trigger an Azure Function in your
local environment when an event occurs in Azure. For example, when a new Blob

is created in a Azure Storage account, you can have your function triggered on your
local machine. This helps developers test their applications upfront, before deploying
them to the production environment.

Getting ready

Perform the following prerequisites:

1. Create a storage account, and then a Blob container named cookbookfiles,
in Azure.

2. Install Microsoft Azure Storage Explorer from http://storageexplorer.
com/.

How to do it...

Perform the following steps:

1. Open the FunctionAppInvisualStudio Azure Function app in
Visual Studio, and then add a new function by right-clicking on the
FunctionAppInvVisualStudio project. Click on Add | New Azure Function,
which opens a pop-up. Here, for the name field, enter BlobTriggerCSharp,
and then click on the add button.

2. This opens another pop-up, where you can provide other parameters,
as shown in the following screenshot:
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New Azure Function - BlobTriggerCSharp x

@ Http trigger
Timer trigger
Queue trigger
@ Blob trigger

@ Event Grid trigger

E Event Hub trigger

@ loT Hub trigger

Cosmos DB Trigger

SendGrid

@ Service Bus Queue trigger
@ Service Bus Topic trigger

Durable Functions Orchestration

Connection string setting

| AzureWehlobsStarage

Path

cookbookfiles‘

| Cancel

In the storage account connection settings, provide AzureWebJobsStorage

as the name of the connection string and also provide the name of the Blob
container (in my case, it is cookbook£files) in the Path input field, then click
on the OK button to create the new Blob trigger function. A new Blob trigger
function gets created, as shown in the following screenshot:

Solution Explorer
@WE-|o-sd@| F
Search Solution Explorer (Ctrl+;)
fa] Solution 'FunctionApplnVisualStudic' (1
F FunctionApplnVisualStudio

P @ Dependencies
@& BlobTriggerCSharp.cs

IT hostjson
P c# HtttpTriggerCSharpFromVs.cs
IT local.settings.json
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4. If you remember the Building a backend Web API using HTTP triggers
recipe from Chapter 1, Developing Cloud Applications Using Function Triggers
and Bindings, the Azure Management Portal allowed us to choose between
a new or existing storage account. However, the preceding dialogue box is
not connected to your Azure subscription. So, you need to navigate to the
storage account and copy the connection string, which can be found in the
Access Keys blade of the storage account in the Azure Management Portal,
as shown in the following screenshot:

azurefunctionscookbooks

keyl 0

Key

TxhVTtYrdafPG7VbRILwiU35IX(uUE By S Rnlpl ICTLAL ToposlosUapd Jd AU IR LM e e w==

keyz Q)
Key

hz2FbrGUA2vkASNkUuj3W1 5 &

5. Paste the connection string in the 1local.settings.json file, which
is in the root folder of the project. This file is created when you create
the function app. After you add the connection string to the key named
AzureWebJobsStorage, the local .settings.json file should look like
that shown in the following screenshot:

[l | K2 [ LA SR BlobTriggerCSharp.cs HtttpTriggerCSharpFromVs.cs
Schema: <MNo Schema Selected>

1 B

2 "IsEncrypted”: false,

3 -1 "Walues": {

4 "AzureleblobsStorage”: "DefaultEndpointsProtocol=htt

5 "AzureWeblobsDashboard™: ™"

6 }

7 ¥

6. Open the BlobTriggerCSharp.cs file and create a breakpoint, as shown in
the following screenshot:
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BlobTriggerCSharp.

= FuncticnAppin!
1 using Systen.IO;

using Microsoft.Azure.Weblobs;

Bl |ocal settings json HitpTriggerCSharpFromVS.cs

wsing Microseft.Extensions.Logging;
ramespace FunctionfppInvisualStudic
public static class

[ ionName(“BlobTriggerCSharp™)]

public static void Run([BL

myElob, string name, Il r log)

7. Now press the F5 key to start the job host, as shown in the following
screenshot:

[9/23/2018 12:39:21 PM] Initializing Host.

[9/23/2018 12:39:21 PM] Host initialization: ConsecutiveErrors=8, StartupCount=1
[9/23/2018 12:39:21 PM] Starting JobHost

[9/23/2018 12:39:21 PM] Starting Host (HostId=vm2@17-1799987705, Instanceld=35c¢7497e-6bb8-4454-
n=2.0.12115.8, ProcessId=13672, AppDomainId=1, Debug=False, FunctionsExtensionVersion=)
[9/23/2018 12:39:22 PM] Generating 2 job function(s)

[9/23/2018 12:39:22 PM] _Faund _the following functions:

[

[

[

[

[

9/23/2018 12:39:22 PM] FunctionAppInvisualStudio.BlobTriggerCSharp.Run
9/23/2018 12:39:22 PM] FunctionAppInVisualStudio.HttpTriggerCSharpFromVs.Run
9/23/2018 12:39:22 PM]

9/23/2018 12:39:22 PM] Host initialized (5©2ms)

9/23/2018 12:39:25 PM] Host started (3363ms)

[9/23/2018 12:39:25 PM] Job host started

Listening on http://@.8.8.0:7071/

Hit CTRL-C to exit...

Hosting environment: Production

8. I have added a new Blob file using Azure Storage Explorer, as shown in the
following screenshot:

T~ N ? =5 & B- Ih =]

Refresh All Upload | Download Open New Folder  Copy URL ~ Select All Copy Rename

urefunctionco926c & =~ I Active blobs (default) ¥  cookbookfiles

urefunctionscookbooks

il Blob Containers Name Access Tie v Tier L

st Modified

=

B $logs 10_BlobTrigger.png 9/23/2018, 12:42:19 PM

azure-webjobs-hosts
& cookbookfiles

& durablefunctionshub-leases
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9. Assoon as the Blob has been added to the specified container (in this case, it
is cookbookfiles), Which is sitting in the cloud in a remote location, the job
host running in my local machine detects that a new Blob has been added
and the debugger hits the function, as shown in the following screenshot:

NuGet: FunctionAppInVisualStudio BlobTriggerCSharp.cs # X RIelesIRIuiale R [o]a} HttpTriggerCSharpFromVS.cs
(<] FunctionApplInVisualStudio ~ “Z FunctionAppInVisualStudio.BlobTriggerCSharp - @ Run(Stream myBlob, string name,
1 -lusing System.IO;
2 using Microsoft.Azure.WebJobs;
3 using Microsoft.Azure.WebJobs.Host;
4 using Microsoft.Extensions.Logging;
5
6 -lnamespace FunctionAppInVisualStudio
7 {
8 = public static class BlobTriggerCSharp
9 {
10 [FunctionName("BlobTriggerCSharp™)]
11 public static void Run([BlobTrigger("cookbookfiles/{name}", Connection = "AzureWebJobsStora
- Stream myBlob, string name, IlLogger (log)
12 {
=+ 134" |10g.LogInfor‘mation($“C# Blob trigger function Processed blob\n Name:{name} \n Size: [
~ KmyBlob.Length} Bytes");|
14 }
15 }

How it works...

In this BlobTriggercsharp class, the run method has the WebJobs attributes with a
connection string (in this case, it is AzurewebJobsStorage). This instructs the runtime
to refer to the Azure Storage connection string in the local settings configuration file
with the key named after the azurewebJobsStorage connection string. When the

job host starts running, it uses the connection string and keeps an eye on the storage
accounts containers that we have specified. Whenever a new Blob is added or updated,
it automatically triggers the Blob trigger in the current environment.

There’s more...

When you create Azure Functions in the Azure Management Portal, you need to
create triggers and output bindings in the Integrate tab of each Azure Function.
However, when you create a function from the Visual Studio 2017 IDE, you can just
configure WebJobs attributes to achieve this.

You can learn more about WeblJobs attributes at https://docs.

microsoft.com/azure/app-service/webjobs-sdk-get-
g started.
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Deploying the Azure Function app to
Azure Cloud using Visual Studio

So far, our function app is just a regular application within Visual Studio. To deploy
the function app along with its functions, we need to either create the following new
resources or select existing ones to host the new function app:

= The resource group

= The App Service plan

= The Azure Function app

You can provide all these details directly from Visual Studio without opening the
Azure Management Portal. You will learn how to do that in this recipe.

How to do it...

Perform the following steps:
1. Right-click on the project, and then click on the Publish button to open the
publish window.

2. In the Publish window, choose the Create New option and click on the
Publish button, as shown in the following screenshot:

X
Pick a publish target
Azure Function App Azure App Service
Fully managed, and highly scalable cloud environment
M Folder
() Select Existing
I:‘ Run from ZIP (recommended)
,_lemnﬁﬂ Prflen i e e I Puhlich |+ I rwrﬂ -
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3. Inthe Create App Service window, you can choose from existing resources
or click on the New button to choose the new Resource Group, the App
Service plan and the Storage Account, as shown in the following screenshot:

Create App Service BN Microsoft account

Host your web and mobile applications, REST APls, and more in Azure
App Name Explore additional Azure services
FunctionApplnVisualStudioV2 y Create a SQL Database

ﬁ Create a storage account
Subscription i

Visual Studio Enterprise — MPN -

Resource Group

AzureFunctionCookBooks (centralus) TUNEW.. ettt et s
Clicking the Create button will create the following Azure

Hosting Plan resources

CentralUSPlan (Central US, Y1) | New... App Service - FunctionAppInVisualStudioV2

Storage Account

azurefunctionscookbooks (centralus) | New...

Export... Create Cancel

4. In most of the cases, you are best off going with the Consumption plan for
hosting the Azure Functions, unless you have a strong reason not to, and
would prefer to utilise one of your existing App Services. To choose the
Consumption plan, you need to click on the New button that is available
for the App Service plan, as shown in the preceding screenshot. Select
Consumption in the Size drop-down menu, then click on the OK button,
as shown in the following screenshot:
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App Service Plan

Location

South Central US

Size

Configure App Service Plan

An App Service plan is the container for your app. The App Service plan
settings will determine the location, features, cost and compute...

FunctionAppinVisual5tudio2017Plan

{ Consumption

wi

1 Consumption App Service Plans are only available for Function Apps

0K | ‘ Cancel

5. After reviewing all the information, click on the Create button of the Create
App Service window. This should start deploying the services to Azure,
as shown in the following screenshot:

Deploying: Step 0 of 3

6. If everything goes fine, you can view the newly created function app
in the Azure Management Portal, as shown in the following screenshot:

<> Function Apps

MAME
AzureFunctionCookBook

cookbookPOC

FunctionAppinVisualStudio

SUBSCRIPTION ID » RESOURCE GROUP
Developer Program Benefit AzureFunctionCockBook
Developer Program Benefit cookbookPOC
Developer Program Benefit cookbookPOC

LOCATION

southcentralus

southindia

southcentralus
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7. Hold on! Our job in Visual Studio is not yet done. We have just created the
required services in Azure right from the Visual Studio IDE. Our next job is
to publish the code from the local workstation to the Azure cloud. As soon
as the deployment is complete, you will be taken to the web deploy step,
as shown in the screenshot. Click on the Publish button to start the process
of publishing the code:

Publish
=) Azure successfully configured: How was your experience?
FunctionAppInVisualStudioV?2 - Web Deploy 5 Publish
New Profile... Actions
Site URL https://functionappinvisua... [}} Manage Application Settings...
Configuration Release Manage Profile Settings...
Delete existing files True
Username $FunctionAppInVisualStudioV2
password AEAKAKRAAAK

8. After a few seconds, you should see something similar to the following
screenshot in the Output window of your Visual Studio instance:

Publish Started
FunctionAppInvisualStudio -» C:\Users\vmadmin\source\repos\Chapter4\FunctionAppInvisualStudig
\FunctionAppInvisualStudio.dll
FunctionAppInvisualstudio -> C:\Users\vmadmin\source\repos\Chapter4\FunctionappInvisualstudig
Updating file (FunctionAppInvisualStudiov2\bin\extensions.json).
Updating file (FunctionAppInvisualStudiov2\BlobTriggercsharp\function.json).
Updating file (FunctionAppInvisualStudiov2\FunctionAppInvisualStudio.deps.json)
Updating file (FunctionAppInvisualStudiov2\host.json).
Modating £ile (EunctionAppInVisualStudiov2\HttpTriggerCSharpFromvsyfunction.json).
Publish SucceededJ
Publish completed.

9. That’s it. We have completed the deployment of your function app and
its functions to Azure right from your favourite development IDE, Visual
Studio. You can review the function deployment in the Azure Management
Portal. Both Azure Functions were created successfully, as shown in the
following screenshot:
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w %> FunctionAppInVisualSt...

v EE Functions (Read Only)

3 BlobTriggerCSharp

> HttpTriggerCSharpFromVs

There’s more...

Azure Functions that are created from Visual Studio 2017 are precompiled, which
means that you deploy the .d11 files from Visual Studio 2017 to Azure. Therefore,
you cannot edit the functions’ code in Azure after you deploy them. However,
you can make changes to the configurations, such as changing the Azure Storage
connection string, the container path and so on. We will look at how to do this in
the next recipe.

Debugging a live C# Azure Function,
hosted on the Microsoft Azure Cloud
environment, using Visual Studio

In one of the previous recipes, Connecting to the Azure Storage cloud from the local
Visual Studio environment, you learned how to connect the cloud storage account
from the local code. In this recipe, you will learn how to debug the live code running
in the Azure Cloud environment. We will be performing the following steps in the
BlobTriggerCSharp function of the Functionappinvisualstudio function app:

« Changing the path of the container in the Azure Management Portal to that
of the new container
= Opening the function app in Visual Studio 2017

= Attaching the debugger from within Visual Studio 2017 to the required
Azure Function

= Creating a Blob in the new storage container
< Debugging the application after the breakpoints are hit
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Getting ready

Create a container named cookbookfiles-live in the storage account. We will be
uploading a Blob to this container.

How to do it...

Perform the following steps:

1. Navigate to the BlobTriggercsharp function in the Azure Management
Portal and change the path of the path variable to point to the new container
cookbookfiles-1live. Then, re-publish it. It should look something like that
shown in the following screenshot:

EE Function Apps

function.json
w ¥ FunctionApplnVisualSt... I

L 4 EE Functions (Read Only)
L 4 BlobTriggerCSharp
Integrate
Manage
Monitor

» HttpTriggerCSharpFromVS

> EE Proxies

» EE Slots (preview)

2. Open the function app in Visual Studio 2017. Open Server
Explorer and navigate to your Azure Function; in this case,
FunctionAppinVisualStudio2017, as shown in the following screenshot:
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Server Explorer
¢ | wElRE
Fl € || | _ u E | | 1
Ll ..-I- _|
. |
Il msE mEN

._-_. Jll._.nj.—rq.!q..
4 [¥% AzureFunctionsCookBook

VI sEynrtion ookBoo

3. Right-click on the function and click on Attach Debugger, as shown in the
following screenshot:

berver Explorer
¢ |a'Ell
4 Dy Arure (e sieielsB—— ol ———
4 @ App e
B ()
(W% e
[ i T
[§% AzureFunctionsCookBook
[ <> AzureFunctionsCockBook
m -

% Refresh

bk + =

T TR

bo[% Bl &1 View in Browser
bW re ﬂ' View Settings

B[

bR P Attach Debugger
P& = IEW 3trearming Logs
b () e Stop
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4. Visual Studio will take some time to enable remote debugging, as shown
in the following screenshot:

Enabling remote debugging setting...

5. The function app URL will be opened in the browser, as shown in the
following screenshot, indicating that our function app is running:

a2 https://functionappinvisualstudiov?2.azurewebsites.net/

Microsoft Azure

Your Functions 2.0 app

IS up and running

Azure Functions is an event-based serverless ‘
compute experience to accelerate your
development.

Learn more @

6. Navigate to Storage Explorer and upload a new file (in this case, I uploaded
EmployeeInfo.json) to the cookbookfiles-1ive container, as shown in the
following screenshot:
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5 T L o 4+ o =

Upload  Download Open Mews Falder  Copy URL  Select all

CCESS cookbookfiles-live
nd Attached)
rage Accourts =

(Developrment) o | . e
(SA5-Attached Services) Ef' Emplayeelnfojson  fat, 10 Jun 20017 10:17:16 GMT

azurefunctionscookbook (External)
& Blob Containers

& $logs

B azure-webjobs-hosts

B cookbookfiles

=
B dbweb

7. After a few moments, the debug breakpoint will be hit, shown as follows,
where you can view the filename that has been uploaded:

g T
9 [FunctiocnName("BlobTriggerCSharp™}]
18 = public static wvoid Run([BlobTrigger("coockbookfiles/{name}", Connection = “AzurelWeblobsStorage”)]Stream
12 I log.Info($"C# Blob trigger function Processed blob\n Name:{name} ‘n Size: {myBlob.Lengthi Bytes");
13 2
% w4 R
Value
@ log {Microsoft.Azure.WebJobs.Script.Intercepting TraceWriter}
Elok L fts sl lobe Host Blobs, WatchableReadStream}
# name "Ernployeelnfo.json”

Deploying Azure Functions in a container

By now, you might have understood the major use case of why one might use Azure
Functions. Yes — when developing a piece of code and deploying it in a serverless
environment, where a developer or administrator doesn’t need to worry about the
provisioning and scaling of instances for hosting your server-side applications.

Making all of the features of serverless could only be achieved
when you create your Function App, by choosing the
Consumption plan in the Hosting Plan drop-down menu.
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By looking at the title of this recipe, you might already be wondering why and
how deploying an Azure Function to a Docker container would help. Yes, the
combination of Azure Functions and Docker Container might not make sense,

as you would lose all the serverless benefits of Azure Functions when you deploy
to Docker. However, there might be some customers whose existing workloads
might be in some cloud (be it public or private), but now they want to leverage
some of the Azure Function triggers and related Azure Services, and so would
want to deploy the Azure Functions as a Docker image. This recipe deals with
how to implement this.

Getting ready

The following are the prerequisites for getting started with this recipe:

« Please install Azure CLI from https://docs.microsoft.com/cli/azure/
install-azure-cli?view=azure-cli-latest

< You can download Docker from https://store.docker.com/editions/
community/docker-ce-desktop-windows. Ensure that you install the
version of Docker that is compatible with the operating system of your
development environment.

= Also required is basic knowledge of Docker and its commands, in order
to build and run Docker images. You can go through the official Docker
documentation to learn this, if you don’t already have this knowledge.

= Create an Azure Container Registry (ACR) with the following steps.
This can be used as a repository for all of the Docker images.
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Creating an ACR

Perform the following steps:

1. Create a new ACR by providing the following details, as shown in the
following screenshot:

Create container registry [

Registry name

cookbookregistry v
.azurecr.io

Subscription

Visual Studio Enterprise — MPN

Resource group

AzureFunctionCookBooks

Location

Central US

Admin user @
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2. Once the ACR is successfully created, navigate to the Access Keys blade
and make a note of the Login server, Username and password, which are
highlighted in the following screenshot. You will be using them later in this
recipe:

Container registry

? cookbookregistry - Access keys
- «

Registry name
@& Overview
cookbookregistry

Fl Activity log
Access control (IAM) Login server

Tags cookbookregistry.azurecr.io

#i Quick start
Admin user @

Settings

Username

¥ Access keys S
cookbookregistry

8 Locks

B Automation script
NAME PASSWORD

Services
password FjlLabQOmrasrsis-fomm il g 'l

@& Repositories

password?2 CnH2 rlislaia | iy T

How to do it...

In the first three chapters, we created both the function app and the functions right
within the portal. And, so far in this chapter, we have created the function app and
the functions in the Visual Studio itself.

Before we start, let’s make a small change to the aTTPTrigger, so that we understand
that the code is running from Docker, as highlighted in the following image.
To do this, | have just added a From Docker message to the output, as follows:
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[FunctionName("HttpTriggerCSharpFromvs")]
public static IActionResult Run{[HttpTrigger(AuthorizationLevel.Anonymous, "get", “"post”, Route = null)]HttpRequest req)
{

//log.Info("C# HTTP trigger function processed a request.™);
string name = req.Query["name"];
string requestBody = new jer(req.Body) .ReadToEnd();

dynamic data = JsonConvert.DeserializeObject(requestBody);
name = name ?? data?.name;

return name != null

? (ActionResult)new OkObjectResuld(3"Hello, {name} - From Dccke"'}l
: new BadRequestObjectResult("Ples®e o TamE O LNE qUErY SUrINg or in the request body");

Creating a Docker image for the function app

Perform the following steps:

1. The first step in creating a Docker image is to create a Dockerfile in our
Visual Studio project. Create a .Dockerfile with the following contents:

FROM microsoft/azure-functions-dotnet-core2.0:2.0
COPY ./bin/Release/netstandard2.0 /home/site/wwwroot

2. Then, navigate to Command Prompt and run the following Docker
command, docker build -t functionsindocker, taking care not to miss
the period at the end of the command, to create a Docker image. Once you
execute the docker build command, you should see something similar
to that shown in the following screenshot:

ppInvisualstudis cer bulld -t func

3. Once the image is successfully created, the next step is to run the Docker
image on a specific port. Run the command to execute it. You should see
something like the following screenshot:

hanterdl Eunctiooanp ol suel Studiod Biort iondnnTols sual Studiodiocker. cun -0, 2587 A o 10051 Do ker

28

trl+C to shut down.
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4.

Verify that everything is working fine in the local environment by navigating
to the local host with the right port, as shown in the following screenshot.

<

Hello , Praveen Sreeram

CcC @ Ioca\hosD<

Pushing the Docker image to the ACR

Perform the following steps:

1.

The first step is to ensure that we provide a valid tag to the image using
the docker tag functionsindocker cookbookregistry.azurecr.io/
functionsindocker:vl command. Running this command won’t provide
any output. However, to view our changes, let’s run the docker images
command, as shown in the following screenshot:

In order to push the image to ACR, you need to authenticate yourself to
Azure. For this, you can use Azure CLI commands. Let’s log in to Azure
using the az login command. Running this command will open a browser
and authenticate your credentials, as shown in the following screenshot:

‘wmadmin\source\repos\Chapterd\FunctionAppInVisualStudio\FunctionAppInvi

4

unctienAppInVisualStudior
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3. The next step is to authenticate yourself to the ACR using the az acr login
--name cookbookregistry command. Replace the ACR name (in my case,
it is cookbookregistry) with the one you have created:

Chapterd\FunctionAppInVisualStudic\FunctionAppInVisualStudickaz acr login --name co

C:\Users\vmadmin'source\r Chapterd\FunctionAppInVisualStudio\FunctionAppInVisualStudiose

4. Once you authenticate yourself, you can push the image to ACR
by running the docker push cookbookregistry.azurecr.io/
functionsindocker:vi command, as shown in the following screenshot:

5. Let’s navigate to ACR in the Azure portal and review if our image was
pushed to it properly in the Repositories blade, as shown in the following
screenshot:

s » cookbookregistry - Repositories

& cookbookregistry - Repositories

Container registry

Settings

? Access keys REPOSITORIES

& Locks functionsindocker

B Automation script

Services
& Repositories

45 Webhooks

We have successfully created an image and pushed it to ACR. Now, it’s time to
create the Azure Function, and refer the Docker image that was pushed to the ACR.
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Creating a new function app with Docker
Perform the following steps:

1. Navigate to the New | Function App blade and provide the following
information:

> Function App

Function App

Create

App name

CookbookFunctionlnDocker v
.azurewebsites.net

Subscription

Visual Studio Enterprise — MPN

Resource Group @
Create new Use existing

CookbookFunctionlnDocker

oS

Publish

Docker Image

App Service plan/Location

CookbookFunctioninDockker(...

2. Now, choose Linux (Preview) in the OS field and choose Docker Image
in the Publish field, and then click on the App Service Plan/Location,
as shown in the preceding screenshot. Here, choose to create a new
Basic App Service plan.
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3. The next and most important step is to refer the image that we have pushed
to the ACR. This can be done by clicking on the configure container
button and choosing the azure Container Registry, then choosing
the correct image, as shown in the following screenshot:

L L
Single Container Docker Compose (Preview)

ctioninDockker(...

Configure container
cookbookregistry.azurecr.io/fu...

s © |y

4. Once you review all the details, click on the Create button to create the
function app.

5. That’s it. We have created a Function App that could let us deploy the
Docker images by linking it to the image hosted in the Azure Container
Registry. Let’s quickly test the Ht tpTrigger by navigating to the HTTP
endpoint in the browser. The following is the output of the Azure Function.

< C' & https://cookbookfunctionindocker.azurewebsites.net/api/HttpTriggerCSharpFromVS?name=Praveen%20Sreeram

Hello , Praveen Sreesram

How it works...

In the first three chapters, we created both the function app and the functions right
within the portal. By contrast, so far in this chapter, we have created the function
app and the functions in Visual Studio itself.
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In this recipe, we have done the following:

Development Environment

9 Visual Studio |
Azure Portal (—o—) Container Registry (—1 | T
—)l Docker o |

The numbered points in this diagram refer to the following steps:
1. Create a Docker image of the function app that we created in this chapter
using Visual Studio.
Push the Docker image to the ACR

From the portal, create a new function app, choosing to publish the
executable package as a Docker image

4. Attach the Docker image from the ACR (from step 2 in the preceding guide)
to the Azure Function (from step 3 in the preceding guide)
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Exploring Tests Tools for the
Validation of Azure Functions

In this chapter, we will explore different ways of testing the Azure Functions in more
detail with the following recipes:

= Testing Azure Functions:

o

Testing HTTP triggers using Postman

o

Testing the Blob trigger using Microsoft Storage Explorer

o

Testing the Queue trigger using the Azure Management Portal

= Testing an Azure Function on a staged environment using deployment slots
e Load testing Azure Functions using Azure DevOps
= Creating and testing Azure Function locally using Azure CLI tools

= Testing and validating Azure Function responsiveness using
Application Insights

= Developing unit tests for Azure Functions with HTTP triggers

Introduction

In the previous chapters, you learned how to develop Azure Functions and
where they are useful, and looked at validating the functionality of those functions.

[121]



Exploring Tests Tools for the Validation of Azure Functions

In this chapter, we will start looking at ways of testing different Azure Functions.
This includes, for example, running tests of HTTP trigger functions using Postman
and using Microsoft Storage Explorer to test Azure Blob triggers, Queue triggers and
other storage-service-related triggers. You will also learn how to perform a simple
load test on an HTTP trigger, to help you understand how the serverless architecture
works by provisioning the instances in the backend, without developers needing

to worry about the scaling settings on different factors. The Azure Function runtime
will automatically take care of scaling the instances.

You will also learn how to set up a test that checks the availability of our functions
by continuously pinging the application endpoints on a predefined frequency from
multiple locations.

Testing Azure Functions

The Azure Function runtime allows us to create and integrate many Azure services.
At the time of writing, there are more than 20 types of Azure Functions you can
create. In this recipe, you will learn how to test the most common Azure Functions,
listed as follows:

e Testing HTTP triggers using Postman

= Testing the Blob trigger using Microsoft Storage Explorer

= Testing the Queue trigger using the Azure Management portal

Getting ready

Install the following tools, if you haven’t already done so:

e Postman: You can download this from https://www.getpostman.com/

= Microsoft Azure Storage Explorer: You can download this from http://
storageexplorer.com/

You can use Storage Explorer to connect to your storage accounts and view all the
data available from different storage services, such as Blobs, Queues, Tables and
Files. You can also create, update and delete them right from the Storage Explorer.
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How to do it...

In this section, we will create three Azure Functions, using the default templates
available in the Azure Management portal, and then test them with different tools.

Testing HTTP triggers using Postman

Perform the following steps:

1.

Create an HTTP trigger function that accepts the Firstname and Lastname
parameters and sends them in the response. Once it is created, make sure
you set Authorisation Level as Anonymous.

Replace the default code with the following. Note that for the sake
of simplicity, | have removed the validations. In real-time applications,
you need to validate each and every input parameter:

#r "Newtonsoft.Json"
using System.Net;
using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Primitives;
using Newtonsoft.Json;

public static async Task<IActionResult> Run (HttpRequest req,
ILogger log)

{
log.LogInformation ("C# HTTP trigger function processed
a request.");

string firstname=req.Query["firstname"];
string lastname=req.Query["lastname"];

string requestBody = await new StreamReader (req.Body) .

ReadToEndAsync () ;
dynamic data = JsonConvert.DeserializeObject (requestBody) ;
firstname = firstname ?? data?.firstname;

lastname = lastname ?? data?.lastname;

return (ActionResult)new OkObjectResult ($"Hello,
{firstname + " " + lastname}");

}

[123]



Exploring Tests Tools for the Validation of Azure Functions

3. Open the Postman tool and complete the following:

1. The first step is to choose the type of HTTP method with which you
would like to make the HTTP request. As our function accepts most
of the methods by default, choose the GET method, shown as follows:

GET W

2. The next step is to provide the URL of the HTTP trigger. Note that
you would need to replace <HttpTriggerTestUsingPostmans>
with your actual HttpTrigger function name, shown as follows:

No Environment

GET https://explorefuncapp.azurewebsites.net/HupTriggerTestUsingPostman? Params Send w

4. Click on the Send button to make the request. If you have provided all the
details expected by the API, then you would see a Status: 200 OK, along with
the response, as shown here:

Body (7) Status: 200 0K Time: 675 ms

Pretty Text 5

1 Hello Praveen Sreeram
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Testing a Blob trigger using Microsoft Storage

Explorer
Perform the following steps:

1. Create a new Blob trigger by choosing the Azure Blob Storage trigger
template, as shown here:

Azure Blob Storage trigger

A function that will be run whenever a blob is added to a
specified container

2. Once you click on the template in the previous screenshot, it will prompt you
to provide a storage account and a container where you will store the Blob,
shown as follows:

Azure Blob Storage trigger

New Function

Name:

BIobTriggerCSharpTestUsingStoraqucpIorel{

Azure Blob Storage trigger

Path @

samples-workitems/{name}

Storage account connection @

azurefunctionscookbooks STORAGE v
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3. Let’s connect to the storage account that we will be using in this recipe. Open
Microsoft Azure Storage Explorer and click on the button that is highlighted
in the following screenshot to connect to Azure Storage:

72 Micrasaft Azure Storage Explorer
Edit Help

=y Microsoft Azure
BlR & U

Collapse All
=% CQuick Access

4 i@ ilocal and Attached)
b B Storage Accounts

4. You will be prompted to enter various details, including storage connection
string, shared access signature (SAS) and your account key. For this
recipe, let’s use the storage connection string. Navigate to Storage Account,
copy the connection string in the Access Keys blade and paste it in the
Microsoft Azure Storage Explorer - Connect pop-up, shown as follows:

=2 Microsoft Azure Storage Explorer - Connect X

Attach with Connection String

Display name:

azurefunctionscookboaks

Connection string:

DefaultEndpointsProtocol=https;AccountName=azurefunctionscookbooks;AccountKey=TxhVTtYrdafPG7VI

Back Next Connect Cancel

[126]



Chapter 5

Clicking on the Next button in the preceding screenshot will take you to

the Connection Summary window, displaying the account name and other
related details for confirmation. Click on the Connect button to connect to the
chosen Azure Storage account.

As shown in the following screenshot, you are now connected to the Azure
Storage account, where you can manage all your Azure Storage services:

EXPLORER

Collapse All

F

(Preview)

iew)

Brvices)

okbooks (Ke

=% Quick Access

=]

®% Local & Attached

55

b

A

Refresh All

& Cosmos DB Accounty
3 Data Lake Store (Pre
B Storage Accounts

» B (SAS-Attached S

b | B azurefunctionscq

Now, let’s create a storage container named samples-workitems. Right-click
on the Blob Containers folder and click on Create Blob Container to create

a new Blob container named samples-workitems. Then click on the Upload
files button, as shown in the following screenshot:

& samples-waorkiterms

Upload
Ila Upload Files...

Upload Folder...

+

Mews Falder

arkitems

8. Inthe Upload Files window, choose a file that you would like to upload,
and then click on the Upload button.
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9. Immediately navigate to the Azure Function code editor and look at the Logs
window, as shown in the following screenshot. The log shows the Azure
Function getting triggered successfully:

2018-09-27T102:52: Welcome, you are now connected to log-streaming service.
2018-09-27T102:53: new trace in the past 1 min(s).
2018-09-27102:54: new trace in the past min(s)._
2018-09-27T02:55: new trace in the past min{s).

2018-09-277102:57: new trace in the past
2018-09-27T02:58: new trace in the past

min(s).
min(s).

2

3
2018-09-277102:56: new trace in the past 4 min(s).

5

6

Testing the Queue trigger using the Azure
Management portal
Perform the following steps:

1. Create a new Azure Storage Queue trigger named
QueueTriggerTestusingPortal, as shown in the following screenshot.
Take note of the Queue name, myqueue -items, as we need to create a Queue
service with the same name later using the Azure Management portal:

[EE)} Azure Queue Storage trigger

New Function

Name:

QueueTnggerTestusingPorla‘

Azure Queue Storage trigger

Queue name @

myqueue-items

Storage account connection @

azurefunctionscookbooks_STORAGE v

[128]



Chapter 5

2. Navigate to the storage account’s Overview blade and click on Queues,
as shown in the following screenshot:

azurefunctionscookbooks

?& OpeninEBxplorer =» Move [ Delete storage account

- Tabular data storage

=] Activity log
Access control (JAM) T
[D] Suaie apps depending on traffic
Tags

#X Diagnose and solve problems

3. Inthe Queue service blade, click on Queue to add a new Queue:

Essentials ~

StomEge account
azurefunctionscookbook

4. Provide myqueue-items as the Queue name in the Add queue pop-up,
as shown in the following screenshot. This was the same name we used
while creating the Queue trigger. Click on OK to create the Queue service:

Add gueue

* Queude hame

myqueue-items|
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5. Now we need to create a Queue message. In the Azure Management
portal, click on the myqueue-items Queue service to navigate to the
Messages blade. Click on the Add message button, as shown in the
following screenshot, and then provide a Queue message text. Lastly,
click on OK to create the Queue message:

Refresh Add message

Add message to queue

This is a queue message created for testing queues

6. Immediately navigate to the QueueTriggerTestusingPortal Queue trigger
and view the Logs blade. Here, you can find out how the Queue function
was triggered, as shown in the following screenshot:

2018-09-27703:01:11 welcome, you are now connected to log-streaming service.
2018-09-277103:02:11 No new trace in the past 1 min(s)-
2018-09-?7T03-03:11 No new trace in the nast ? min(s)_
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There’s more...

For all your HTTP triggers, if you would like to allow your API consumers to only
use the posT method, then you can restrict it as such by choosing Selected methods
and choosing only POST in Selected HTTP methods, as shown in the following
screenshot:

HTTP trigger (reg) delete

Mode &
Selected methods Standard

Fequest parameter name & Foute tem plate @
req Route template
Authorization leve | € Selected HTTP methods @
ARarymous GET o POST DELETE
HE&D PeTCH PUT
QRTINS TRACE

“ cance'

Testing an Azure Function on a staged
environment using deployment slots

In general, every application needs pre-production environments, such as staging,
beta and so on, in order to review functionalities before publishing them for the
end users.

Though the pre-production environments are great and help multiple stakeholders
validate the application’s functionality against business requirements, there are some
pain points in managing and maintaining them. The following are a few of them:

< We would need to create and use a separate environment for our
pre-production environments

= Once everything is reviewed in pre-production and the IT Ops team
gets the go-ahead, there would be a bit of downtime in the production
environment while deploying the code base of new functionalities
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All the preceding limitations can be covered in Azure Functions, using a feature
called slots (these are called deployment slots in App Service environments). Using
slots, you can set up a pre-production environment where you can review all the
new functionalities and promote them (by swapping, which we will discuss in

a moment) to the production environment seamlessly and whenever you need.

How to do it...

Perform the following steps:

1
2.

Create a new function app named MyProduct ionApp.

Create a new HTTP trigger and name it MyProd-HttpTriggerl. Replace
the last line with the following:

return name != null

? (ActionResult)new OkObjectResult ("Welcome to MyProd-
HttpTriggerl of Production App")

: new BadRequestObjectResult ("Please pass a name on the
query string or in the request body") ;

Create another new HTTP trigger and name it MyProd-HttpTrigger2. Use
the same code that you used for MyProd-HttpTriggerl — just replace the
last line with the following:
return name != null

? (ActionResult)new OkObjectResult ("Welcome to MyProd-
HttpTrigger2 of Production App")

: new BadRequestObjectResult ("Please pass a name on the
query string or in the request body");

Assume that both the functions of the function app are live on your
production environment with the URL https://<<functionappname.
azurewebsites.net>>.

Now, the customer has requested us to make some changes to both functions.
Instead of directly making the changes to the functions of your production
function app, you might need to create a slot.

Hold on! Before you can create a slot, you first need to enable the feature by
navigating to the Function app settings under the General Settings of the
Platform features tab of the function app. Once you click on the Function
app settings, a new tab will be opened where you can enable the Slots
(preview), as shown in the following screenshot:
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Slots (preview)

Enable deployment slots (preview).

s

Logic apps integration with Functions does not work when Slots(preview) is enabled.

Known issues:

Opting into this p w feature will reset any pre-existin
‘Manage’ node

The slots feature is currently in preview. By the time you read this, it
might be Generally Available (GA). It is not recommended to use this
feature in production workloads until it goes GA

7. Click the On button in the Slots (preview) section highlighted in the
preceding screenshot. As soon as you turn it on, the slots section will be
hidden, as it is a one-time setting. Once it’s enabled, you cannot disable it.

8. Okay, let’s create a new slot with all the functions that we have in our
function app, named MyProductionApp.

9. Click on the + icon, available near the Slots (preview) section, as shown
in the following screenshot:

10. It prompts you to enter a name for the new slot. Provide a meaningful name,
something such as staging, as shown in the following screenshot:

Create a new deployment slot

Deployment slots let you deploy different versions of your function app to different URLs. You can test a certain version and then swap content and
configuration between slots.

Name @

Staging
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11. Once you click on Create, a new slot will be created, as shown in the
following screenshot. In case, if you see the Functions as read only,
you can make them read-write in the Function App Settings.

The URL for the slot will be https://<<functionappnames>>-
<<Slotname>>.azurewebsites.net>>. Each slot within a function
e app will have a different URL.

12. To make a staged environment complete, you need to copy all the
Azure Functions from the production environment (in this case, the
MyProductionApp app) to the new staged slot named Staging. Create two
HTTP triggers and copy both the functions’ code (MyProd-HttpTriggerl
and MyProd-HttpTrigger2) from MyProduct ionapp to the new staging
slot. Basically, you need to copy all the functions to the new slot manually.

13. Change the production string to staging in the last line of both the
functions in the Staging slot. This is useful for testing the output of
the swap operation:
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% Deployment slots
an, SRS

myproductionao: aing

+ J “n Swap

NAME STATUS APP SERVICE PLAN

IL Click on the ‘Swap’ command above to start the swap operation.

Note that, in all the slots that you create as a pre-production app, you
need to make sure that you use the same function names as you have
’ in your production environment.

14. Click on the Swap button, available in the Deployment slots blade,
as shown in the following screenshot:

i Deployment slots
B28  myproductionapp-v2-staging

“ Swap

APP SERVICE PLAN

Click on the ‘Swap® command above to start the swap operation.

15. In the Swap blade, you need to choose the following:
° Swap Type: Choose the Swap option.

°  Source: Choose the slot that you would like to move to production.
In this case, we’re swapping Staging in general, but you can even

swap across non-production slots.
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o

Destination: Choose the production option, as shown in the
following screenshot:

Staging 2

Destination

production 3

Pr v Changes
0 wamnings,1 other messages

| Q|

16. Once you review the settings, click on the OK button of the preceding step.
It will take a few moments to swap the functions. A progress bar will appear,
as shown in the following screenshot:

" Swapping web app slofs...
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17. After a minute or two, the staging and production slots get swapped.
Let’s review the run.csx cript files of the production:

MyProductiond; MyProd-HitpTrigger1
MyProductionApp-V2 - MyProd-HttpTrigger1

run.csx

o Enterprise - MPN

name

18. If you don’t see any changes, click on the refresh button of the function app,
as shown in the following screenshot:
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19. Make sure that the Application settings and Database Connection Strings
are marked as Slot Setting (slot-specific). Otherwise, Application settings
and Database Connection Strings will also get swapped, which could cause
unexpected behaviour. You can mark any of these settings as such from
Platform features, as shown in the following screenshot:

Overview Platform features

Do

General Settings Networking

20. Clicking on the Application settings will take you to the following blade,
where you can mark any setting as a SLOT SETTING:

Application settings
APP SETTING NAME VALUE SLOT SETTING
AzureWebJobsSecretStorageType Blob ]
AzureWebJobsStorage DefaultEndpointsProtocol=https;AccountName=myproductionappb23f;Acco...

FUNCTION_APP_EDIT_MODE readwrite

FUNCTIONS_EXTENSION_VERSION ~2

FUNCTIONS_WORKER_RUNTIME dotnet *

WEBSITE_CONTENTAZUREFILECON...  DefaultEndpointsProtocol=https;AccountName=myproductionappb23fAcco...
WEBSITE_CONTENTSHARE myproductionapp-v2-493c497c

WEBSITE_NODE_DEFAULT_VERSION 8.11.1

All the functions taken in the recipe are HTTP triggers; note that you can
have any kind of triggers in the function app. The deployment slots are
not limited to HTTP triggers.

" You can have multiple slots for each of your function apps. The following
% are a few of the examples:

Alpha
Beta
Staging
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There’s more...

If you try to create a slot without enabling the feature of Deployment Slots,
you will see something similar to what is shown in the following screenshot:

Create a new deployment slot

Deplgyment slots let vou denlgy. differept varsions of vour function anp.to.different LRI,
between slots.

Azure functions slots (preview) is currently disabled. To enable, visit function app settings.

You need to have all the Azure Functions in each of the slots that you would like
to swap with your production function app:

= Slots are specific to the function app, but not to the individual function.

=« Once you enable the slots features, all the keys will be regenerated, including
the master. Be cautious if you have already shared the keys of the functions
with third parties. If you had already shared them and enabled the slots,
all the existing integrations with the old keys will not work.

In general, if you are using App Services and would like to create deployment
slots, you need to have your App Service plan in either one of the Standard

or Premium tiers. However, you can create slots for the function app even

if it is under Consumption (or dynamic) plans.

Load testing Azure Functions using
Azure DevOps

Every application needs to perform well in terms of performance. It’s everyone’s
responsibility within the team that the application is performing well. In this recipe,
you will learn how to create a load on the Azure Functions using the Load Test
tool provided by Azure DevOps (formerly known as VSTS). This recipe will also
help you understand how the auto-scaling of instances works in the serverless
environment, without the developers or architect needing to worry about the
instances that are responsible for serving the requests.
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Getting ready

Create an Azure DevOps account at https://visualstudio.microsoft.com/. We
will be using the Load Test tool of Azure DevOps to create URL-based load testing.

How to do it...

Perform the following steps:

1. Create a new HTTP trigger, named LoadTestHttpTrigger, With
Authorisation Level set to Anonymous.

2. Replace the default code in run.csx with the following:

using System.Net;

using Microsoft.AspNetCore.Mvc;

public static async Task<IActionResult> Run (HttpRequest req,
ILogger log)

{

System.Threading.Thread.Sleep (2000) ;
return (ActionResult)new OkObjectResult ($"Hello") ;

}

3. The preceding code is self-explanatory. In order to make the load test
interesting, let’s simulate some processing load by adding a wait time
of two seconds, using System.Threading.Thread.Sleep (2000) ;.

4. Copy the function URL by clicking on the </> Get function URL
link on the right-hand side of the run.csx code editor.

5. Navigate to the Load test tab of the Azure DevOps account. You
can find it under the Test menu after you log in to Azure DevOps:

AzureDeveloper-poc v  Dashboards Code  Work Pipelines ~ Test = Wiki ‘

Parameters  Configurations  Runs | Load test
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6. Click on the New link and select URL based test, as shown in the following
screenshot:

+ New = 'f_)
+ Visual Studio test
4+ HTTP Archive based test*

4+ URL based test

+

Apache JMeter test

7. Inthe Web Scenarios tab, provide a meaningful name for the load test,
as shown in the following screenshot:

Load test*: LoadTestFunctionApp

8. Paste the HTTP trigger URL that you copied in step 4 into the URL input
field, as shown in the following screenshot:

HTTP method URL
GET ~  hitps//myproductionapp.azurewebsites.net/api/LoadTestHitpTrigger

4 Headers

+ Add header

* QueryString Parameters

9. Now, click on the Save button to save the load test:

Load test*: LoadTestFunctionApp

Web Scenarios  Settings

H Savel L Import HAR file
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10. The next step is to provide details about the load that we would like to
create on the Azure Function. As shown in the following screenshot, click
on Settings and provide the details about the load test that you would like,
depending on your requirements:

Load test*: LoadTestFunctionApp  Runs
Web Scenarios
IH Save i Import .HAR file
Run duration (minutes) 20
Load pattern Step hd
Max w-users 1000
Start user count 10
Step duration (seconds) 10
Step user count (users/step) 10
Warmup duration (seconds) il
Browser mix IE - 60%, Chrome - 40% ¥

11. Once you provide all your details for the load test, click on Save. Once
you save the test, the Run test button will be enabled, as shown in the
following screenshot:

Load test*: LoadTestFunctionApp #

Web Scenarios  Settings

H Save i Import HAR file

12. Click on Run test to start the load test. As the run duration of our load test is
20 minutes, it would take 20 minutes to complete the load test. Once the load
is complete, Azure DevOps provides us with the performance reports, shown
as follows:
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° Summary report: This provides us the average response time of the
HTTP trigger for the load of 1 K users.

Summary Charts Diagnostics  Logs

AVG. RESPONSE TIME USER LOAD REQUESTS PER SEC

18.9..  1K.. 284«

There’s more...

We can also look at how Azure scales out the instances automatically behind the
scenes in the Live Metrics Stream tab of Application Insights. The following
screenshot shows the instance IDs and the health of the virtual machines that are
allocated automatically, based on the load on the Azure serverless architecture. You
will learn how to integrate Application Insights with Azure Functions in Chapter 6,
Monitoring and Troubleshooting Azure Serverless Services

Live Metrics Stream

LoadTesting

= Incoming Requests #pin MPause 4 servers online

Requests/Sec Request Duration (ms) Requests Failed/Sec

.
_,.,.,_..*‘-q.“,.. .
‘_,,-u.-',‘.c' " »

Outgoing Requests
Overall Health

[=] Servers ® select colum
SERVER NAME REQUESTS REQUESTS FAILED CPU TOTAL
S Ofsec Ofsec 0%
iR ————— .. 8.2/sec Ofsec 3%
S 17/sec 0fsec 10%
L’ 6.7/sec Ofsec 3%
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See also

The Monitoring Azure Functions using Application Insights recipe in Chapter 6,
Monitoring and Troubleshooting Azure Serverless Services, contains more information
on this topic.

Creating and testing Azure Functions
locally using Azure CLI tools

Most of the recipes that you have learned so far have been created using either
the browser or Visual Studio Integrated Development Environment (IDE).

Azure also provides us with tools for developers that love working with the
command line. These tools allow us to create Azure resources with simple
commands right from the command line. In this recipe, you will learn how
to create a new function app and also understand how to create a function
and deploy it to the Azure Cloud right from the command line.

Getting ready

Perform the following steps:

< Download and install Node.js from https://nodejs.org/en/download/.

< Download and install Azure CLI tools from https://docs.microsoft.com/
cli/azure/install-azure-cli?view=azure-cli-latest.

How to do it...

Perform the following steps:

1. Once the Azure Functions Core Tools are ready, run the following command
to create a new function app:

func init

You will get the following output after executing the preceding command:

C:\Users\vmadmin\myazureclifuncifunc init
Select a worker runtime:

node
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In the preceding screenshot, dotnet is selected by default. Pressing Enter
will create the required files, as shown in the following screenshot:

Disk (C:) Users » vmadmin myazureclifunc

Name Date modified

wvscode

.-D' host
.-D' local settings

] myazureclifunc.csproj

2. Run the following command to create a new HTTP trigger function within
the new function app that we have created:

func new

You will get the following output after executing the preceding command:

C:\Users\vmadmin\myazureclifuncfunc new
Select a template:

DuauaTriooar
LHauslrloos

BIoBTrigger
TimerTrigger
DurableFunctionsOrchestration

SendGrid

EventHubTrigger
ServiceBusQueueTrigger
ServiceBusTopicTrigger
EventGridTrigger
CosmosDBTrigger
IotHubTrigger

3. Asshown in the preceding screenshot, you will be prompted to choose
the function template. For this recipe, | have chosen HttpTrigger. Choose
HttpTrigger by using the down arrow. You can choose the Azure Function
type based on your requirements. You can navigate between the options
using the up/down arrows on your keyboard.
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4. The next step is to provide a name for the Azure Function that you are

creating. Provide a meaningful name and press Enter, as shown in the
following screenshot:

C:\Users\vmadmin\myazureclifunc>func_new

Select a template: Function name: HttpTrigger-CoreTools
HttpTrigger-CoreTools

The function "HttpTrigger-CoreTools" was created successfully from the "HttpTrigger" template.

C:\Users\vmadmin\myazureclifunc>g

5. You can use your favourite IDE to edit the Azure Function code. In this
recipe, | am using Visual Studio Code to open the Ht tpTrigger function,
as shown in the following screenshot:

jonLevel.Function, "get”,

log.LogInfor );

g name = req.Query["name"];

6. Let’s test the Azure Function right from your local machine. For this, we
need to start the Azure Function host by running the following command:

Func host start --build

[146]



Chapter 5

7. Once the host is started, you can copy the URL and test it in your
browser, along with a query string parameter name, as shown in
the following screenshot:

B <& 3 localhost P BV

& O localhost

"Hello Praveen Sreeram”

Testing and validating Azure Function
responsiveness using Application
Insights

Any application is only useful for any business if it is up and running. Applications
might go down for multiple reasons; the following are a few of them:

= Any hardware failures, such as a server crash, bad hard disk or any other
hardware issue — even an entire datacentre might go down, although this
would be very rare

= There might be software errors because of bad code or a deployment error

= The site might receive unexpected traffic and the servers may not be capable
of handling this traffic

= There might be cases where your application is accessible from one country,
but not from others

It would be really helpful to get a notification when our site is not available or not
responding to user requests. Azure provides a few tools to help by alerting us if the
website is not responding or is down. One of them is Application Insights. You will
learn how to configure Application Insights to ping our Azure Function app every
minute and set it to alert us if the function is not responding.
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Getting ready

Perform the following steps:

1. Navigate to the Azure Management portal, search for Application Insights,
then click on the Create button, and provide all the required details, as
shown in the following screenshot:

Application Insights

Name @

FunctionMonitoring

Application Type @
ASP.NET web application

Subscription
Visual Studio Enterprise — MPN
Resource Group @

Create new Use existing

AzureFunctionCookBooks

Location

South Central US
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2. Navigate to your function app’s Overview blade and grab the function app
URL, as shown in the following screenshot:

How to do it...

Perform the following steps:

1. Navigate to the Availability blade and click on the Add test button,
as shown in the following screenshot:

Investigate

]
R LN [ s ]

@ Availability
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2. Inthe Create test blade, enter a meaningful name for your requirement
and paste the function app URL, which you noted down in step 2 of the
preceding Getting ready section, in the URL field of the Create test blade.
In the Alerts blade, provide a valid email address in the Send alert emails
to these email addresses: field, to which an alert should be sent if the
function is not available or not responding:

Test name

FunctionMonitaring

URL ping test Alert locations thres

LIRL @

Alert failure time window
bt R ———— . Alert failure time wirnd o @

5 minutes
Parse dependent reque
v Send alert emails to subscription admins

Enable retries hilit; failures;, @
" “end alert emails to these email addr

Test frequency @ e sreeram i

5 minutes
Webhook @
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3. Click on OK in the Alerts blade, and then click on the Create button of the
Create test blade to create the test, as shown in the following screenshot, in
the All availability tests section:

o 2dd test (D) Time range | @) Refresh | [£] Help

Availability test summary

=

11:30PM 1145 PM uniz ) ) 1245 AM
AAILABILITY AWERAGETEST DURATION } OS5 ] TOTAL FAILED TESTS

0 239 s 12
Al availability tests
TEST NAME

A& FuncionMonitaring

4. Inorder to test the functionality of this alert, let’s stop the function app by
clicking on the Stop button, found in the Overview tab of the function app.
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5. When the function app was stopped, Application Insights will try to access
the function URL using the ping test. The response code will not be 200, as
the app was stopped, which means the test failed and a notification should
have been sent to the configured email, as shown in the following screenshot:

BE Microsoft

Azure Application Insights

"functionmonitoring-functionsmonitoring" failed at 3
locations for 5 minutes

View application in Azure Portal Wiew web test in Azure Portal

How it works...

We have created an Availability test, where our function app will be pinged once
every five minutes from a maximum of five different locations across the world. You
can configure them in the Test Location tab of the Create test blade while creating
the test. The default criterion of the ping is to check if the response code of the URL
is 200. If the response code is not 200, then the test has failed and an alert is sent

to the configurable email address.

There’s more...

You can use a multi-step web test (using the Test Type option in the Create test
blade) if you would like to test a page or functionality that requires navigating
to multiple pages.

Developing unit tests for Azure Functions
with HTTP triggers

So far, we have created multiple Azure Functions and validated their functionality
using different tools. The functionalities of the functions that we have developed so
far is pretty simple and straightforward; however, in your real-world applications, it
won’t be that simple — there will likely be many changes to the code that we initially
created. It’s good practice to write automated unit tests that can help us in testing the
functionality of our Azure Functions. Every time we run these automated unit tests,
we can test all the various paths within the code.
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In this recipe, we will learn how to use the basic HTTP trigger and see how easy it is
to write automated unit test cases for this using Visual Studio Test Explorer and Moq
(an open source framework available as a NuGet package).

Getting ready

We will be using the Moq mocking framework to unit test our Azure Function.
Having a basic working knowledge of Moq is a requirement for this recipe. If you
need to, you can learn more about Moq at https://github.com/mog/mog4 /wiki.

In order to make the Unit Test Case simple, | have commented out the lines
of code that reads the data from the Post parameters to the Run method of
HTTPTriggerCSharpFromVS HTTPTrigger as shown below with bold highlighted.

[FunctionName ("HTTPTriggerCSharpFromvsS") ]
public static async Task<IActionResult> Run (
[HttpTrigger (AuthorizationLevel .Anonymous, "get", "post",
Route = null)] HttpRequest req,
ILogger log)
{

log.LogInformation ("C# HTTP trigger function processed a
request.") ;

string name = req.Query["name"];

//string requestBody = await new StreamReader (req.Body) .
ReadToEndAsync () ;

//dynamic data = JsonConvert.
DeserializeObject (requestBody) ;

//name = name ?? data?.name;

return name != null
? (ActionResult)new OkObjectResult ($"Hello, {name}")
new BadRequestObjectResult ("Please pass a name on
the query string or in the request body") ;

}
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How to do it...

Perform the following steps:

1. Create a new unit testing project by right-clicking on the solution, and then
clicking on Add New Project. In the Add New Project window, choose Test
in the list of Project Type and choose xUnit Test Project(.NET Core) in the
list of projects, as shown here:

Add New Project 7 X

Apple Watch . ~ [ Search (Cirle
Cloud Sort by: | Default i Search (Ctrl+E
Cross-Platform
Extensibility
i0S Extensions
iPhone & iPad
[et Srandard
Test
WCF
Workflow

b Visual Basic

b Visual C++

b Visual F#

S0L Server
R

b Azure Data Lake

b JavaScript

b Azure Strearn Analytics

b Python

b TypeScript

53 s R
] MSTest Test Project (NET Core) Visual C# Type: Visual &=

A project that contains xUnit.net tests that

can run on MET Core on Windows, Linux

xUnit Test Project (. MET Core) Visual C# and Mac0s.

G
*

sfsl=

Unit Test Project (.MET Framework) Wisual C&

Xamarin.UITest Cross-Platform Test Project Wisual C#

Fl

Mot finding what you are looking for?

Open Visual Studic Installer

e ——
Name: I AzureFunctionsTastsI |

Location: ChlUsers\vmadmin\source\repes\Chapterd\FunctionApplnVisualStudic i Browse...

QK | Cancel

2. Ensure that you have chosen the xUnit Test Project(.NET Core) in the
Package Manager console and run the following commands:

]

Install the Moq NuGet package using the Install-pPackage Mog
command

° Install the ASP.NET Core package using the Install-Package
Microsoft .AspNetCore command

3. Inthe unit test project, we also need the reference to the Azure
Function that we want to run the unit tests. Add a reference to the
FunctionAppInVisualStudio application so that we can call the
HTTP trigger’s Run method from our unit tests.
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Add all the required namespaces to the unit Test class, as follows: and
replace the default code with the following code. The following code mocks
the requests, creates a Query string collection with a key named name, assigns
avalue of praveen Sreeram, executes the function, gets the response and
then compares the response value with an expected value:

using FunctionAppInVisualStudio;

using Microsoft.AspNetCore.Http;

using Microsoft.AspNetCore.Mvc;

using Microsoft.AspNetCore.Http.Internal;
using Microsoft.Extensions.Primitives;
using Mogq;

using System;

using System.Collections.Generic;
using Xunit;

using Microsoft.Extensions.Logging;
using System.Threading.Tasks;

namespace AzureFunctions.Tests

{

public class ShouldExecuteAzureFunctions
{
[Fact]
public async Task WithAQueryString()
{
var httpRequestMock = new Mock<HttpRequests> () ;
var LogMock = new Mock<ILoggers () ;
var queryStringParams = new Dictionary<String,
StringValuess> () ;
httpRequestMock.Setup (req => req.Query) .Returns (new Qu
eryCollection (queryStringParams)) ;
queryStringParams.Add ("name", "Praveen Sreeram") ;

var result = await HTTPTriggerCSharpFromVSs.
Run (httpRequestMock.Object, LogMock.Object) ;
var resultObject = (OkObjectResult)result;
Assert.Equal ("Hello, Praveen Sreeram", resultObject.
Value) ;

}
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5. Now, right-click on the unit test and click on Run test(s), as shown in the

following screenshot:

public void WithAQueryString()
{

Assert.Equal("Hello, Praveen Sreeram",

Quick Actions and Refactorings...

var httpRequestMock = new Mock<HttpRequ [] Rename...
var queryStringParams = new Dictionary<
httpRequestMock.Setup(req => req.Query

Remove and Sort Usings

queryStringParams.Add("name", "Praveen| ® Peek Definition

. "= Go To Definition
var result = HttpTriggerCSharpFromVs.Ru )
var resultObject = (OkObjectResult)rest Go To Implementation

Find All References
View Call Hierarchy

Al Run Test(s)

Debug Test(s)
Live Unit Testing

Ctrl+.

Ctrl+R, Ctrl+R
Ctrl+R, Ctrl+G
Alt+F12

F12

Ctrl+F12
Shift+F12
Ctrl+K, Ctrl+T
Ctrl+R, T
Ctrl+R, Ctrl+T

));

If everything is set up correctly, your tests should pass, as shown in the following

screenshot:

Test Explorer

Q‘, +~ = @ | Search
IS

RunAll | Run..~ | Playlist: All Tests ~
m FunctionApplnVisualStudio (1 tests)

4 o AzureFunctions.Tests (1)
4 0 AzureFunctions.Tests (1)

4 ction (1)
@ withAQueryString

453 ms
453 ms
453 ms
453 ms

AzureFunctions.Tests.ShouldExecuteAzureFunction.WithAQueryString

Source: ShouldExecuteAzureFunction.cs line 16

@ AzureFunctions.Tests ShouldExecuteAzureFunction.WithAQueryString

Elapsed time: 0:00:00.453

That’s it. We have learnt how to write a basic unit test case for a HTTP Trigger.
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Monitoring and
Troubleshooting Azure
Serverless Services

In this chapter, you will learn about the following:

= Troubleshooting your Azure Functions

= Integrating Azure Functions with Application Insights

= Monitoring your Azure Functions

= Pushing custom telemetry details to Application Insights Analytics
= Sending application telemetry details via email

= Integrating real-time Application Insights monitoring data with
Power Bl using Azure Functions

Introduction

Completing the development of a project and making an application live is not the
end of the deployment story. We need to continuously monitor our applications,
analyse their performance and review their logs to understand whether there

are any issues that end users are facing.

Azure provides us with multiple tools to meet all of our monitoring requirements,
right from the development and maintenance stages.

In this chapter, you will learn how to utilise these tools and take any action
necessary based on the information available.
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Troubleshooting your Azure Functions

In this recipe, you will learn how to view the application logs of your function apps’
using the log streaming feature of functions.

How to do it...

Once you are done with development and have tested your apps thoroughly in
your local environment, you might want to deploy them to Azure. There might

be cases where you face issues after deploying an application to Azure, as the
environment is different. For example, a developer might have missed creating
App Settings in the app. With a missing configuration key, your application might
not work as expected and it’s not easy to troubleshoot the error. Fortunately, the
Azure environment makes it easy with the Log Streaming feature. In this recipe,
we will learn how to view real-time logs and also gain an understanding of how
to use the Diagnose and solve problems feature.

Viewing real-time application logs
Perform the following steps:
1. Navigate to Platform features of the function app and click on the Log

Streaming button, where you can view the Application logs , as shown
in the following screenshot:

2018-10-10T05:54:00. " ictions. FeedATwi thCustonDerivedMetrics” updated status: Last="2018-10-
10T05:54:00.0201331- "y " 0000000+00: 00", LastUpdated="10/10/2018 5:54:00 AM"

At the time of writing, web server logs provide no information
L relating to Azure Functions.
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2. Let’s open any of the Azure Functions that you added earlier in a new
browser tab and add a line of code that causes an exception. To make it simple
(and to just illustrate how application logs in log streaming work), | have
added the following line to the simple HTTP trigger that I created earlier:

AzureFunctions-CookBook - HttpTriggerTestUsingPostman
Fur PPs

nc Task<IActionResult> Run(HttpRequest req, Ilogger log)

stname=req. Quer
tname=req.Query["

w Exception("Object reference not sent to an instance of an object.");

new StreamReader(req.Body).ReadToEndAsync();
erializeObject(requestBody);

lastname = lastname ?? data?.lastname;

return {ActionResult)new OkObjectResult($"Hello, {firstname + " " + lastname}");

3. Subsequently, click on the Save button, and then on the Run button.
As expected, you will receive an exception, along with the message
in the Application logs section shown in the following screenshot:

Overview Platform features [ B Log streaming tl

“¥* Reconnect [f Copy logs P Start X Oear

. The log window shows errors only for that particular function and not
% for the other functions associated with the function app. That is where log
L streaming application logs come in handy, which can be used across the

functions of any given function app.

[159]




Monitoring and Troubleshooting Azure Serverless Services

Diagnosing the entire function app

In the preceding section, we learned how to monitor application errors in real time,
which will be helpful to quickly identify and fix any we come across. However, it is
not always possible to monitor application logs and understand the errors that end

users might be facing. Azure Functions provides another great tool, called Diagnose
and solve problems:

1. Navigate to Platform features and click on Diagnose and solve problems,
as shown in the following screenshot:

Resource management

q

2. Soon after, you will be taken to another blade, where you can choose the
right category for the problems that you are currently troubleshooting.
Click on 5xx Errors to view details about the exceptions that end users
are facing, as shown in the following screenshot:

App Service Diagnostics
Use App Service Dia
diagnose issues, and di

tics to investigate rapp is performing,
er how to impro ur application. Select the
problem category that best matches the information or tool that you're

interested in:
Availability and Performance
s your Function App performing slower than

normal? Investigate performance issues or
Just check the health of your Function App.
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3. This will show you Function Availability and Performance and Application
Crashes. Click on the Function Availability and Performance option to view
the actual links, as shown in the following screenshot:

Function Availability and Performance ew Full Report »
@ Application Crashes >
©® Function Executions and Errors >

4. Click on Function Executions and Errors to view the detailed exceptions,
as shown in the following screenshot:

o Detected function(s) having execution failure rate more than 1%. ~
Function Total Failure Top Exception
Description (by failure rate) Executions  Rate(%) P
Type:
System.NullReferenceException
HttpTriggerTestUsingFostma 5 20% Total Count: 2

Message : Cbject reference not
set to an instance of an object.

Recommended Action Please ravi
appropriately.

r functions code/config to see which part is causing the error and apply the fixes

Monitor Monitor Azure Functions Using Application Insights

There’s more...

Each function event is logged in an Azure Table Storage service. Every month,
a table is created with the name AzureWebJobsHostLogs<Years><Months.
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As part of troubleshooting, if you would like to get more details on any error, you
first find the 1d field in the Invocation details section, as shown in the following
screenshot:

un.csx

w Luys  Coue =d L 50w

Look for that data in the RowKey column of the AzureWebJobsHostLogs<years><mo
nth> table, as shown in the following screenshot:

e o s TR % &+ 2 e m | X | = &
ollzpse Al Refresh All | e Query mport  Export Add Edit Select 2l Column Options Delete Table Statistics Refresh
[& Blob Containers

&1 File Shares BE QR <& mop

M Queues And/Or Field Type Operator  Value

B Tables + X Rowkey v - v |3¢123535-ccdd-4da0-b085-Ticid26341a

EH SMetricsCapacityBlob
a ; + Add new clause
B SMetricsHourPrimaryTransactionsBlob

B $MetricsHourPrimaryTransactionsFile Advanced Options

A $MetricsHourPrimaryTransactionsQueue

EH $MetricsHourPrimaryTransactionsTable PartitionKey~ | RowKey

B, AzureWeblobsHostLogs201809

= e ——— (1 | 3r18353b-codB-4da-b08S-Trcid26341a | 2018-10-10T07:12:09.912Z | 2018-10-10T07:1 1:26.056Z | 2018-10-10
ZUrevyenJ)oosHostLogs.

EH AzureWeblobsHostlogscommon

Rowks StartTime

Timestamp EndTime

As shown in the preceding screenshot, you will get the log entry stored in the Table
storage. Clicking on the row will open up the complete details of the error, as shown

in the following screenshot:
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= Microsoft Azure Storage Explorer - Edit Entity

Edit Entity

Property Name Type Value
Timestamp 2018-10-10T07:12:09.912Z
Argumentslson String ¥ | {"req""Method: POST, Uri: https://azurefu 7 X
EndTime DateTime ¥ | 2018-10-10T07:11:26.0562 &|X
ErrorDetails String ¥ | Exception has been thrown by the target & X
FunctionlnstanceHeartbeatExpiry DateTime ¥ | 2018-10-10TO7:14:24.831Z 7 X
FunctionMame String ¥ | HttpTriggerTestUsingPostman &|X
LogQOutput String ¥ | Dbject reference not set to an instance :fl" & X
StartTime DateTime ¥ | 2018-10-10TO7:11:25.744Z 7 X
TriggerReason String ¥ || This function was programmatically callec &g X
A Dranarh:

Cancel Update

Integrating Azure Functions with
Application Insights

Application Insights is an application performance management service. Once you
integrate Application Insights into your application, it will start sending telemetry
data to your Application Insights account, hosted on the cloud. In this recipe, you
will learn how simple it is to integrate Azure Functions with Application Insights.

Getting ready

We created an Application Insights account in the Testing and validating Azure
Functions responsiveness using Application Insights recipe of Chapter 5, Exploring Testing
Tools for the Validation of Azure Functions. Create an account, if you haven’t already
done so, by taking the following steps:

1. Navigate to Azure Management portal, click on Create a resource and then
select Management Tools.

2. Choose Application Insights and provide all the required details. If you
already created an Application Insights account in the previous recipe,
you can ignore this step.
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How to do it...

Perform the following steps:

1. Once the Application Insights account is created, navigate to the Overview
tab and go to Instrumentation Key, as shown in the following screenshot:

% FunctionsMonitoring

H Application Dashboard 44 Getting stanted Search B3 Analytics % Monitor resource group 1) Refresh Feedback [ Favorites

= th Central US
] Subscription .

it = a F2icba0i
ol rol (1AM) )

Tags

¥ Diagnose and solve problems

2. Navigate to Function apps, for which you would like to enable monitoring

and go to Application settings.

3. Add a new key with the name APPINSIGHTS INSTRUMENTATIONKEY and
provide the instrumentation key that you copied from the Application
Insights account, shown as follows, then click on Save to save the changes:

Application settings

0 Application Settings are encrypted at rest and transmitted over an encrypted channel. You can
Hide Values

APP SETTING NAME VALUE

APPINSIGHTS_INSTRUMENTATIONKEY frfdb060-

azurefunctionscookbooks STORAGE

Hidden value. Click to edit.

AzureWeblJobsDashboard Hidden value. Click to edii.

4. That’s it; you can start utilising all the features of Application Insights
to monitor the performance of your Azure functions. Open Application

Insights and the RegisterUser function in two different tabs to test how
Live Metrics Stream works:

o

Open Application Insights and click on Live Metrics Stream in
the first tab of your browser, as shown in the following screenshot:
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5 FunctionsMonitoring

Application Insights

Investigate

Live Metrics Stream

° Open any of your Azure functions (in my case, | have opened HTTP
trigger) in another tab and run a few tests to ensure that it emits
some logs to Application Insights.

5. After you have completed those tests, go to the tab that has Application
Insights. You should see the live traffic going to your function app,
as shown in the following screenshot:

=l Incoming Requests

Fequests/Sec

/ J‘\_A A
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How it works...

We have created an Application Insights account. Once you integrate Application
Insights’ Instrumentation Key with Azure Functions, the runtime will take care of
sending the telemetry data asynchronously to your Application Insights account.

There’s more...

In Live Metrics Stream, you can also view all the instances, along with some other
data, such as the number of requests per second handled by your instances.

Monitoring your Azure Functions

We now understand how to integrate Azure Functions with Application Insights.
Let’s now gain an understanding of how to view the logs that are written to
Application Insights by Azure Functions code so that, as a developer, you can
troubleshoot any exceptions that occur.

Let’s make a small change to the HTTP trigger function, and then run it a few times.

How to do it...

Perform the following steps:

1. Navigate to the HTTP trigger that you created and replace the following
code. | just moved the line of code that logs the information to the Logs
console and added the name parameter at the end of the method:

public static async Task<IActionResult> Run (HttpRequest req,
ILogger log)

string name = req.Query["name"];
string requestBody = await new
StreamReader (req.Body) .ReadToEndAsync () ;
dynamic data = JsonConvert.
DeserializeObject (requestBody) ;
name = name ?? data?.name;
log.LogInformation ($"C# HTTP trigger function processed
a request with the input value {name}");
return name != null
? (ActionResult)new OkObjectResult ($"Hello, {name}")
: new BadRequestObjectResult ("Please pass a name on
the query string or in the request body") ;

}
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2. Now, run the function by providing the value for the name parameter with
different values such as Azure Test Run 1, Azure Test Run 2 and Azure
Test Run 3. This is just for demo purposes. You can use any input you like.
The Logs console will show the following output:

run.csx

are now connected to log-streaming service.

3. Thelogs in the preceding Logs console are only available when you
are connected to the Logs console. You will not get them when you go
offline. That’s where Application Insights comes in handy. Navigate to
the Application Insights instance that you have integrated with the Azure
function app.

4. Click on the Analytics button that is available in the Overview tab
of Application Insights, as shown in the following screenshot:

> FunctionsMonitoring

Analytics
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5. In the analytics query window, type the traces | sort by timestamp
desc command, which returns all the traces sorted by date descending,
as shown in the following screenshot:

Logs

New Query 1+ lIl Help @ Settings G Cuery

Tiese range: Last 24 hours Save @ Copy link Export [] Set alert

schemay, t by timestamp desc

|F Collapse all Completed. S ing results from the last 24 hours.,

allCHART | Columns ~

Stopping JobHomt

Execusted Functions HitpTrigger CSharp!” (Succeeded, Id = 6acda67d-Suall 4422 bSal-becddebtastd)

C# HTTF trigger function processed a request with the input valus Azure Test Run 3

Executing Functions.HitpTriggerCSharp T (Reason=This function was programmatically called via the host APl _

Execusted Functions HitpTrigger Coharp!” (Succeeded, Id = c543e99d 117 dade-Sted 2 1aSba1S86)

C# HTTP trigger hunction procassed s request with the input valus Arure Test fisn 2
2018-10.02° Executing Functions.H1tpTriggerCSharpT (Reason="This function was programmatically caled via the host AP
2018-10.00" Execusted Functions HitpTriggerCSharp!” {Succeedad. Id=c24dd211-Bide 4316 b33/ calbi83tbock)

£# HTTP tigger function procassed & request with the input valus Asure Test Rin 1

Executing Functions.HitpTriggerCSharpT (Reasons This function was programmatically cabied via the host APE, .

How it works...

In HTTP trigger, we have added a 1og statement that displays the value of the name
parameter that the user provides. We ran HTTP trigger a few times. After some time,
click on the Analytics button in the Application Insights button, which opens the
analytics window, where you can write queries to view the telemetry data that is
being emitted by Azure Functions. All of this can be achieved without writing any
custom code.

Pushing custom telemetry details to
Application Insights Analytics

You have been asked by our customers to provide analytic reports for a derived
metric within Application Insights. So, what is a derived metric? Well, by default,
Application Insights provides you with many insights into metrics such as requests,
errors, exceptions and so on.

You can run queries on the information that Application Insights provides using
its Analytics query language.
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In this context, requests per hour is a derived metric and if you would like

to build a new report within Application Insights, then you will need to feed
Application Insights about the new derived metric on a regular basis. Once you
feed the required data regularly, Application Insights will take care of providing
reports for your analysis.

We will be using Azure Functions that feed Application Insights with a derived
metric named requests per hour:

Feed Application derived metrics data to App Insights using Azure Functions

H
J

App Insights 1

H

Hun Query

Get query results

1 " .
Track Metnc to App Insights
Feaed every request

‘Website E

Azure Functions

For this example, we will develop a query using the Analytics query language for the
request per hour derived metric. You can make changes to the query to generate
other derived metrics for your requirements, say, requests per hour for my campaign or
something similar to that.

* You can learn more about the Analytics query language at
https://docs.microsoft.com/en-us/azure/application-

insights/app-insights-analytics-reference.
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Getting ready

Perform the following prerequisite steps:

1. Create a new Application Insights account, if you don’t have one already.

2. Make sure you have a running application that integrates with Application
Insights. You can learn how to integrate your application with Application
Insights at https://docs.microsoft.com/en-us/azure/application-
insights/app-insights-asp-net.

It is recommended to create this recipe and the following two
in a separate Azure function app that is based on runtime v1,
. asthese templates are not available in v2 yet. By the time, if
you don’t see the Application Insights Scheduled Analytics
e template, then change the Azure Functions runtime version to

v1 by setting the value of FUNCTIONS EXTENSIONS VERSION

to ~1, as shown in the following screenshot, in the Application

settings of Azure Functions:

Application settings
o Application Settings are encrypted at rest and transmitted over an encrypted channel,

Hide Values

APP SETTING NAME VALUE

APPINSIGHTS_INSTRUMENTATIONKEY Hidden value. Click to edit.

AzureWeblobsStorage Hidden value. Click to edit.

FUNCTIONS_EXTENSION_VERSION ~1

FUNCTIONS_WORKER_RUNTIME Hidden value. Click to edit.

WEBSITE_CONTENTAZUREFLECONNECTIONSTRING Hidden value. Click to edit.
WEBSITE_CONTENTSHARE Hidden value. Click to edif.

WEBSITE_NODE_DEFAULT_VERSION Hidden value. Click to edif.

How to do it...

We will perform the following steps to push custom telemetry details to Application
Insights Analytics.
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Creating an Application Insights function
Perform the following steps:

1. Create a new function template by choosing Monitoring in the Scenario
drop-down, as shown in the following screenshot: You can also search for
scheduled analytics to easily find the template:

Choose a template

Language: | C# Scenario:

Application Insights scheduled analytics

O scheduled analyti csl

A function that del € rforming deep analysis
of app telemet ights

2. Now, click on C# (shown in the preceding screenshot) and provide the name
along with the schedule frequency at which the function needs to run:

Application Insights scheduled analytics

New Function

Language:

c#

Name:

FeedAIWithCustomDerived Metric:i

Timer trigger

Schedule @

3. Asshown in the preceding screenshot, click on the Create button to create
the function.
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Configuring access keys
Perform the following steps:

1. Navigate to Application Insights’ Overview blade, as shown, and copy the
Instrumentation Key. We will be using the Instrumentation Key to create
an application setting named A1 _1kEyY in the function app:

Funct q

% FunctionsMonitoring

65614008 a2

2. Navigate to the API Access blade and copy the application 1D. We will

be using this application ID to create a new app setting with the name
AI_APP_ID in the function app:

Home > FunctionsMonitoring - APl Access

% FunctionsMonitoring - APl Access

Application Insights

api ! = Create API key | @ De

Configure Application ID | @

? API Access 2 eclcfoe(-1186-4eee-a562-67333e47a39b

AP1 KEY DESCRIPTION LAST USED 'CREATED ON PERMISSIONS

You haven't set up any API keys. Click ‘Create API key' to get started. L ea

3. We also need to create a new API key. As shown in the preceding step, click
on the Create API key button to generate the new API key, as shown in the

following screenshot: Provide a meaningful name, check the Read telemetry
data and click on Generate key:
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Create API key

API keys are used by applications outside the browser to access this resource.

Your API keys should be managed like passwords. Keep them secret.

Provide a d iption fo help you identify t | in the future. @
DerivedMetrics

Chanca what thic API ko wil] allow apps to do:
Read telemetry @
Write annotations @

Authenticate rol channel @

Generate key

Soon after, you can view and copy the key, as shown in the following
screenshot: We will be using this to create a new app setting with the
name AI_APP_KEY in our function app:

Create API key

API keys are used by applications outside the browser to access this resource.

Your APl keys should be managed like passwords. Keep them secret.

Key:

? ssipwfn3cmkkoguimy B al E

Make sure you copy this key now. We don’t store it, and after you close this blade
you won't be able to see it again.
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5. Create all three app setting keys in the function app, as shown in the
following screenshot: These three keys will be used in our Azure Function
named FeedAIwithCustomDerivedMetric.

APP SETTING NAME VALUE

Al_APP_ID Hidden value. Click to edit.

Al_APP_KEY Hidden value. Click to edit.

Al_IKEY Hidden value. Click to edit.

Integrating and testing an Application
Insights query

Perform the following steps:

1. Now, it’s time to develop a query that provides us with the requests
per hour derived metric value. Navigate to the Application Insights
Overview blade and click on the Analytics button.

2. You will be taken to the Analytics blade. Write the following query in
the query tab. You can write your own query as per your requirements.
Make sure that the query returns a scalar value:

requests
| where timestamp > now(-1h)
| summarize count ()

3. Once you are done with your query, run it by clicking on the Run button
to see the count of records, as shown in the following screenshot:

- Time range: Set in query

requests
| where timestamp > now(-42h)
| summarize count()

Completed
BLE  ullCHART Columns v~
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4. We are now ready with the required Application Insights query. Let’s
integrate the query with our FeedaIwithCustomDerivedMetrics function.
Navigate to the Azure Functions code editor and make the following
changes:

1. Provide a meaningful name for your derived metric, in this case,
Requests per hour.

2. Replace the default query with the one that we have developed.
3. Save the changes by clicking on the Save button:

29 public static async Task Run{TimerInfoc myTimer, Tracelriter log)

@ {

31 if (myTimer.IsPastDue)

52 i

33 log.Warning($"[Warning]: Timer is running latel Last ran
34 T

35

36 Jf [CONFIGURATION_REQUIRED] update the query accordingly for
37 ff be sure to run it against Application Insights Analytics
EL ff output should be a number if sending derived metrics

39 £ [Application Insights &na ics] https:/fdocs.microsoft. com
2@ - Lele ol

41 name: “Requests per hour’,

4 FIFT=TaTaH

44 requests

4 | where timestamp > now(-1h)
44 | summarize count()

4 ¥

47 log: log

48 I

49 }

5. Let’s do a quick test to see whether you have configured all three app
settings and the query correctly. Navigate to the Integrate tab and change
the run frequency to one minute, as shown in the following screenshot:

Timer trigger {myTimer) delete

Timestamp parameter name Schedule ¥

meTirmer Qg e
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6. Now, let’s navigate to the Monitor tab and see whether everything is
working fine. If there are any problems, you will see an X mark in the
Status column. View the error in the Logs section of the Monitor tab
by clicking on the Invocation log entry:

DURATION (MS) v OPERATION ID v
2012-10-02 07-10-00:024 5127174 67b80b02-dod0-47a4-2028-c4 64T ThAE1T

2013-10-08 07-09:20.197 1731.7136 16162177-e786-4055-807a-Tc0428050541

7. Once you have made sure that the function is running smoothly, revert
the Schedule frequency to one hour.

Configuring the custom derived metric report
Perform the following steps:

1. Navigate to the Application Insights’ Overview tab and click on the
Metrics menu, as shown in the following screenshot:

I FunctionsMonitoring - M

metric x

Investigate

Live Metrics Stream

I: Metrics

2. Metrics Explorer is where you will find all of your analytics regarding
different metrics. In Metrics Explorer, click on the Edit button of any report
to configure your custom metric, as shown in the following screenshot
(or you can click on the Add chart button in the top-left of the following
screenshot):
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| ExporttoBxcel  fij] View dassic metrics

]EI Delete
™ Clone

553 Edit chart

[ Conficuipuns

Edit this chart

3. Thereafter, you will be taken to the Chart details blade, where you can
configure your custom metric and all other details related to the chart. In
the METRIC NAMESPACE drop-down, choose azure.applicationinsghts,

as shown in the following screenshot, and then choose the Request per hour
custom metric that you created:

New chart

%+ Add metric

RESOURCE METRIC NAMESPACE METRIC

FunctionsMonitoring | azure.applicationins red
Requests per hour
ViewRealTimeRequestCount Count
ViewRealTimeRequestCount Duration
ViewRealTimeRequestCount Failures
ViewRealTimeRequestCount Success Rate

ViewRealTimeRequestCount Successes

Select a metric to see data appear on this chart.

[177]



Monitoring and Troubleshooting Azure Serverless Services

4. Subsequently, your chart will be created as shown in the following screenshot:

AGGREGATION

FunctionsMonitoring ™ || azure.applicationins || Requests per hour ~ || Avg

A

How it works...

This is how the entire process works:

= We created the Azure Function using the default Application Insights
Scheduled Analytics template.

= We configured the following keys in the Application settings of the Azure
function app:

o

Application Insights’ Instrumentation Key
The application ID

[e]

o

The API access key

 The Azure function runtime automatically consumed the Application
Insights API, ran the custom query to retrieve the required metrics and
performed the required operations to feed the derived telemetry data to
Application Insights.
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= Once everything in the Azure function was configured, we developed a
simple query that pulled the request count of the last hour and fed it to
Application Insights as a custom derived metric. This process repeated
every hour.

= Later, we configured a new report using Application Insights Metrics
with our custom derived metric.

Sending application telemetry details
via email

One of the activities of your application, once live, will be to receive a notification
email with details about health, errors, response time and so on, at least once a day.

Azure Functions provides us with the ability to get all the basic details using a
function template with code that is responsible for retrieving all the required values
from Application Insights and the plumbing code of framing the email body and
sending the email using SendGrid. We will look at how to do that in this recipe.

Getting ready
Perform the following prerequisite steps:
1. Create a new SendGrid account, if you have not yet created one, and get
the SendGrid API key
2. Create a new Application Insights account, if you don’t have one already

3. Make sure you have a running application that integrates with Application
Insights

You can learn how to integrate your application with Application Insights
athttps://docs.microsoft.com/en-us/azure/application-
’ insights/app-insights-asp-net.
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How to do it...

Perform the following steps:

1. Create a new function by choosing Monitoring in the Scenario drop-down
and select the Application Insights scheduled digest— C# template, as
shown in the following screenshot:

templa

£ Scheduled Digest Language: | All

Application Insights scheduled digest

A function that sends a daily Application Insights telemetry

2. Soon after, you will be prompted to provide the name of the function, the
scheduled frequency and the SendGrid API Key for the SendGrid output
binding, as shown in the following screenshot:

Application Insights scheduled digest

New Function
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3. Next, click on the Create button shown in the previous step to create the new
Azure Function. The template creates all the code that’s required to query the
data from Application Insights and sends an email to the person mentioned
in the To address of the preceding screenshot.

. Make sure that you follow the steps in the Configuring access keys
% section of the Pushing custom telemetry details to analytics of Application
L= Insights recipe to configure these access keys: Application Insights
Instrumentation Key, the application ID and the API access key.

4. Navigate to the run. csx function and change the app name to your
application name, as shown in the following screenshot:

ff [COMNFIGURATION_REQUIRED] configure {appMame} accordingly for your app/emall
string appMame = "Azure Function Serwverless tookbook“;

5. If you've configured all the settings properly, you will start receiving emails
based on the timer settings.

6. Let’sdo a quick test run by clicking on the Run button above the code editor,
as shown in the following screenshot:

FLINLCEX

1 #r "Mewtonsoft.Json™
2 #r “sendgrld"
3

7. This is a screenshot of the email that I received after clicking on the Run
button in the preceding screenshot:

Azure Function Serverless Cuokbookl:la.ily telemetry report 6/25/2017
The following data chows insights based on teletnetry from last 24 hours,
T otal requests 470,256
Failed requests 1,263
Average response time TI T8 me
Total dependencies
Faled dependencies 0
Average response ttme e ms
Total views 0
T otal exceptions 180
Overall Availahility 100.0 %o
Average response timne 457 B ms
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How it works...

The Azure Function uses the Application Insights API to run all the Application
Insights Analytics queries, retrieves all the results, frames the email body with
all the details and invokes the SendGrid API to send an email to the configured
email account.

There’s more...

Azure templates provide default code that has a few queries that are generally
useful for monitoring application health. If you have any specific requirements

for getting notification alerts, go ahead and add new queries to the GetQueryString
method. In order to incorporate the new values, you will also need to change the
DigestResult class and the GetHtmlContentvalue function.

See also

The Sending an email notification to the administrator of the website using the SendGrid
service recipe of Chapter 2, Working with Notifications Using the SendGrid and Twilio
Services.

Integrating real-time Application Insights
monitoring data with Power Bl using
Azure Functions

Sometimes, you will need to view real-time data about your application’s availability
or information relating to your application’s health on a custom website. Retrieving
information for Application Insights and displaying it in a custom report would be

a tedious job, as you’d need to develop a separate website and build, test and host

it somewhere.

In this recipe, you will learn how easy is to view real-time health information for the
application by integrating Application Insights and Power Bl. We will be leveraging
Power Bl capabilities for the live streaming of data and Azure timer functions to
continuously feed health information to Power Bl. This is a high-level diagram of
what we will be doing in the rest of the recipe:
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Integrating real-time App Insights monitoring data with Power Bl using Azure
Functions

"

~

—> App Insights ~

Run Query

Get query results
Feed avary request

\Website —

Azure Functions

Power BI [€——Real-time updates

In this recipe, we will use the Application Insights Power BI template
- of afunction app that’s created using Azure Functions v1 runtime.
The Azure Functions v2 runtime doesn’t have it. If you are using the
' v2 runtime, you can simply create a Timer Trigger and follow the
instructions in this recipe.

Getting ready

Perform the following prerequisites steps:

Create a Power Bl account at https://powerbi.microsoft.com.
2. Create a new Application Insights account, if you don’t have one already.

3. Make sure that you have a running application that integrates with
Application Insights. You can learn how to integrate your application with
Application Insights at https://docs.microsoft.com/en-us/azure/
application-insights/app-insights-asp-net.

[183]


https://powerbi.microsoft.com
https://docs.microsoft.com/en-us/azure/application-insights/app-insights-asp-net
https://docs.microsoft.com/en-us/azure/application-insights/app-insights-asp-net

Monitoring and Troubleshooting Azure Serverless Services

You need to use your work account to create a Power Bl account. At the
time of writing, it’s not possible to create a Power Bl account using a
personal email address such as Gmail, Yahoo and so on.

%@‘\ Make sure that you follow the steps in the Configuring access keys
' section of the Pushing custom telemetry details to analytics of Application
Insights recipe to configure these access keys: Application Insights
Instrumentation Key, the application ID and the API access key.

How to do it...

We will perform the following steps to integrate Application Insights and Power BI.

Configuring Power Bl with a dashboard, a dataset
and the push URI

Perform the following steps:

1. If you are using the Power BI portal for the first time, you might have to click
on Skip on the welcome page, as shown in the following screenshot:

Get Data

Need more guidance? Try this tutorial or watch a video

Discover content Create new content
ses My organization Services Files Databa
Bl Desktop to Discover apps published Choose apps from online Bring in your reports, Use Power
data in Azure r people in your services that you use. workbooks, or data from connect to
pse and more, organization. Excel, Power Bl Desktop SQL Datab
or CSV files.
. More ways to create your own conte nt
Skip
ent Pack:
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2. The next step is to create a streaming dataset by clicking on Create, and then

choosing Streaming dataset, as shown in the following screenshot:

T Create

Dashboard

Report

Dataset

Streaming dataset

3. In the New streaming dataset step, select API and click on the Next button,

as shown in the following

screenshot:

New strean

1ing dataset

ce of your data

{}

APl

AZURE STREAM

Next

Cancel
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4. In the next step, you need to create the fields for the streaming dataset.
Provide a meaningful name for the dataset and provide the values that you
would like to push to Power BI. For this recipe, | have created a dataset with
just one field, named RequestspPerSecond, of type Number and clicked on

Create, as shown in the following screenshot:

Dataset name *

Requests

Create a streaming dataset and integrate our APl into your device or
application to send data. Learn more about the API.

Values from stream *

RequestsPerSecond

Enter a new value name

Historic data analysis
—_— .

Back

5]
m

]

Create

Cancel

5. Once you create the dataset, you will be prompted with a Push URL, as
shown in the following screenshot: You will use this Push URL in Azure
Functions to push the RequestsPerSecond data every second (or according
to your requirements) with the actual value of requests per second. Click

on Done:
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© Streaming dataset created

The schema for Requests is created.

Push URL

https://api.powerbi.com/beta/eé al

Raw cURL PowerShell

o

Done

6. The next step is to create a dashboard with a tile in it. Let’s create a new
dashboard by clicking on Create and choosing Dashboard, as shown
in the following screenshot:

T Create

Dashboard

Report

Dataset

Streaming dataset
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7. Inthe Create dashboard pop-up, provide a meaningful name and click on
Create, as shown in the following screenshot, to create an empty dashboard:

Create dashboard X

Dashboard name

| ApplicationHealth

Create Cancel

8. In the empty dashboard, click on the Add tile button to create a new tile.
Clicking on Add tile will open a new pop-up, where you can select the
data source from which the tile should be populated:

Add tile
Select source
= ~d A

Web content Image Text box

Video

REAL-TIME DATA

(ce)

Custom Streaming
Data

Next Cancel
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9. Select Custom Streaming Data and click on Next, as shown in the preceding
screenshot. In the following step, select the Requests dataset and click on the

Next button:

Add a custom streaming data tile

Choose a streaming dataset

+ Add streaming dataset

YOUR DATASETS

Requests

Back Next Cancel

10. The next step is to choose Visualisation Type (it is Card in this case) and
select the fields from the data source, as shown in the following screenshot:

Visualization Type

Card

Cancel

Back Next

11. The final step is to provide a name for your tile. I have provided
RequestsPerSecond. The name might not make sense in this case.
But you are free to provide any name as per your requirements.
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Creating an Azure Application Insights real-time

Power Bl — C# function

To create an Azure Application Insights real-time Power Bl using the C# function,
complete the following steps:

1. Navigate to Azure Functions and create a new function using the following
template:

a template

Application Insights Power Bl

A function that ne availability data from
Application Insight: wer BI

2. Click on C# in the preceding screenshot, provide the Name and click
on the Create button, as shown in the following screenshot:

Application Insights Power Bl

New Function

1 ITirrlEF!.Eques.tliu:.unﬂ
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3. Replace the default code with the following code. Make sure that you
configure the right value for which the analytics query should pull the data.
In my case, I have provided five minutes (5m) in the following code:

#r "Newtonsoft.Json"

using System.Configuration;

using System.Text;

using Newtonsoft.Json.Ling;

private const string AppInsightsApi =
"https://api.applicationinsights.io/beta/apps";

private const string RealTimePushURL =

"PastethePushURLhere";

private static readonly string AiAppId =
ConfigurationManager.AppSettings ["AI APP ID"];

private static readonly string AiAppKey =
ConfigurationManager.AppSettings ["AI APP KEY"];

public static async Task Run (TimerInfo myTimer,
TraceWriter
log)

{

if (myTimer.IsPastDue)

{

log.Warning ($" [Warning] : Timer is running late! Last

ran
at: {myTimer.ScheduleStatus.Last}");

}

await RealTimeFeedRun (

query: @"

requests

| where timestamp > ago(5m)

| summarize passed = countif (success == true),

total = count ()

| project passed

n
’

log: log

)

log.Info ($"Executing real-time Power BI run at:
{DateTime.Now}") ;

}

private static async Task RealTimeFeedRun( string query,
TraceWriter log)

{

log.Info($"Feeding Data to Power BI has started at:
{DateTime.Now}") ;

string requestId = Guid.NewGuid () .ToString() ;

using (var httpClient = new HttpClient())

{

httpClient.DefaultRequestHeaders.Add ("x-api-key",
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AiAppKey) ;
httpClient.DefaultRequestHeaders.Add ("x-ms-app",
"FunctionTemplate") ;
httpClient.DefaultRequestHeaders.Add ("x-ms-client-
request-id", requestId) ;
string apiPath = $"{AppInsightsApi}/{AiAppId}/query?
clientId={requestId}&timespan=P1lD&query={query}";
using (var httpResponse = await
httpClient.GetAsync (apiPath))
{
httpResponse.EnsureSuccessStatusCode () ;
var resultJson = await
httpResponse.Content .ReadAsAsync<JTokens> () ;
double result;
if (!double.TryParse (resultdson.SelectToken

("Tables [0] .Rows [0] [0] ") ?.ToString (), out
result))
{
throw new FormatException ("Query must result
in a
single metric number. Try it on Analytics
before
scheduling.") ;
}
string postData = $"[{{ "requests": "{result}"
IR
log.Verbose ($" [Verbose] : Sending data:
{postData}™") ;

using (var response = await
httpClient.PostAsync (RealTimePushURL, new
ByteArrayContent (Encoding.UTF8.
GetBytes (postData))))

{

log.Verbose ($" [Verbose] : Data sent with
response:
{response.StatusCode}") ;

}

The preceding code runs an Application Insights analytics query that pulls

data for the last five minutes (requests) and pushes the data to the Power BI
push URL. This process repeats continuously based on the timer frequency
that you have configured.
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4.

This is a screenshot that has a sequence of pictures showing the
real-time data:

Requests per second Requests per second Requests per second

418 466 566

How it works...

We have created the following in this specific order:

A streaming dataset in the Power Bl application

A dashboard and new tile that can display the values available in the
streaming dataset

A new Azure Function that runs an Application Insights Analytics query
and feeds data to Power Bl using the push URL of the dataset

Once everything is done, we can view the real-time data in the Power Bl’s
tile of the dashboard

There’s more...

Power Bl allows us to create real-time data in reports in multiple ways. In
this recipe, you learned how to create real-time reports using the streaming
dataset. The other ways are with the push dataset and the PubNub streaming
dataset. You can learn more about all three approaches at https://
powerbi.microsoft.com/documentation/powerbi-service-real-time-
streaming/.

Be very careful when you would like real-time application health data.

The Application Insights API has a rate limit. Take a look at https://dev.
applicationinsights.io/documentation/Authorization/Rate-limits
to understand more about API limits.
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Developing Reliable
Serverless Applications
Using Durable Functions

In this chapter, you will learn the following:

= Configuring Durable Functions in the Azure Management portal

= Creating a Durable Functions hello world app

e Testing and troubleshooting Durable Functions

=« Implementing multithreaded reliable applications using Durable Functions

Introduction

When working on developing modern applications that need to be hosted on the
cloud, you need to make sure that the applications are stateless. Statelessness is an
essential factor for developing cloud-aware applications. For example, you should
avoid persisting any data in the resource that is specific to any virtual machine (VM)
instance provisioned to any Azure Service (for example, app service, the API and

so on). If you do so, you cannot leverage some of the services, such as auto-scaling
functionality, as the provisioning of instances is dynamic. If you depend on any
VM-specific resources, you will end up facing troubles with unexpected behaviours.

Having said that, the downside of the previously mentioned approach is that
you end up working on identifying ways of persisting data in different mediums,
depending on your application architecture.
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For more information about Durable Functions, check the official
% documentation, available at https://docs.microsoft.com/en-us/
’ azure/azure-functions/durable-functions-overview.

Configuring Durable Functions in the
Azure Management portal

Azure has come up with a new way of handling statefulness in serverless
architecture, along with other features, such as durability and reliability, in the
form of Durable Functions. This is available as an extension to Azure Functions.
In this chapter, we will start learning about Durable Functions.

Getting ready

Create a new function app if not already created. Ensure that the runtime version
is ~2 in the Application settings, as shown in the following screenshot:

Application settings

o Application Settings are encrypted at rest and transmitted
in your browser by using the controls below.

APP SETTING NAME VALUE

AzureWebJobsStorage Hidden value. Click to edit.

FUNCTIONS_EXTENSION_VE || ~2

FUNCTIONS WORKER RU... Hidden value. Click to edit.

WEBSITE_CONTENTAZURE... Hidden value. Click to edit.

WEBSITE_CONTENTSHARE Hidden value. Click to edit.

WEBSITE_NODE_DEFAULT ... Hidden value. Click to editI
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How to do it...

Perform the following steps:

1. Click on the + button to create a new function:

2. Create a new Durable Functions HTTP starter function by choosing
Durable Functions in the Scenario drop-down menu, as shown in the

following screenshot:

(’) Durable Functions HTTP starter

A function that will trigger whenever it receives an HTTP
request to execute an orchestrator function.

3. Subsequently, a new tab will open:

Durable Functions HTTP starter

Extensions not
Installed

This template requires the following

extensions.

A
Microsoft.Azure Weblobs.Extensions.DurableTask
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4. Click on the Install button, shown in the preceding step, to start installing
the DurableTask extensions. It should take around two minutes to install
the dependencies:

<;> Durable Functions HTTP starter

Extensions not
Installed

£ Installing template
dependencies. You will be able to
create a function once this is done.
Dependency installation happens
in the background and can take up
to 2 minutes. You can close this
blade and continue to use the
portal during this time.

5. Once the process is complete, the following should appear:

<’> Durable Functions HTTP starter

Extension
Installation

Succeeded

There’s more...

Currently, C# is the only language supported for developing Durable Functions.
Support for other languages is in the preview phase.
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Creating a Durable Function hello
world app

Though the overall intention of this book is to have each recipe of every chapter
solve at least one business problem, this recipe doesn’t solve any real-time domain
problems. Instead, it provides some quick-start guidance to help you understand
more about Durable Functions and its components, along with the approach

of developing Durable Functions. In the next chapter, we will learn how easy

it is to develop a workflow-based application using Durable Functions.

Getting ready

We will perform the following steps before moving ahead:

1. Download and install Postman from https://www.getpostman.com/,
if you haven’t already installed it

2. Read more about Orchestrator and activity trigger bindings at https://
docs.microsoft.com/en-us/azure/azure-functions/durable-
functions-bindings

How to do it...

In order to develop Durable Functions, we need to create the following three
functions:

e Orchestrator client: An Azure Function that can manage Orchestrator
instances.

e Orchestrator function: The actual Orchestrator function allows
the development of stateful workflows via code. This function can
asynchronously call other Azure Functions (named Activity functions),
and can even save the return values of those functions into local variables.

= Activity functions: These are the functions that will be called by the
orchestrator functions.
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Creating an HttpStart function in the

Orchestrator client
Perform the following steps:

1. Create a new Durable Functions HTTP starter function by choosing
Durable Functions in the Scenario drop-down menu and click on the
Durable Functions HTTP starter, which opens a new tab, shown as follows.
Let’s create a new HTTP function named HttpStart:

<;> Durable Functions HTTP starter

New Function

Name:

HttpStarlI

2. Soon after, you will be taken to the code editor. The following function
is a HTTP trigger which accepts the name of the Function that needs to
be executed along with the input. It uses the StartNewAsync method
of the DurableOrchestrationClient object to start the Orchestration:

#r "Microsoft.Azure.WebJobs.Extensions.DurableTask"
#r "Newtonsoft.Json"

using System.Net;

public static async Task<HttpResponseMessage> Run (
HttpRequestMessage redq,
DurableOrchestrationClient starter,
string functionName,
ILogger log)
{
// Function input comes from the request content.
dynamic eventData = await req.Content.
ReadAsAsync<object> () ;
string instanceId = await starter.
StartNewAsync (functionName,
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eventData) ;

log.LogInformation($"Started orchestration with ID =
"{instanceId}'.");

return starter.CreateCheckStatusResponse (req,
instanceId) ;

}

3. Navigate to the Integrate tab and click on Advanced editor, as shown in the
following screenshot:

(& Advanced editor

Qutputs @
HTTP ($return)

= Mew Output

4. In the Advanced editor, the bindings should be similar to the following. If
not, replace the default code with the following code:

{

"pbindings":
[
{
"authLevel": "anonymous",
Ilname n : n reqll ,
"type": "httpTrigger",
"direction": "in",
"route": "orchestrators/{functionName}",
"methods": [
llpostll ,
llgetll
]
I
{
"name": "Sreturn",

n t-y-pe n : Ilhttp n ,
"direction": "out"

"nmame": "starter",

[201]




Developing Reliable Serverless Applications Using Durable Functions

"type": "orchestrationClient",
"direction": "in"

The HttpStart function works like a gateway for invoking all
the functions in the function app. Any request you make using the
. https://<durablefunctionnames>.azurewebsites.net/api/
% orchestrators/{functionName} URL format will be received
s by this Ht tpsStart function. This function will take care of executing

the Orchestrator function, based on the parameter available in the
{functionName} route parameter. All of this is possible with the route
attribute, defined in function. json of the HttpStart function.

Creating the Orchestrator function

Perform the following steps:

1. Let’s create an Orchestrator function by clicking on the Durable Functions
orchestrator template, shown as follows:

<’> Durable Functions orchestrator

An orchestrator function that invokes activity functions in a
sequence.

2. Once you click on the Durable Functions orchestrator tile, you will be taken
to the following tab where you provide the name of the function. Once you
provide the name, click on the Create button to create the Orchestrator
function:
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<f> Durable Functions orchestrator

New Function

Name:

DurableFuncManaged

In the DurableFuncManager, replace the default code with the following
and click on the Save button to save the changes: The following Orchestrator
will call the Activity functions using the callactivityAsync method of the

3.

DurableOrchestraionContext Object:
#r "Microsoft.Azure.WebJobs.Extensions.DurableTask"
public static async Task<List<strings>>
Run (DurableOrchestrationContext context)

{

var outputs = new List<strings();
outputs.Add (await context.CallActivityAsync<strings>

("ConveyGreeting", "Welcome Cookbook Readers"));

return outputs;

}
In the Advanced editor of the Integrate tab, replace the default code with

the following code:
{

4.

"bindings": [
"name": "context",
"type": "orchestrationTrigger",
"direction": "in"
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Creating an activity function
Perform the following steps:

1. Create a new function named ConveyGreeting using the Durable Functions
activity template:

<’> Durable Functions activity

A function that will be run whenever an Activity is called

2. Replace the default code with the following code that just displays the name
which is provided as input, and then click on the Save button to save the

changes:
#r "Microsoft.Azure.WebJobs.Extensions.DurableTask"
public static string Run(string name)

{

return $"Hello Welcome Cookbook Readers!";

}

3. Inthe Advanced editor of the Integrate tab, replace the default code with
the following code:

{

"bindings": [

{

"name": "name",
"type": "activityTrigger",
"direction": "in"

}

In this recipe, we have created an Orchestration client, an Orchestrator function
and an activity function. We will learn how to test these in our next recipe.
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How it works...

Let us take a look at the working of the recipe:

= We first developed the Orchestrator client (in our case, HttpStart), which
is capable of creating Orchestrators using the startNewasync function
of the burableOrchestrationClient class. This method creates a new
Orchestrator instance.

= Next, we developed the Orchestrator function — the most crucial part of
Durable Functions. The following are a few of the most important core
features of the Orchestrator context:

o

It can invoke multiple activity functions

o

It can save the output returned by an activity function and pass
it to another activity function.

These Orchestrator functions are also capable of creating checkpoints
that save execution points, so that if there is any problem with the
VMs, then it can replace or resume service automatically

= And lastly, we developed the activity function, where we write most
of the business logic. In our case, it’s just returning a simple message.

There’s more...

Durable Functions are dependent on the Durable Task framework. You can
learn more about the Durable Task Framework at https://github.com/Azure/
durabletask.

Testing and troubleshooting Durable
Functions

In previous chapters, we have discussed various ways of testing the Azure
Functions. We can test Durable Functions with the same set of tools. However, the
approach to testing is entirely different, because of its features and the way it works.

In this recipe, we will learn a few of the essential things that one should be aware
of while working with Durable Functions.
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Getting ready

Download and install the following if you haven’t installed them yet:

e The Postman tool, available from https://www.getpostman. com.

= Microsoft Azure Storage Explorer, available from
http://storageexplorer.com.

How to do it...

Perform the following steps:

1. Navigate to the code editor of the Ht tpstart function and grab the URL
by clicking on </>Get function URL. Replace the {functionName} template
value with burableFuncManager.

2. Let’s make a POST request using Postman:

I POST I I hetps:/imydurablefunction.azurewebs :es‘ﬁe:.-'a|:\.-'3r:ﬁas:’a:ars:’l:'_lrsole:ul':‘»"lanagel'I Params

3. Once you click on the Send button, you will get a response with the
following:

o

The instance 1D

° . - -
The URL for retrieving the status of the function
° .
The URL to send an event to the function
° -
The URL to terminate the request
Pretry 150N
1=
2 v, tfosoac - o
"statusQueryGetUri”: "https://mydurablefunction.azurewsbsites.net/admin/extensions/DurableTaskConfiguration/instances
/f3c4c4badbdcdls ?taskHub=DurableFunctionsHubdconnection=5torage",
4 SENDCVERTPOSTUrLI . HLCPS.//mycuraoletunction.azurceWeDsites. . net/ admin/ extens1ons; Duraple laskeonT Iguration/ 1nstances
#T3c4cs6a8bdcdlsbada el teuten/ raiseEvent /{eventName } ?taskHub=DurableFunctionsHub&connection=5torage",
"terminatePostUri": "https://mydurablefunction.azurewebsites.net/admin/extensions/DurableTaskConfiguration/instances

/T3c4ca6aBbdcalSbmmiwd o i B wow/ terminate? reason={text }&taskHub=DurableFunctionsHub&connection=5Storage"

4. Click on statusQueryGetUri in the preceding step to view the status of
the function. Clicking on the link in the preceding step will open the query
in a new tab within the Postman tool. Once the new tab is opened, click
on the Send button to get the actual output:
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Bady (8)
Pretty JSON =
1=K
2 "instanceId": "53a8ecade2@b43e59718516397e94f@e",
3 "runtimeStatus™: "Completed"”,
4 "input™: null,
5 "customstatus": null,
6~ "output": [
7 "Hello Welcome Cookbook Readers!™
2 1,
] "createdTime": "2018-10-21T16:46:427",
10 "lastUpdatedTime™: "2018-10-21T16:46:497"
qaE )

If everything goes well, we can see the runtimeStatus as Completed in
Postman, as shown in the preceding screenshot. You will also get eight
records in the table storage, where the execution history is stored, shown

as follows:

OrchestratorStarted

ExecutionStarted
Taskicheduled
OrchestratarCompleted
OrchestratorStarted
TaskCarnpleted
ExecutionCompleted

OrchestratarCompleted

ad2becddabedds? Vabaeas 142008021
ad2becddabedds? abaeae 1429080201
ad2becddabedds?Tabaeas 142008021
ad2becddabedds? abaeae 1429080201
ad2becddabedds?Tabaeas 142008021
ad2becddabedds? abaeae 1429080201
ad2becddabedds?Tabaeas 142008021
ad2becddabedds? abaeae 1429080201

If something has gone wrong, you can see the error message in the results
column, which tells you in which function the error has occurred. Then,
navigate to the Monitor tab of that function to see a detailed explanation

of the error.
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Implementing multithreaded reliable
applications using Durable Functions

I have worked in a few of the applications where parallel execution is required to
perform some computing tasks. The main advantage of this approach is that you
get the desired output pretty quickly, depending on the sub-threads that you create.
It could be achieved in multiple ways using different technologies. However, the
challenge in these approaches is that, if something goes wrong in the middle of any
of the sub-thread, it’s not easy to self-heal and resume from where it was stopped.
I’'m sure many of you might have faced similar problems in your application, as

it is a very common business case.

In this recipe, we will implement a simple way of executing a function in parallel
with multiple instances using the Durable Functions for the following scenario.

Assume that we have five customers (whose IDs are 1, 2, 3, 4 and 5 respectively)
who approached us to generate a huge number of barcodes (say around 50,000).
It would take a lot of time to generate the barcodes as it would involve some
image processing tasks. So, one simple way to quickly process the request is

to use asynchronous programming by creating a thread for each of the customers,
and then executing the logic in parallel for each of them.

We will also simulate a simple use case to understand how the Durable Functions
auto-heals when the VM on which they are hosted goes down or is restarted.

Getting ready

Install the following if you haven’t installed them yet:

e The Postman tool, available from https://www.getpostman.com/

= Microsoft Azure Storage Explorer, available from http://
storageexplorer.com/
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How to do it...

In this recipe, we will create the following Azure Function triggers:

= One Orchestrator function, named GenerateBARCode
= Two activity trigger functions, as follows:

° Getallcustomers: TO make it simple, this function just returns the
array of customer IDs. In your real-world applications, you would
have business logic that decides which customers are eligible and
based that logic, you would return the eligible customer Ids.

CreateBARCodeImagesPerCustomer: This function doesn’t actually
create the barcode; rather, it just logs a message to the console, as
our goal is to understand the features of Durable Functions. For each
customer, we will randomly generate a number less than 50,000 and
simply iterate through it.

Creating the Orchestrator function
Perform the following steps:

1. Create a new function named GenerateBARCode Using the Durable
Functions Orchestrator template. Replace the default code with the
following and click on the Save button to save the changes. The following
code initially classes the cetallcustomers activity function, stores all the
customer IDs in an array, and then for each customer, it again calls another
activity function that returns the number of Bar Codes that are generated.
Finally, it waits till the Activity functions for all the customers gets completed
and then returns the sum of all the Bar Codes that are generated for all the
customers.

#r "Microsoft.Azure.WebJobs.Extensions.DurableTask"

public static async Task<int> Run/(
DurableOrchestrationContext context)
int [] customers = await
context.CallActivityAsync<int []>("GetAllCustomers",null) ;

var tasks = new Task<ints>[customers.Length];
for (int nCustomerIndex = 0; nCustomerIndex < customers.
Length; nCustomerIndex++)
tasks [nCustomerIndex] = context.CallActivityAsync<ints>

("CreateBARCodeImagesPerCustomer",
customers [nCustomerIndex]) ;

[209]



Developing Reliable Serverless Applications Using Durable Functions

}

await Task.WhenAll (tasks) ;
int nTotalItems = tasks.Sum(item => item.Result) ;

return nTotalltems;

}

2. Inthe Advanced editor of the Integrate tab, replace the default code with the
following code:

{

"bindings": [

{

"name": "context",
"type": "orchestrationTrigger",
"direction": "in"

Creating a GetAllCustomers activity function
Perform the following steps:

1. Create a new function named GetAllCustomers using the Durable
Functions Activity template, replace the default code with the following
code, and then click on the Save button to save the changes:

#r "Microsoft.Azure.WebJobs.Extensions.DurableTask"
public static int[] Run(string name)

{

int[] customers = new int[]{1,2,3,4,5};
return customers;

}

2. Inthe Advanced editor of the Integrate tab, replace the default code with the
following code:

{
"pbindings": [
{
"name": "name",
"type": "activityTrigger",
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"direction": "in"

Creating a CreateBARCodelmagesPerCustomer

activity function
Perform the following steps:

1. Create a new function named CreateBARCodelmagesPerCustomer using
the Durable Functions Activity template. Replace the default code with the
following, and then click on the Save button to save the changes:

#r "Microsoft.Azure.WebJobs.Extensions.DurableTask"
#r "Microsoft.WindowsAzure.Storage"
using Microsoft.WindowsAzure.Storage.Blob;

public static async Task<int> Run (DurableActivityContext
customerContext, ILogger log)
int ncustomerId = Convert.ToInt32
(customerContext .GetInput<string>()) ;

Random objRandom = new Random(Guid.NewGuid () .
GetHashCode () ) ;

int nRandomValue = objRandom.Next (50000) ;
for (int nProcessIndex = 0;nProcessIndex<=nRandomValue;
nProcessIndex++)

{

log.LogInformation ($" running for {nProcessIndex}");

}

return nRandomValue;

}

2. Inthe Advanced editor of the Integrate tab, replace the default code with the
following code:

{

"pbindings": [
"nmame": "customerContext",
"type": "activityTrigger",
"direction": "in"
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3. Let’s run the function using Postman. We will be stopping the App Service to
simulate a restart of the VM where the function would be running and to see
how the Durable Function resumes from where it was paused.

4. Make a poST request using Postman, as shown as follows:

Mo Environment

pal.ar‘ns

5.  Once you click on the Send button, you will get a response with the status
URL. Click on statusQueryGetURi to view the status of the function.
Clicking on the statusQueryGetURi link will open it in a new tab within the
Postman tool. Once the new tab is opened, click on the Send button to get the
progress of the function.

https://mydurablefun @

POST https:/fmydurablefuncrion.azurewebsites.net/apiforchestratory{GenerateBARCode

6. While the function is running, let’s navigate to the function app’s Overview
blade and stop the service by clicking on the Stop button:

Wisual Studio Enterprise — MPM .
Owerview
s= Function &pps
W < MyDurableFunction = 2
w i= Functions )= status ) )
@ Running Visual

7. The execution of the function will be stopped in the middle. Let’s
navigate to our storage account in Storage Explorer and open the
DurableFunctionsHubHistory table to see how much progress
has been made:

T T e T -_I

ExecutionStarted cf36ba2c05344390896f=2dcbb898189 | true 2018-01-19T16:34:46.159Z GenerateBARCode
TaskScheduled cf3bbalc05344390896f=2dcbbB828189 | false 2018-01-19T16:35:06.009Z GetAllCustomers
OrchestratorCompleted | cf36ba2c05344300896fe2dcbb838189 | false 2018-01-19T16:35:06.010Z

8. After some time - in my case, after just five minutes - go back to the
Overview blade and start the function app service. You will notice that
the Durable Function will resume from where it had stopped. We didn’t
write any code for this; it’s an out-of-the-box feature. The following is
the screenshot of the completed function:
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[Tt | toptsaatser a1 | | 01801107 64223537 | | resetRCodimagepesamer |
OrchestratorStarted cf36ba2c05344390896fe2dcbbB898180 | false 2018-01-19T16:34:56.0057
TaskScheduled cf36balc03344390896fe2dcbb898189 | false 2018-01-19T16:35:06.009Z GetAllCustomers
OrchestratorCompleted | cf36ba2c05344390896fe2dcbb898189 | false 2018-01-19716:35:06.010Z
OrchestratorStarted cf36balc03344390896fe2dcbb898189 | false 2018-01-19T16:41:51.507Z
TaskCompleted cf36balc03344390896fe2dcbb898189 | true 2018-01-19T16:41:30.516Z
ExecutionStarted cf36balc03344390896fe2dcbb898189 | true 2018-01-19T16:34:46.159Z | nu GenerateBARCode
TaskScheduled cf36ba2c05344390896fe2dcbbB898180 | false 2018-01-19T16:42:23.5237 CreateBARCodelmagesPerCustomer
TaskScheduled cf36ba2c5344390896fe2dcbbB98180 | false 2018-01-19T16:42:23.5237 CreateBARCodelmagesPerCustomer
TaskScheduled cf36balc03344390896fe2dcbb898189 | false 2018-01-19T16:42:23.523Z CreateBARCodelmagesPerCustomer
TaskScheduled cf36balc03344390896fe2dcbb898189 | false 2018-01-19T16:42:23.523Z CreateBARCodelmagesPerCustomer

How it works...

Durable Functions allow us to develop reliable execution of our functions, which
means that even if the VMs crashed or are restarted while the function is running,
it automatically resumes back to its previous state automatically. It does so with
the help of something called checkpointing and replaying, where the history

of the execution is stored in the storage table.

You can learn more about this feature at https://docs .microsoft.

com/en-us/azure/azure-functions/durable-functions-

checkpointing-and-replay.

There’s more...

= Incase you get a 404 Not Found response when you run the
statusQueryGetURi URL, don’t worry. It will take some time, but it will
eventually work when you make a request later on.

< In order to view the execution history of your Durable Functions, navigate
to the purableFunctionsHubHistory table, which is located in the storage
account that was created while creating the function app:

WEBSITE_COMTEMTSHARE rrpdurablefunction 8oy

You can find the storage account name in the Application settings, as shown
in the preceding screenshot.

[213]



https://docs.microsoft.com/en-us/azure/azure-functions/durable-functions-checkpointing-and-replay
https://docs.microsoft.com/en-us/azure/azure-functions/durable-functions-checkpointing-and-replay
https://docs.microsoft.com/en-us/azure/azure-functions/durable-functions-checkpointing-and-replay




Bulk Import of Data Using
Azure Durable Functions
and Cosmos DB

In this chapter, we will learn the following recipes:

Uploading employee data into Blob Storage

Creating a Blob trigger
Creating the Durable Orchestrator and triggering it for each Excel import

Reading Excel data using activity functions
Auto-scaling Cosmos DB throughput
Bulk inserting data into Cosmos DB

Introduction

In this chapter, we will develop a mini-project by taking a very common use case
that solves the business problem of sharing data across different applications using
Excel. We will use Durable Functions, which is an extension to Azure Functions that
lets you write workflows by writing the minimum lines of code.
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Here are the two core features of Durable Functions that we will be using in the
recipes of this chapter:

= Orchestrator: Orchestrator is a function that is responsible for managing all
activity triggers. It can be treated as a workflow manager that has multiple
steps. Orchestrator is responsible for initiating the activity trigger, passing
inputs to the activity trigger, getting the output, maintaining the state and
then passing the output of one activity trigger to another if required.

= Activity trigger: Each activity trigger can be treated as a workflow step
that performs a function.

You can learn more about Durable Functions at https://docs.
% microsoft.com/en-us/azure/azure-functions/durable-
’ functions-overview.

Business problem

In general, every organisation will definitely be using various applications hosted
in multiple platforms across different datacentres (either cloud or on-premises).
Often, there will be requirements where the data from one application needs to be
fed to another system. Usually, Excel spreadsheets (or in some cases, JSON or XML
files) are used for exporting data from one application and importing it into another
application.

You might think that exporting an Excel file from one application to another would
be an easy job, but if there are many applications that need to feed data to other
applications, and on a weekly/monthly basis, then it would become very tedious
and there is lot of scope for manual error. So, obviously the solution is to automate
the process to the highest possible extent.

In this chapter, we will learn how to develop a durable solution based on serverless
architecture using Durable Functions. If you have already read Chapter 7, Developing
Reliable Serverless Applications Using Durable Functions, then you might have some
basic knowledge of what Durable Functions are and how they work. In Chapter 7,
Developing Reliable Serverless Applications Using Durable Functions, we implemented
the solution from the portal. However, in this chapter, we will implement a mini-
project using Visual Studio 2017 (preferably 15.5 or higher).

Before we start developing the project, let’s try to understand the new serverless
way of implementing the solution.
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Durable serverless way of implementing
an Excel import

This diagram shows all the steps required for building the solution using
the serverless architecture:

External
Client 1

] 0 / LN 7 N
Externa N ) 4 Ps & P
Client 1 g i

External
Chient 1

Burable Functions
, 3

Read Excel - Activity Trigger

Blob Blob Trigger Durable Orchestrator Scale RUs - Activity Trigger Cosmos DB

N S
Import Data = Activity Trigger

M w Db

External clients or applications upload an Excel file to Blob Storage
Blob Trigger gets triggered after the Excel file is uploaded successfully
Durable Orchestrator is started from Blob Trigger

Orchestrator invokes Read Excel - Activity Trigger to read the Excel content
from Blob Storage

Orchestrator invokes Scale RUs - Activity Trigger to scale up the Cosmos
DB collection’s throughput so that it can accommodate the load

Orchestrator invokes Import Data - Activity Trigger to prepare the
collection to bulk import data

Finally, Import Data - Activity Trigger loads the collection data into
Cosmos DB collection using Cosmos DB output bindings

Uploading employee data into Blob
Storage

In this recipe, we will develop a console application that is responsible for uploading
the Excel sheet to Blob Storage.

[217]




Bulk Import of Data Using Azure Durable Functions and Cosmos DB

Getting ready

Perform the following prerequisites:

1. Install Visual Studio 2017 Version 15.5 or higher.

2. Create a storage account and create a blob container with the name
Excelimports.

3. Create an Excel file with some employee data as shown in the following

screenshot:
Empld Name Email PhoneNumber
1 Vijay Vijay@vijay.com 1111111111
2 Vivek Vivek@vivek.com 2222222222

3 Vineesha vineesha@vineesha.com 3333333333
4 Praveen Praveen@praveen.com 4444444444

5 Nishit nishit@nishit.com 5555555555
6 Ragi ragi@ragi.com 6666666666
7 Uma uma@uma.com 7777777777
8 Harsha  harsha@harsha.com 8888838388

How to do it...

Perform the following steps:

1. Create a new console app named ExcelImport.Client using Visual Studio,
as shown in the following screenshot:

New Project
4 Installed “ Sort by: [ Default ~| i
4 Visual C#
iﬁ Console App (.NET Core
Get Started ) i )
) . 3
Windows Universal Eé! Class Library (NET Core)
Windows Desktop =
c#
b Web EJ MSTest Test Project (NET Core)
b _Qifica/SharePoint
c#
NET Core EJ *Unit Test Project (NET Core)
.NET Standard
Android @ ASP.NET Core Web Application
Apple TV
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Once the project is created, execute the following commands in the NuGet
package manager:

Install-Package Microsoft.Azure.Storage.Blob
Install-Package Microsoft.Extensions.Configuration
Install-Package Microsoft.Extensions.Configuration.FileExtensions

Install-Package Microsoft.Extensions.Configuration.Json

Add the following namespaces at the top of the program. cs file:

using Microsoft.Extensions.Configuration;

using Microsoft.WindowsAzure.Storage;

using Microsoft.WindowsAzure.Storage.Blob;

using System;

using System.IO;

using System.Threading.Tasks;

The next step is to develop the code in a function named UploadBlob that
uploads the Excel file into the blob container that we have created. For the
sake of simplicity, the following code uploads the Excel file from a hardcoded
location. However, in a typical real-time application, this file would be
uploaded by the end user via a web interface. Copy the following code and
paste it in the Program. cs file of the ExcelImport.Client application

private static async Task UploadBlob ()

{

var builder = new ConfigurationBuilder ()
.SetBasePath (Directory.GetCurrentDirectory())

.AddJsonFile (“appsettings.json”, optional: true, reloadOnChange:
true) ;

IConfigurationRoot configuration = builder.Build() ;
CloudStorageAccount cloudStorageAccount = CloudStorageAccount.
Parse (configuration.GetConnectionString (“StorageConnection”)) ;
CloudBlobClient cloudBlobClient = cloudStorageAccount.
CreateCloudBlobClient () ;

CloudBlobContainer ExcelBlobContainer = cloudBlobClient.GetContain
erReference (“Excelimports”) ;

await ExcelBlobContainer.CreateIfNotExistsAsync() ;

CloudBlockBlob cloudBlockBlob = ExcelBlobContainer.GetBlockBlobRef
erence (“EmployeeInformation” + Guid.NewGuid () .ToString()) ;

await cloudBlockBlob.UploadFromFileAsync (@”C:\Users\
vmadmin\source\repos\POC\ImportExcelPOC\ImportExcelPOC\
EmployeeInformation.xlsx”) ;

}
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5. Now, copy the following code to the main function. This piece of code
just invokes the uploadBlob function, which internally is responsible
for uploading the blob:

{

UploadBlob () .Wait () ;

}

catch (Exception ex)

{

Console.WriteLine (“*An Error has occurred with the message” +
ex.Message) ;

}

6. The next step is to create a configuration file named appsettings.json,
which contains the storage account’s connection string, as shown in the
following screenshot:

lappsettingsjson = =

Schema: httpe//jsan schemastore. orglappsettings

torageC c
"pefaultEndpo: ’ shccountkey=TxhNTEY rdafPE7VERILWiU3SIXgsU2E
d3ZXAZE 3 PR ILILEL s TSI 1 K E
¥

7. Go to the properties of the appsettings.json file and change Copy to
Output Directory to the Copy if newer option, so that the properties
can by read by the program as shown in the following screenshot:

Properties

appsettings.json File Properties

H Advanced

(T A RO GIN AR Copy if newer

Custom lool

Custom Tool Namespace

H Misc
File Name appsettings.json
Full Path C\Users\wmadmin)|
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8. Now, build the application and execute it. If you have configured everything,
then you should see something as shown in the following screenshot:

Successfully Uploaded.
Press any key to continue . . .

9. Let’s navigate to the storage account and go to the blob container named
Excelimports, where you should see the Excel file that we have uploaded,
as shown in the following screenshot:

> excelimports

excelimports

Container

T Upload ) Refresh

W Oveni Azure now supports using Role-Based Access Control (RBAC) to manage access to blobs. Learn
erview

Access Control (IAM) Locatio i excelimports

Settings
$ Access policy
NAME MODIFIED

Il Properties
. Employeelnformation407be2ea-7f9d-486e-a53d-1468885b... 10/31/2018, 1:50:30 PM
@ Metadata

That’s it. We have developed an application that is responsible for uploading
the blob.

How it works...

In this recipe, we have created a console application that uses storage assemblies

to upload a blob (in our case, it is just an Excel file) to the designated blob container.
Note that every time the application runs, a new file will get created in the blob
container. In order to upload the Excel files with unique names, we are appending
a GUID.
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There’s more...

Make a note of the naming conventions that should be followed while creating
the blob container:

At the time of writing, this is the error message that the portal throws
_ifyou don’t adhere the naming rules: This name may only contain
lowercase letters, numbers and hyphens, and must begin with a letter
%~ or a number. Each hyphen must be preceded and followed by a non-
hyphen character. The name must also be between 3 and 63 characters

long.

Creating a Blob trigger

In this recipe, we will create a function app with the Azure Functions V2 runtime
and learn how to create a Blob trigger using Visual Studio, and we will also see

how the Blob trigger gets triggered when the Excel file is uploaded successfully
to the blob container.

Getting ready

Perform the following prerequisites:

1. Add anew project named ExcelImport.DurableFunctions to the existing
solution by choosing the Azure Functions template, as shown in the
following screenshot:

Add New Project o
b Recent . Sort by: | Default | @ = P -
4 Installed Ancicaion Visual C# Type: Visual C#
A ternplate to create an Azure Function
Visual C# project
€9 Service Fabric Application Visual C#
L=
@ | ASP.NET Web Application [ NET Framework) Visual C#
m Azure Weblob (NET Framework) Visual C#
o
5 Anwre Cloud Service Visual C#
Q Azure Resource Group Visual C#
Cross-Platform -
Mot finding what you are looking for?
Name; Excellmport. DurableFunctions|
Location: ChUsersyymadmin'source\repos\ChapterS Excellmport - Browse...
OK Can
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2. The next step is to choose the Azure Functions runtime as well as the trigger.
Choose Azure Functions v2 (NET Core), choose Blob trigger and provide
the following:

° Storage Account (AzureWeb]JobsStorage): This is the name
of the storage account in which our blob container resides

Connection string setting: This is the connection string key name
that refers to the storage account

¢ Path: This is the name of the blob container where the Excel files
are being uploaded

New Project - Excellmport.DurableFunctions X

Azure Functions v2 (\NET Core) o -

| |Storage Account (AzureWebJobsStorage)

< | [Dle]|

Empty Blob trigger | Cosmos DB
Trigger

Connection string setting
@ @ E StorageConnection o

Event Hub Http trigger  loT Hub trigger

azurefunctionscookbooks o -

trigger Path
excelimports e
-
Miunnn tricemar Canricn Diie Candrn Rioc

Get started with Azure Functions oK 6 Cancel
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3. When you create the project, the structure should look something like the
following screenshot:

%1 Solution ‘Excellmport’ (2 projects)
4 Excellmport.Client
+[c#] Excellmport.DurableFunctions
Pt Dependencies
+|j .gitignore
b+ C* Functionl.cs
+£T hostjson

9@ local.settings.json

4. Let’s add a connection string with the name storageConnection (remember,
we have used this in the connection string setting file in one of our earlier
steps) to 1ocal.settings.json, as shown in the following screenshot:

—_______________________________________________________|

Scherma: <No Schema Selected>

rypted”: false,

JobsStorage”:

1tEndpointsProtocol=https;Accountiame=azurefunctionscookbooks ; Accountiey=Tus T frlad B Tinl VTH R T ML T R A vl 1 gm
w0 e s ; BLOLE ntehttps: )/ azuref i blob.core.windows. et/ ;TableEndpointahttps: //
azurefuncti books . table.core. windows. net/ ;Q. int=https:/ azurefunctions -Queue. core.windows. net/;FileEndpointshttps://

azurefunct by

ks.file. core.windous.net/",

~EUNCTIONS WORKER SUNTINE™. “dotnet™

3 "storageConnection”:
"DefsultEndpeinteProtecol=https;Accountlame=azurefunctionscookbooks ; Accountiiay="T % by vy b L e e TRy -x L Ee/
a St 18 Somla ¥ viialpisiens  EndpointSuffix=core.windows .net”

8 H

5. Now, open the Functionl.cs file and rename it to
ExcelImportBlobTrigger and also replace Functioni (the name of the
function) with ExcelImportBlobTrigger (line 10), as shown in the following
screenshot:

import. DurableFunctions. Excellmpor = | @ Run(Stream myBlob, string name, ILogge: =

4 using Microsoft.Extensions.Logging; -
5 77 Solution ‘Excelimpert’ (2 projects)
6 - namespace Excellmport.DurableFunctions b [ Excellmport.Client
7 { 4 +[&%] Excellmport DurableFunctions
H 3 . . =l b & Dependencies
8 - public static class ExcelImportBlobTrigger .
9 { b
lag” I[F.n:‘.icn'.a-e{"ExcElImportBluhTriggEr")] I
) tjson
11 public static void Run([BlobTrigger(“excelimports/{name}", Connection = ] =£T localsettings json
= "StorageConnection")]5tream myBlob, string name, ILogger log)
12 {
13 log.LogInformation(3"C# Blob trigger function Processed blob\n Name:{name} =
“n Size: {myBlob.Length} Bytes");
14 1
15 }
16 }
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6. Configure ExcelImport.DurableFunctions as the default project, as shown
in the following screenshot:

%] Solution 'Excel Clean

Analyze
Pack
Publish...

Update Build Tools

Scope to This
B} New Solution Explorer View
& Show on Code Map

¢  Edit Excellmport.DurableFunctions.csproj
Build Dependencies
Add

B Manage NuGet Packages...

M ey

Debug

7. Create a breakpoint in ExcelImportBlobTrigger and run the application by
pressing the F5 key. If everything is configured properly, you should see the
console as follows:

C:\Users\vmadmin\AppData\Local\AzureFunctionsTools\Releases\2.10.1\cli\func.exe

[18/31/2018 3:37:55 PM] Reading host configuration file 'C:\Users\vmadmin\source\repos\Chapte
DurableFunctions\bin\Debug\netcoreapp2.1\host.json’

[18/31/2018 3:37:55
[1e/31/2018
[18/31/2018
[1e/31/2018
[18/31/2018
[1e/31/2018
[18/31/2018
[18/31/20818

PM]
PM]
PM]
PM]
PM]
PM]
PM]
PM]

Host configuration file read:

{
"versi
}
Initializing Host.
Host initialization: ConsecutiveErrors=e, StartupCount=1
Starting JobHost
Starting Host (HostId=vm2©17-1617©9731@, Instanceld=4f084e@9-c991-42e

.8, ProcessId=15724__AnnDomainid=1__Nehug=Falsa__FunctionsExtansionVarsion=)

[18/31/20818 3:
[1e/31/2018
[18/31/20818
[1e/31/2018
[18/31/2018
[1e/31/2018
[18/31/2018
[18/31/2018
[18/31/2018

Hosting environment:

.1

PM]
PM]
PM]
PM]
PM]
PM]
PM]
PM]
PM]

Loading functions metadata

1 functions loaded

Generating 1 job function(s)

Found the following functions:
ExcelImport.DurableFunctions.ExcelImportBlobTrigger.Run

Host initialized (732ms)
Host started (4664ms)
Job host started

Production
Content root path: C:\Users\vmadmin\source\repos\Chapter9\ExcelImport\ExcelImport.DurableFunc

Now listening on: http://6.8.0.0:7071
Application started. Press Ctrl+C to shut down.
Listening on http://9.8.8.0:7071/

Hit CTRL-C to exit...
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8. Let's now upload a new file by running the ExcelImport.Client
application. Immediately after the file is uploaded, the Blob trigger will
be fired, as shown in the following screenshot. Your breakpoints should
also be hit along with this:

portBlobTrigger.Run

21 Import . Durat

celimports/EmployeeInformationt

We are done with creating the Blob trigger that gets fired whenever a new blob
is added to the blob container.

How to do it...

In this recipe, we have created a new function app based on the Azure Functions V2
runtime, which is based on the .NET Core framework and can run on all platforms
that support .NET Core (such as Windows and Linux OSes). We have also created

a Blob trigger and configured it to run when a new Blob is added by configuring the
connection string setting. We have also created a 1ocal.setting.json configuration
file to store the config values that are used in local development. After we created the
Blob trigger, we ran the ExcelImport.Client application to upload a file to validate
that the Blob trigger is getting executed.

There’s more...

All the configurations will be taken from the local.settings. json file while you
are running the functions in your local environment. However, when you deploy
the functions to Azure, all the configurations items (such as connection string and
app settings) will be referenced from the Application Settings of your function app.
Make sure that you create all the configuration items in the function app after you
deploy the functions.
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Creating the Durable Orchestrator and
triggering it for each Excel import

This recipe is one of the most important and interesting ones. We will learn

how to create the Durable Orchestrator responsible for managing all the activity
functions that we create for the different individual tasks required to complete the
ExcelImport project.

How to do it...

Perform the following steps:

1. Create a new function by right-clicking on ExcelImport.
DurableFunctions, click on Add and then choose New Azure Function,
as shown in the following screenshot:

Build Dependencies
Add | New Azure Function... |
B Manage NuGet Packages... %7 New Item..

2. Inthe Add new Item pop-up, choose Azure Function, provide the name
Excellmport_Orchestrator and click on Add, as shown in the following
screenshot:

Add New kem - Excellmpost. DurableFunctions »
4 Instaled Sort by: | Default -| 2 ZI P
4 Vsl CF Iterns oy Coltems o Tymes Visual C# Rems
WFF Add an Azure Functizn to the praject
2 al # lter
1]
b Tt
b Oni
Narme: Excellmpont (Jr(!'.q-\l'.-.I-;:iA
| Add Cang
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3. Inthe New Azure Function pop-up, select the Durable Function
Orchestration template and click on the OK button, which creates
the following:

o

HttpStart: This is the Durable Function’s starter function

(an HTTP trigger), which works as a client that can invoke the
Durable Orchestrator. However, in our project, we will not be
using this HTTP Trigger; we will be using the logic inside it in
our ExcelImportBlobTrigger Blob trigger to invoke the Durable
Orchestrator.

RunOrchestrator: This is the actual durable Orchestrator that
is capable of invoking and managing the activity functions.

SayHello: A simple activity function. We will create a few
activity functions. Let’s go ahead and remove this method:

New Azure Function - ExcellmportOrchestrator X

@ Http trigger

Timer trigger

Queue trigger

E} Blob trigger

E Event Grid trigger

@ Event Hub trigger

E loT Hub trigger

@ Service Bus Queue trigger
@ Service Bus Topic trigger

<& Durable Functions Orchestration

E Cosmos DB Trigger

SendGrid

Cancel
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In the ExcelImportBlobTrigger Blob trigger, let’'s make the following code
changes to invoke the Orchestrator:

°  Decorate the function to be async
° Add the Orchestration client output bindings

° Call startNewAsync using the burableOrchestrationClient
The code in the ExcelImportBlobTrigger function should look like the
following after making these changes:

using System.IO;

using Microsoft.Azure.WebJobs;

using Microsoft.Azure.WebJobs.Host;
using Microsoft.Extensions.Logging;
namespace ExcelImport.DurableFunctions

{

public static class ExcelImportBlobTrigger
{

[FunctionName (“ExcelImportBlobTrigger”) ]
public static async void Run(

[BlobTrigger (“Excelimports/{name}”, Connection =
“StorageConnection”)] Stream myBlob,

string name,
[OrchestrationClient] DurableOrchestrationClient starter,
ILogger log)

{

string instancelId

= await starter.StartNewAsync (“ExcelImport
Orchestrator”, name) ;

log.LogInformation ($”C# Blob trigger function Processed blob\n
Name: {name} \n Size: {myBlob.Length} Bytes”);

}
}
}

Create a breakpoint in the ExcelImport Orchestrator Orchestrator
function and run the application by pressing Fb5.
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7. Let’s now upload a new file (while ExcelImport.DurableFunctions
is running) by running the ExcelImport.cClient function. (You can
also directly upload the Excel file from the Azure portal.) After the file
is uploaded, in just a few moments the breakpoint in the ExcelImport
orchestrator function should be hit, as shown in the following screenshot:

Excellmport_Orchestratores £ X JECIGReRlr Ry T o R

[2#] Excellmport. DurableFunctions = | *3 Excelimport DurableFunctions. Excellmport_Orchestrator = @ RunOrchestrator]
18 {
11 ] public static class ExcelImport_Orchestrator
12 {
13 [FunctionName("ExcelImport_Orchestrator™)]

skelistestring»> RunOrchestrator(

14 public static async
15 r] DurableOrchestrationContext context)

OrchestrationTrig,

{

var outputs = new List<strings();

// Replace "hello" with the name of your Durable Activity Fumction.

outputs.Add(await context.CallActivityAsync<string:("ExcelImport_Orchestrator_Hello", "Tokyo")};|

outputs.Add(awalt context.CallActivityAsync<string>({“ExcelImport_Orchestrator_Helle", “"Seattle"});
outputs.Add{await context.CallActivityAsync<string>("ExcelImport_Orchestrator_Helle", “Londen"));

p:

// returns ["Hello Tokye!", "Hello Seattle!", "Helle London!"]
return outputs;

RIORI R RS ORI ORD ORI PRI E

1@
-

We have learned how to invoke the Durable Orchestration function from the Blob
trigger.

How it works...

We started the recipe by creating the Orchestration function and then we
made changes to the ExcelImportBlobTrigger Blob trigger by adding the
OrchestratonClient output bindings to invoke the Durable Orchestrator function.

When you create a new Orchestration function, it creates a few activity functions.
In the next recipes, we will remove them and create new activity functions for our
requirements.

There’s more...

In this recipe, we have used DurableOrchestrationClient, which understands
how to start and terminate Durable Orchestrations.
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Here are a few of the important operations that are supported:

e Start an instance using the startNewAsync method

< Terminate an instance using the Terminateasync method

= Query the status of the currently running instance using the GetStatusAsync
method

= It can also raise an event to the instance to update about any external event
using the RaiseEventAsync method

You can learn more about these at https://docs.microsoft.
com/en-us/azure/azure-functions/durable-functions-
’ instance-managementf#sending-events-to-instances.

Reading Excel data using activity
functions

In this recipe, we will retrieve all data from specific Excel sheets by writing
an activity function.

Let’s now make some code changes to the Orchestration function by writing
a new activity function that can read data from an Excel sheet that is uploaded
to the blob container.

Getting ready

In this recipe, we will create the activity trigger named ReadExcel AT function
that reads the data from the blob stored in the storage account. This activity trigger
performs the following jobs:

Connects to the blob using a function, ReadBlob, of a class named storageManager.

1. Reads the data from the Excel using a component called EPPlus. You can
read more about it at https://github.com/JanKallman/EPPlus.
2. Returns the data from the Excel file as a collection of employee objects.
Next, install the following NuGet packages in the ExcelImport.DurableFunctions
project:

Install-Package WindowsAzure.Storage

Install-Package EPPlus
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How to do it...

If you think of Durable Functions as a workflow, then the activity trigger function
can be treated a workflow step that takes some kind of optional input, performs
some functionality and returns an optional output. It’s one of the core concepts

of Azure Durable Functions.

You can learn more about the Activity Trigger at https://docs.
microsoft.com/en-us/azure/azure-functions/durable-
’ functions-types-features-overview.

Before we start creating the activity trigger function, let’s first build the dependency
functions.

Read data from Blob Storage

Perform the following steps:

1. Create a class named storageManager and paste in the following code.
This code connects to the specified storage account, reads the data from
the blobs and returns a stream object to the caller function:

class StorageManager

{

public async Task<Stream> ReadBlob (string BlobName)
{

var builder = new ConfigurationBuilder ()
.SetBasePath (Directory.GetCurrentDirectory())

.AddJsonFile(“local.settings.json”, optional: true,
reloadOnChange: true) ;

IConfigurationRoot configuration = builder.Build() ;
CloudStorageAccount cloudStorageAccount = CloudStorageAccount.
Parse (configuration.GetConnectionString (“StorageConnection”)) ;
CloudBlobClient cloudBlobClient = cloudStorageAccount.
CreateCloudBlobClient () ;

CloudBlobContainer ExcelBlobContainer = cloudBlobClient.
GetContainerReference (“Excel”) ;

CloudBlockBlob cloudBlockBlob = ExcelBlobContainer.GetBlockBlobRe
ference (BlobName) ;
return await cloudBlockBlob.OpenReadAsync () ;

}
}
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Paste the following namespace references into the storageManager class:

using Microsoft.Extensions.Configuration;
using Microsoft.WindowsAzure.Storage;
using Microsoft.WindowsAzure.Storage.Blob;
using System.IO;

using System.Threading.Tasks;

Finally, add a connection string (if it’s not been done already) of the storage
account to the 1ocal.settings.json file, as shown here:

el ottings on = %
Sehema <No Scherna Seected>

;AccountKey=TxhUTTYraafPGTVBRILWE L3S 1K
.bleb.core.windows.net/; TableEndpaintshttp.
t/ /fezurefuncti ks.gueue. core. windows.net

SPUTCTORDTwql 5582508/

bosks.table. core.windows. n
functionscookbooks, file, core, windows  net/",
"t "dotmet”,

dpoint=https://

tHamesazurefunctionscookbooks jAccountieysTuhVTY rdafPGTVBRILWIUZEIXQsU2ByOTSCHA3pUTCTDRDTvg )2 o8

25Qe/
d3zXdZE3IENLET intSuffixscore. windows . net”

"OefaultindpointsProtacsls

tHame=azurefunctionscookbocks JAccountey=TaW"
__________ RLES S8 L v TOISETW

uffix=core, windows .net”

Read Excel data from the stream

Perform the following steps:
1. Create a class named EpPLusExcelManager and paste the following code.
This class has a method named rReadExcelData, which uses a library named
EPPlus to read the data from the Excel file (.x1sx extension). It reads each
row, creates an Employee object for each row and then returns an employee

collection. We will create the Employee class in a moment:

class EPPLusExcelManager

public List<Employee> ReadExcelData (Stream stream)

{

List<Employee> employees = new List<Employees () ;
//FileInfo existingFile =

new FileInfo (“EmployeeInformation.
x1lsx") ;

using (ExcelPackage package = new ExcelPackage (stream))
{

ExcelWorksheet ExcelWorksheet = package.Workbook.Worksheets[0] ;
for (int EmployeelIndex = 2;

EmployeeIndex < ExcelWorksheet.
Dimension.Rows + 1; EmployeeIndex++)

{
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2.

If you build the application now, you should not see any errors. We are done with
developing the dependencies for our first activity trigger function. Let’s now start

employees.Add (new Employee ()

{

EmpId = Convert.ToString (ExcelWorksheet.Cells[EmployeeIndex,
1] .value),

Name = Convert.ToString (ExcelWorksheet.Cells [EmployeelIndex,
2] .value),

Email = Convert.ToString (ExcelWorksheet.Cells[EmployeeIndex,
3] .value),

PhoneNumber = Convert.ToString (ExcelWorksheet.
Cells [EmployeelIndex, 4] .Value)

I3

}

}

return employees;

}

}

Now, let’s create another class named Employee and copy the following
code:

public class Employee
{
public string EmpId { get; set; }
public string Name { get; set; }
public string Email { get; set; }
public string PhoneNumber { get; set; }

}

building the actual activity trigger.

Create the activity function
Perform the following steps:

1.

Create a new activity function named ReadExcel AT that connects to the

blob using the storageManager class that we developed in the previous

section, and then reads the data using the EPPLusExcelManager class. Copy

the following code to the ExcelImport Orchestrator class:
[FunctionName (“ReadExcel AT”)]
public static async Task<List<Employee>> ReadExcel AT (
[ActivityTrigger] string name,

ILogger log)

{
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log.LogInformation (“Orchestration started”) ;
StorageManager storageManager = new StorageManager () ;
Stream stream = null; ;

log.LogInformation (“Reading the Blob Started”);
stream = awailt storageManager.ReadBlob (name) ;
log.LogInformation (“Reading the Blob has Completed”) ;
EPPLusExcelManager ePPLusExcelManager = new EPPLusExcelManager () ;
log.LogInformation (“Reading the Excel Data Started”) ;
List<Employee> employees = ePPLusExcelManager.
ReadExcelData (stream) ;

log.LogInformation (“Reading the Blob has Completed”) ;
return employees;

}

Add system. 10 to the namespace list if it’s not there already and build the
application.

Let’s now invoke this activity function from the Orchestrator. Go to the
ExcelImport Orchestrator Orchestrator function and replace it with the
following code. The Orchestration function invokes the activity function by
passing the name of the Excel that is uploaded so that the activity function
reads the data from the Excel file:

[FunctionName (“ExcelImport Orchestrator”)]

public static async Task<List<strings>> RunOrchestrator (

[OrchestrationTrigger] DurableOrchestrationContext context)

{

var outputs = new List<strings();

string ExcelFileName = context.GetInput<strings();

List<Employee> employees = await context.CallActivityAsync<List<E
mployee>> (“ReadExcel AT”, ExcelFileName) ;

return outputs;

}
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4. Let's run the application and then upload an Excel file. If everything is
configured properly, then you should see something shown as follows
in the ReadExcel AT activity trigger function, where you can see the
number of employee records being read from the Excel sheet:

public static async Task<List<Employee>>|ReadExcel_ATi I
[ActivityTrigger] string name,
ILogger log)
{
StorageManager storageManager = new StorageManager();
Stream stream = null;
log.LogInformation("Reading the Blob Started");
stream = await st u T -
log.LogInformaticb @ [0] {Excellmport.DurableFunctfons.Employee}
> @ [1] {Excellmport.DurableFunctions.Employee}
EPPLusExcelManage @ 2] {Excellmport.DurableFunctions.Employee} ser();
> @ [3] {Excellmport.DurableFunctions.Employee}
log.LogIn'For‘maticb @ [4] {Excellmport.DurableFunctions.Employee}
List<Employee> en > @ [5] {Excellmport.DurableFunctions.Employee} (stream);
log.LogInfor'matic’ @ [6] {Excellmport.DurableFunctions.Employee}
@ [7] {Excellmport.DurableFunctions.Employee}
return employees.’ @ Raw View
} 4+ @ employees Count =8 = I

There’s more...

The Orchestrator function receives the input using the cGet Input () method of the
DurableOrchestratorContext class. This input is passed by the Blob trigger using
the function startNewasync method of the DurableOrchestrationClient class.
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Auto-scaling Cosmos DB throughput

In the previous recipe, we read data from the Excel and put it into an employee
collection. The next step is to insert the collection into a Cosmos DB collection.
However, before inserting the data into the Cosmos DB collection, we need to
understand that in real-world scenarios, the number of records that we would
need to import would be huge and so you might face performance issues if the
capacity of the Cosmos DB collection is not sufficient.

. Cosmos DB collection throughput is measured by the number of Request
% Units (RU) allocated to the collection. You can read more about it at
s https://docs.microsoft.com/en-us/azure/cosmos-db/
request-units.

Also, in order to lower costs, for every service, it is recommended to have the
capacity at a lower level and increase it whenever needed. The Cosmos DB API
allows us to control the number of RUs based on our needs. As we need to do a
bulk import, we will increase the RUs before we start importing the data. Once
the importing process is complete, we can decrease the RUs to the minimum level.

Getting ready

Perform the following prerequisites:

1. Create a Cosmos DB account by following the instructions mentioned in
the article at https://docs.microsoft.com/en-us/azure/cosmos-db/
create-sqgl-api-dotnet.
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2. Create a Cosmos database and a collection with fixed storage and set the
request units to 400 per second, as shown in the following screenshot:

Add Collection X

* Database id
Create new (@ Use existing

cookbookdb v

* Collection Id

EmployeeCollection

* Storage capacity
Fixed (10 GB) Unlimited
* Throughput (400 - 10,000 RU/s)

400 el

Estimated spend (USD): $0.032 hourly / $0.77 daily.

Choose unlimited storage capacity for more than 10,000 RU/s.

Unique keys

=t Add unique key

For the sake of simplicity, | have taken Fixed (10 GB) as the Storage capacity.
However, in production loads, depending on your data models, you might
have to go with Unlimited storage capacity.

3. Run the following command in the NuGet package manager to install the
dependencies of Cosmos DB:

Install-Package Microsoft.Azure.WebJobs.Extensions.CosmosDB
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How to do it...

Perform the following steps:

1.

Create a new activity trigger named ScaleRU AT in the ExcelImport
Orchestrator.cs file. The function should look something like this
and accepts the number of RUs to be scaled up to, along with the
Cosmos DB binding using which we replaced the throughput:

[FunctionName (“ScaleRU_AT")]

public static async Task<string> ScaleRU_AT(

[ActivityTrigger] int RequestUnits,

[CosmosDB (ConnectionStringSetting = “CosmosDBConnectionString”)]
DocumentClient client

)

{

DocumentCollection EmployeeCollection = await client.ReadDocumen
tCollectionAsync (UriFactory.CreateDocumentCollectionUri (“cookbook
db”, “EmployeeCollection”)) ;

Offer offer = client.CreateOfferQuery () .Where(o => o.ResourcelLink
== EmployeeCollection.SelfLink) .AsEnumerable () .Single() ;

Offer replaced = await client.ReplaceOfferAsync (new
OfferVv2 (offer, RequestUnits)) ;

return $”The RUs are scaled to 500 RUs!”;

}
Add the following namespaces to the ExcelImport Orchestrator.cs file:

using System.Ling;
using Microsoft.Azure.Documents;
using Microsoft.Azure.Documents.Client;
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3. Create a new connection string for Cosmos DB, as shown in the following
screenshot: You can copy the connection from the Keys blade of the Cosmos
DB account:

el sellingsfion = X

Scherna: <MNo Schema Selected>

me=azurefunctionscookbooks ; Accountkey=T TR TY '
H u'efdnct cr:took ooks,blob, core, windows net/; Htle napo '\t. ntt;:
int=https: //szurefunctionscookbooks . queve. core . windows et/ ;Fi 1ee-|:|po1r~t https:/

indows. net/",

mesazurefunct o'\scxkt::l:s.-\:::mtxe',:'
core . window:

thame=azurefunctionscookbooks | ACcountkey=

smosCECOnne point=https:// [
azurefunctions zure . com: 443/ ; Account ey ER | e Rt ] LR T e L KA e T il
ag==:"

4. Now, in the ExcelImport Orchestrator function, add the following line
to invoke scalerRU AT. In this example, I’'m passing 500 as the RU value.
Depending on your requirements, you may choose a different value:

await context.CallActivityAsync<strings>(“ScaleRU AT”, 500);

5. Now, upload an Excel file to trigger the Orchestration, which internally
invokes the new activity trigger, scaleru AT and if everything went well,
the new capacity of the Cosmos DB collection should be s00. Let’s navigate
to Cosmos DB’s Data Explorer tab and navigate to the Scale & Settings
section, where you can view 500 as the new throughput of the collection,
as shown here:

= » azurefunctionscookbooks - Data Explorer

azurefunctionscookbooks - Data Explorer

} - SQL API

Activity log ~ & cockbookdb

Access control (LAM) b Emplo:
- - Scale
Tags
K Diagnose and solve proble... Storage capa
Fixed
e b User Defined Functi
; S60IIT
5001
+ Notifications i
Estimated syénc (USD): $0.040 hourly / $0.96 dail;
Settings
& Replicate data alobally Ebsilng
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There’s more...

The Cosmos DB collection’s capacity is represented as a resource called offer. In this
recipe, we have retrieved the existing offer and replaced it with a new offer. You can
learn more about this at https://docs .microsoft.com/en-us/rest/api/cosmos-
db/offers.

Bulk inserting data into Cosmos DB

Now that we have scaled up the collection, it’s time to insert the data into the
Cosmos DB collection. In this recipe, we will learn about one of the simplest ways
of inserting data into Cosmos DB, to make the recipe simple and straightforward.

How to do it...

Perform the following steps:

1. Create a new activity trigger named ImportData AT, which takes employee
collection as input and saves the data in the collection. Paste the following
code into the new activity trigger:

[FunctionName (“ImportData AT") ]

public static async Task<string> ImportData AT (
[ActivityTrigger] List<Employee> employees,

[CosmosDB (ConnectionStringSetting = “CosmosDBConnectionString”)]
DocumentClient client,

ILogger log)

{

foreach (Employee employee in employees)

{

await client.CreateDocumentAsync (UriFactory.CreateDocumentCollect
ionUri (“cookbookdb”, “EmployeeCollection”), employee) ;
log.LogInformation ($”Successfully inserted {employee.Name}.”);

}

return $”Data has been imported to Cosmos DB Collection
Successfully!”;

}

2. Let’s add the following line to the Orchestration function that invokes
the TmportData AT activity trigger:

await context.CallActivityAsync<strings (“ImportData AT”,
employees) ;
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Bulk Import of Data Using Azure Durable Functions and Cosmos DB

Let’s run the application and upload an Excel file to test the functionality.
If everything went well, you should see all the records created in the
Cosmos DB collection, as shown here:

5QL API 0«

IOAMAAAAAANY ==

There’s more...

The Cosmos DB team has released a library called Cosmos DB bulk executor. You
can learn more about this at https://docs .microsoft.com/en-us/azure/cosmos-
db/bulk-executor-overview.

In this recipe, | have hardcoded the name of the collection and the database
to make it simple. You will have to configure them in the app settings file.
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Implementing Best Practices

for Azure Functions

In this chapter, you will learn a few of the best practices that can be followed while
working with Azure Functions, such as the following:

Adding multiple messages to a queue using the 1asynccollector function

Implementing defensive applications using Azure Functions and
gueue triggers

Handling massive ingress using Event Hubs for 0T and other
similar scenarios

Avoiding cold starts by warming the app at regular intervals
Enabling authorisation for function apps

Controlling access to Azure Functions using function keys
Securing Azure Functions using Azure Active Directory
Configuring throttling of Azure Functions using APl Management

Securely accessing SQL Database from Azure Functions using Managed
Service ldentity

Shared code across Azure Functions using class libraries
Using strongly typed classes in Azure Functions
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Adding multiple messages to a queue
using the IAsyncCollector function

In the first chapter, you learned how to create a queue message for each request
coming from the HTTP request. Now let’s assume that each user is registering
their devices using client applications (such as desktop apps, mobile apps or any
client websites) that can send multiple records in a single request. In these cases,
the backend application should be smart enough to handle the load coming to

it; there should be a mechanism to create multiple queue messages at once and
asynchronously. You will learn how to create multiple queue messages using the
IAsyncCollector interface.

Here is a diagram that depicts the data flow from different client applications
to the backend web API:

108 App
2 devices
_ - ) M Backend Web AP Azure Storage
Android App  |r— ] 10 S — (HTTPTrigger) —>5 Queus Messages—3» Queue
4 devices

Wabsita —J

In this recipe, we will simulate the requests using Postman, which will send the
request to the Backend Web API (HTTPTrigger), which can create all the queue
messages in a single go.

Getting ready

These are the required steps:
1. Create a storage account using the Azure portal if you have not created
one yet

2. Install Microsoft Storage Explorer from http://storageexplorer.com/ if
you have not installed it yet
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How to do it...

Perform the following steps:

1.

Create a new HTTP trigger named BulkDeviceRegistrations by setting
the Authorisation Level to Anonymous.

Replace the default code with the following code and click on the Save
button to save the changes. The following code expects a JSON array as

an input parameter with an attribute named devices. If found, it will iterate
through the array items and then display them in the logs. Later, we will
modify the program to bulk insert the array elements into the queue
message:

#r "Newtonsoft.Json"

using System.Net;

using Microsoft.AspNetCore.Mvc;

using Microsoft.Extensions.Primitives;

using Newtonsoft.Json;

public static async Task<IActionResult> Run (HttpRequest req,
ILogger log )

{

log.LogInformation ("CH# HTTP trigger function processed a
request.") ;

string requestBody = await new StreamReader (req.Body) .
ReadToEndAsync () ;

dynamic data = JsonConvert.DeserializeObject (requestBody) ;
string Device = string.Empty;

for (int nIndex=0;nIndex<data.devices.Count;nIndex++)

{

Device = Convert.ToString(data.devices[nIndex]) ;
log.LogInformation("devices data" + Device);

}

return (ActionResult)new OkObjectResult ("Program has been executed
Successfully.");

}

The next step is to create an Azure Queue storage output binding. Click on
the Save button, navigate to the Integrate tab and add a new Azure Queue
Storage output binding. Then click on the Select button and provide the
name of the queue and other parameters.

[245]



Implementing Best Practices for Azure Functions

4. Click on the Save button and navigate to the code editor of the Azure
Function. Add the additional code required for the output binding with
the queue to save the messages, as shown in the following code. Make the
highlighted changes in the code editor and click on the Save button to save
the changes:
public static async Task<IActionResult> Run (HttpRequest req,

ILogger log,
IAsyncCollector<string> DeviceQueue )

{

for (int nIndex=0;nIndex<data.devices.Count;nIndex++)

Device = Convert.ToString(data.devices[nIndex]) ;
DeviceQueue.AddAsync (Device) ; }

5. Let’s run the function from the Test tab of the portal with the following input
request JSON:

{

"devices":
[

{
"type": "laptop",
"brand" :"lenovo",
"model" :"T440"

1

{
"type": "mobile",
"brand":"Mi",
"model":"Red Mi 4"

}

6. Click on the Run button to test the functionality. Now open Azure Storage
Explorer and navigate to the queue named devicequeue. As shown in the
following screenshot, you should see two records:
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How it works...

We created a new HTTP function that has a parameter of the
IAsyncCollector<strings> type, which can be used to store multiple messages in

a queue service at once and asynchronously. This approach of storing multiple items
asynchronously will reduce the load on the instances.

Finally, we tested the invocation of the HTTP trigger from the Azure portal and
also saw the queue messages get added using Azure Storage Explorer.

There’s more...

You can also use the Icollector interface in place of 1asyncCollector if you
would like to store multiple messages synchronously.

Note that you might have to install Azure Storage Extensions for

the adding of output bindings if you’ve not done so already. In
VS Azure Functions V2 runtime, adding extensions to each of the

services (storage, in this case) is mandatory.

Implementing defensive applications
using Azure Functions and queue
triggers

For many applications, even after performing multiple tests of different
environments, there might still be unforeseen reasons that the application might
fail. Developers and architects cannot predict all unexpected inputs throughout
the lifespan of an application being used by business users or general end users.
So, it’s good practice to make sure that your application alerts you if there are
any errors or unexpected issues with the applications.
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In this recipe, you will learn how Azure Functions help us handle these kinds of
issues with minimal code.

Getting ready

These are the required steps:
1. Create a storage account using the Azure portal if you have not created
one yet

2. Install Azure Storage Explorer from http://storageexplorer.com/
if you have not installed it yet

How to do it...

In this recipe, we will do the following:
= Develop a console application using C# that connects to the storage account
and creates queue messages in the queue named myqueuemessages

= Create an Azure Function queue trigger named ProcessData that is fired
whenever a new message is added to the queue named myqueuemessages

CreateQueueMessage — C# console application
Perform the following steps:

1. Create a new console application using the .NET Core C# language and
create an app setting key named storageConnectionString with your
storage account connection string. You can get the connection string from
the Access Keys blade of the storage account as shown:

s

DefaultEndpointsProtocol=https;AccountName =azurefi sy isssssssm——": Account Key =TI E= S, m

2. Install the Configuration and Queue Storage NuGet packages using the
following commands:

Install-Package Microsoft.Azure.Storage.Queue
Install-Package System.Configuration.ConfigurationManager
3. Add the following namespaces:

using Microsoft.WindowsAzure.Storage;
using Microsoft.WindowsAzure.Storage.Queue;
using System.Configuration;
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4. Add the following function to your console application and call it from the
Main method. The createQueueMessages function creates 100 messages
with the index as the content of each message:

static void CreateQueueMessages ()
{
CloudStorageAccount storageAccount =
CloudStorageAccount . Parse (ConfigurationManager.
AppSettings
["StorageConnectionString"]) ;
CloudQueueClient queueclient =
storageAccount .CreateCloudQueueClient () ;

CloudQueue gqueue = gqueueclient.GetQueueReference
("myqueuemessages") ;
queue.CreateIfNotExists () ;

CloudQueueMessage message = null;

for (int nQueueMessageIndex = 0; nQueueMessagelIndex <=
100;

nQueueMessageIndex++)

{

message = new CloudQueueMessage (Convert.ToString
(nQueueMessageIndex)) ;

queue .AddMessage (message) ;

Console.WriteLine (nQueueMessageIndex) ;

Developing the Azure Function — queue trigger

Perform the following steps:

1. Create a new Azure Function named processData Using the queue trigger
and configure the myqueuemessages queue. This is how the Integrate tab
should look after you create the function:

-

zure Queue Storage trigger

Message parameter name € Queue name &

Storage account connection [ ]

azurefunctionscookbooks STORAGE v
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2. Replace the default code with the following code:

using System;
public static void Run(string myQueueltem,
ILogger log)

{

if (Convert.ToInt32 (myQueueltem) >50)

{
}

else

{

throw new Exception (myQueueltem) ;

log.LogInformation ($"C# Queue trigger function
processed: {myQueueltem}");

}

The preceding queue trigger logs a message with the content of the queue (it’s just
a numerical index) for the first 50 messages and then throws an exception for the all
the messages whose content is greater than 50.

Running tests using the console application
Perform the following steps:

1. Let’s execute the console application by pressing Ctrl + F5, navigate to Azure
Storage Explorer, and view the queue contents.

2. Injust a few moments, you should start viewing messages in the
myqueuemessages queue. Currently, both the Azure portal and Storage
Explorer display the first 32 messages. You need to use the C# Storage SDK
to view all the messages in the queue.

Don’t be surprised if you notice that your messages in
myqueuemessage are vanishing. It’s expected that as soon as a message
’ is read successfully, the message gets deleted from the queue.

3. Asshown here, you should also see a new queue named myqueuemessages-
poison (<OriginalQueuenames-Poison) With the 50 other queue messages
in it. The Azure Function runtime will automatically take care of creating
a new queue and adding the messages that are not read properly by Azure
Functions:

[250]




Chapter 9

ched)

S edf51243-5857-Acf4- afd 7-2F92b Ohe3f2d

= 329463 70-8667-401F-a01F-5d1c 03071472 52
5 (Madai14-0e31-dbea-Qe6c-0c8621cd 7430 53
) AL A o B B AR d7cd6ef7-37aa-4172-ab2f-2c0672edd54 56
b [ Blob Containers edaffBbb-chbE-44F1-b22h-a3be302bb4AFS 54
b= File Shares B6c39a0f-37e 1-d6d8-bhaf-c 704eb590bcT 55
4 [ Queues cecfebie-TO60-A70b-Babe-JebfccBcBad] 57

de-b&o1-1

cf3b68d4-5205-4643-93ee-430131358360 60
S9f3d7dd-fE8h -4F6F-5243-0798d45dc7hc 59
T5F0d ek - O 7E-AFF5-b 92 1-610624aF 1275 &1
bcies0ad-7ad7-40053-8dba-3322c83076dd 63
G663 2e73-fBa7-Ad7f-a0a2-7ed06cd4 75 62
ee05ad00- e -4632-9e62 - 670804 34f 66
e7bflal8-5:08-4074-3a90-cab06dbb 855k 64

. I Showing 32 of 30 messages in queue I

Properties

How it works...

We have created a console application that creates messages in the Azure Queue
storage and we have also developed a queue trigger that is capable of reading the
messages in the queue. As part of simulating an unexpected error, we are throwing
an error if the value in the queue message content is greater than 50.

Azure Functions will take care of creating a new queue with the name
<OriginalQueueNames-Poison and will insert all the unprocessed messages in the
new queue. Using this new poison queue, developers can review the content of the
messages and take necessary actions to fix errors in the applications.

The Azure Function runtime will take care of deleting the queue message after Azure
Function execution has completed successfully. If there are any problems in the
execution of the Azure Function, it automatically creates a new poison queue and
adds the processed messages to the new queue.

There’s more...

Before pushing a queue message to the poison queue, the Azure Function runtime
tries to pick the message and process five times. You can learn about how this
process works by adding a new dequecount parameter of the int type to the rRun
method and logging its value.
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Handling massive ingress using Event
Hubs for loT and other similar scenarios

In many scenarios, you might have to handle massive amounts of incoming data;
the incoming data might be coming from sensors and telemetry data, and it could
be as simple as the data sent from Fitbit devices. In these scenarios, we need to have
a reliable solution that is capable of handling massive amounts of data. Azure Event
Hubs is one such solution that Azure provides. In this recipe, you will learn how to
integrate Event Hubs and Azure Functions.

Getting ready

Perform the following steps:
1. Create an Event Hubs namespace by navigating to Internet of Things and
choosing Event Hubs

2. Once the Event Hubs namespace is created, navigate to the Overview tab
and click on the Event Hub icon to create a new Event Hub

3. By default, a Consumer Group named $Default is created, which we will
be using in this recipe

How to do it...

We will be doing the following in this recipe:

= Creating an Azure Function event hub trigger
= Developing a console application that simulates Internet of Things (IoT) data

Creating an Azure Function event hub trigger
Perform the following steps:

1. Create a new Azure Function by choosing Event Hub Trigger in the
template list.

2. Once you have selected the template, you might have to install the
extensions. Then, you will need to provide the name of the event hub,
capturemessage. If you don’t have any connections configured yet, you
need to click on the New button.

3. Clicking on the New button will open a Connection pop-up, where you
can choose your Event Hub and other details. Choose the required details
and click on the Select button, as shown in the following screenshot:
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Connection

MNamespace Event Hub

AzureloTEventHubs ¥ RootManageSharedAccess ¥

4. The previous step will populate the Event Hub Connection drop-down.
Finally, click on Create to create the function.

Developing a console application that
simulates loT data

Perform the following steps:

1. Create a new console application that will send events to the Event Hub.
I have named it EventHubApp.

2. Run the following commands in the Nucet package manager to install the
required libraries and interact with Azure Event Hubs:

Install-Package Microsoft.Azure.EventHubs
Install-Package Newtonsoft.Json

3. Add the following namespaces and a reference to System.Configuration.
dii:

using Microsoft.Azure.EventHubs;
using System.Configuration;

4. Add the connection string to app . config, which is used to connect the event
hub. This is the code for App.config. You can get the connection string by
clicking on the connectionstrings link in the Overview tab of the event
hub namespace:

<?xml version="1.0" encoding="utf-8" ?>
<configurations>

<startup>

<supportedRuntime version="v4.0"

sku=" .NETFramework,Version=v4.6.1" />
</startup>

<appSettingss>

<add key="EventHubConnection"
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value="Endpoint=sb://<event hub namespace
here>.servicebus.windows.net/;Entitypath=<Event
Hubnames>;
SharedAccessKeyName= RootManageSharedAccessKey;
SharedAccessKey=<Key here>"/>
</appSettings>
</configurations>

5. Create a new C# class file and place the following code in the new class file:

using System;

using System.Text;

using Microsoft.Azure.EventHubs;
using System.Configuration;
using System.Threading.Tasks;

namespace EventHubApp

{

class EventHubHelper
static EventHubClient eventHubClient = null;
public static async Task GenerateEventHubMessages ()

{

EventHubsConnectionStringBuilder conBuilder = new
EventHubsConnectionStringBuilder
(ConfigurationManager.AppSettings
["EventHubConnection"] .ToString()) ;

eventHubClient =

EventHubClient.CreateFromConnectionString

(conBuilder.ToString()) ;

string strMessage = string.Empty;

for (int nEventIndex = 0; nEventIndex <= 100;

nEventIndex++)

{
strMessage = Convert.ToString (nEventIndex) ;
await eventHubClient.SendAsync (new EventData

(Encoding.UTF8.GetBytes (strMessage) ) ) ;

Console.WriteLine (strMessage) ;

}

await eventHubClient.CloseAsync() ;

}
6. Inyour main function, place the following code, which invokes the method
for sending the message:

namespace EventHubApp

{
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class Program

{

static void Main(string[] args)

{

EventHubHelper.GenerateEventHubMessages () .Wait () ;

}
}

7. Now execute the application by pressing Ctrl + F5. You should see something
similar to what is shown here:

BN CAWINDOW S systermn 32 omd exe

any key to continue

8. When the console is printing the numbers, you can navigate to the Azure
Function to see that the event hub gets triggered automatically and logs the
numbers that are being sent to the Event Hub.
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Avoiding cold starts by warming the app
at regular intervals

By now, you might be aware of the fact that you can create Azure functions in the
following two hosting plans:

= App Service plan
= Consumption plan

You will get all the benefits of serverless architecture only when you create the
function app using the consumption plan. However, one of the concerns that
developers report about using the consumption plan is something called cold
starting, which refers to spinning up an Azure function to serve the requests when
there have been no requests for quite some time. You can learn more about this
topic at https://blogs.msdn.microsoft.com/appserviceteam/2018/02/07/
understanding-serverless-cold-start/.

In this recipe, we will learn a technique that could be used to always keep the
instance live and warm so that all requests are served properly.

The App Service plan is a dedicated hosting plan where your

instances are reserved for you and they can always be warm
= even if there are no requests for quite a bit of time.

Getting ready

In order to complete this recipe, we need to have a function app with the following:

= AnHTTP trigger named HttpALive

= Atimer trigger named KeepFunctionAppWarm that runs every five
minutes and makes an HTTP request to the HttpALive HTTP trigger

If you have clearly understood what a cold start is, then it will be clear to you that
there would be no concerns if your application had traffic regularly during the day.
So, if we can ensure that the application has traffic all day, then the Azure Function
instance will not be deprovisioned and so there wouldn’t be any concerns about the
Consumption plan.
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How to do it...

In this recipe, we will create a timer trigger that simulates traffic to the HTTP trigger,
causing the function app to be alive all the time and the serverless instances to be
always in the provisioned state.

Creating an HTTP trigger

Create a new HTTP trigger and replace the following code that just prints a message
when it is executed:

using System.Net;

using Microsoft.AspNetCore.Mvc;

public static async Task<IActionResult> Run (HttpRequest req, ILogger
log)

{

return (ActionResult)new OkObjectResult ($"Hello User! Thanks for
keeping me Warm") ;

}

Creating a timer trigger
Perform the following steps:

Click on the + icon, search for timer and click on the Timer trigger button.

2. Inthe New Function pop-up, provide the details. The Schedule here
is a CRON expression that ensures that the timer trigger gets triggered
automatically every five minutes:

Timer trigger

New Function

Name:

KeepFunctiunA.ppWanﬂ

Timer trnigger

Schedule @

u‘!jst!tt
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3. Paste the following code in the code editor and save the changes. The
following code simulates traffic by making HTTP requests programmatically.
Be sure to replace <<FunctionaAppNames> With the actual name of your
function app:
using System;
public async static void Run(TimerInfo myTimer, ILogger log)

{

using (var httpClient = new HttpClient ())

{
var response = await httpClient.GetAsync ("https://<FunctionAppNa
me>>.azurewebsites.net/api/HttpALive") ;

}
}

There’s more...

If you play around with Azure Functions, you might notice that the cold start times
for Azure Functions that have C# as the language are just a few seconds. However,
if you are working with Azure Functions that have JavaScript (such as Node.js) as
the language, then the cold start time would be greater as the runtime would need to
download all the npm packages that are dependencies for your application. In those
scenarios, a feature named Run-From-Package comes in very handy. We will learn
how to implement this in the upcoming chapter.

See also

See the Deploying Azure Functions using Run From Package recipe of Chapter 10,
Configuring of Serverless Applications in the Production Environment.

Enabling authorisation for function apps

If your web API (HTTP trigger) is being used by multiple client applications and
you would like to provide access only to the intended and authorised applications,
then you need to implement authorisation in order to restrict access to your Azure
Function.

Getting ready

I assume that you already know how to create an HTTP trigger function. Download
the Postman tool from https://www.getpostman.com/. The Postman tool is used
for sending HTTP requests. You can also use any tool or application that can send
HTTP requests and headers.
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How to do it...

Perform the following steps:

1. Create a new HTTP trigger function (or open an existing HTTP function).
Make sure that when creating the function, you select Function as the option
in the Authorisation level drop-down.

_ Ifyou would like to go with an existing HTTP trigger function
& that we have created in one of our previous recipes, click on the
L— Integrate tab, change the Authorisation level to Function and

click on the Save button to save the changes.

2. Inthe Code Editor tab, grab the function URL by clicking on the Get
Function URL link available in the right-hand corner of the code editor

in the run. csx file.
3. Navigate to Postman and paste the function URL.:

POST

4. Observe that the URL has the following query strings:

° code: This is the default query string that is expected by the function
runtime and validates the access rights of the function. The validation
functionality is automatically enabled without the need for writing
the code by the developer. All of this is taken care of just by setting
the Authorisation level to Function.

° name: This is a query string that is required by the HTTP trigger
function.

5. Let’s remove the code query string from the URL in Postman and try
to make a request. You will get a 401 Unauthorised error.
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How it works...

When you make a request via Postman or any other tool or application that can

send HTTP requests, the request will be received by the underlying Azure App
Service web app (note that Azure Functions are built on top of App Services) that
tirst checks the presence of the header name code either in the query string collection
or in the Request Body. If it finds it, then it validates the value of the code query
string with the function keys. If it’s a valid one, then it authorises the request and
allows the runtime to process the request. Otherwise, it throws an error with a 401
Unauthorized message.

There’s more...

Note that the security key (in the form of the query string parameter named
code) in the preceding example is used for demonstration purposes only. In
production scenarios, instead of passing the key as a query string parameter

(the code parameter), you need to add the x-functions-key as an HTTP header,
as shown in the following screenshot:

Controlling access to Azure Functions
using function keys

You have now learned how to enable the authorisation of an individual HTTP trigger
by setting the Anonymous Level field with the value function in the Integrate tab

of the HTTP trigger function. It works well if you have only one Azure Function

as a backend web API for one of your applications and you don’t want to restrict
access to the public.
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However, in enterprise-level applications, you will end up developing multiple
Azure Functions across multiple function apps. In those cases, you need to have
fine-grained granular access to your Azure Function for your own applications or
for some other third-party applications that integrate your APIs in their applications.

In this recipe, you will learn how to work with function keys within Azure
Functions.

How to do it...

Azure supports the following keys, which can be used to control access to the Azure
functions:

= Function keys: These can be used to grant authorisation permissions to a
given function. These keys are specific to the function with which they are
associated.

= Host keys: We can use these to control the authorisation of all the functions
within an Azure function app.

Configuring the function key for each application

If you are developing an API using Azure Functions that can be used by multiple
applications, then it’s good practice to have a different function key for each client
application that is going to use your functions.

Navigate to the Manage tab of Azure Functions to view and manage all the keys
related to the function.

By default, a key with the name default is generated for us. If you would like to
generate a new key, then click on the Add new function key button.

As per the preceding instruction, | have created the keys for the following
applications:

e WebApplication: The key name webapplication is configured to be used
in the website that uses the Azure Function

e MobileApplication: The key name MobileApplication is configured
to be used in the mobile app that uses the Azure Function

In a similar way, you can create different keys for any other app (such as an 0T
application) depending on your requirements.

[261]



Implementing Best Practices for Azure Functions

The idea behind having different keys for the same function is to have control over
the access permissions to the usage of the functions by different applications. For
example, if you would like to revoke the permissions only to one application, but not
for all applications, then you would just delete (or revoke) that key. In that way, you
are not impacting other applications that are using the same function.

Here is the downside of the function keys; if you are developing an application
where you need to have multiple functions and each function is being used by
multiple applications, then you will end up having many keys. Managing these keys
and documenting them would be a nightmare. In that case, you can go with host
keys, which are discussed next.

Configuring one host key for all the functions

in a single function app

Having different keys for different functions is a good practice when you have a
handful of functions used by a few applications. However, things might get worse

if you have many functions and many client applications leveraging your APIs.
Managing the function keys in these large enterprise applications with huge client
bases would be painful. To make things simple, you can segregate all related
functions into a single function app and configure the authorisation for each function
app instead of for each individual function. You can configure authorisation for

a function app using host keys.

Here are the two different types of host keys available:

= Regular host keys
= Master key

Create two HTTP trigger apps, as shown in the following screenshot:

w == Functions
» F MyApp1

» f MyApp2
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Navigate to the Manage tab of both the apps, as shown in the following screenshots.
You will notice that both the master key and the host keys are the same in both the
apps:

e This is the management tab of Myapp1:

Function Keys
w 2= Functions

NAME VALUE
- _I" MyApp1 default Q5KfgDTWRS1z)BsNOZvmePNjsQZ, >
¥ Integrate Add new function key
£+ Manage
Q Monitor Host Keys (All functions)
» f MyApp2 NAME VALUE
— _master LMBAO482Zm61Ag0bXckG/KC
w =— Proxies (preview) +
default aDEKDCDwwIzWIYBVITUXMual ;|
p == slots (preview) &

Add new host key

< This is the management tab of Myapp2:

Function Keys

'w :— Functions + NAME VALUE ACTIONS
b MyAppl default Click to show €2 Copy
I w f Myapp2 I Add new function key
¥ Integrate
# Manage Host Keys (All functions)
Q, Monitor NAME VALUE ACTIONS
— _master LMBAO482Zm61Ag0bXckG/K0aa - s » a 7 2 Copy
'w :— Proxies (preview) +
default aDEKDCDwwIzWIYBVETHXMuak) . 2 Copy
p 1= Slots (preview) L
Add new host key
_—

As with the case of function keys, you can also create multiple host keys
if your function apps are being used by multiple applications. You can
control the access of each of the function apps by different applications
2 using different keys.

You can create multiple host keys by following the same steps that you
followed when creating the regular function keys.
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There’s more...

If you think that the key has been compromised, then you can regenerate it at any
time by clicking on the Renew button. Note that when you renew a key, all the
applications that access the function would no longer work and would give a 401
Unauthorized status code error.

You can delete or revoke the key if it is no longer used in any of the applications.

Here’s a table with some more guidance on keys:

Key type | When should | Is it Renewable? | Comments
I use it? revocable
(can it be
deleted)?
Master When the No Yes You can use a master
key Authorisation key for any function
level is Admin within the function

app irrespective of the
authorisation level

configured.

Host key | When the Yes Yes You can use the host
Authorisation key for all the functions
level is within the function app.
Function

Function | When the Yes Yes You can use the function

key Authorisation key only for a given
level is function.

Function

Microsoft doesn’t recommend sharing the master key as it is also
e used by runtime APIs. Be extra cautious with master keys.

Securing Azure Functions using Azure
Active Directory

In the previous recipe, we learned how to enable security based on client applications
accessing Azure Functions. However, if your requirement is to authenticate the end
users accessing the functions against the Azure Active Directory (AD), then Azure
Functions provides an easy way to configure this called EasyAuth.
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Thanks to Azure App Service, from which the EasyAuth feature is inherited,
we can do what we need to do without writing a single line of code.

Getting ready

In this recipe, to make things simple, we will use the default AD that is created when
you create an Azure account. However, in your real-time production scenarios, you
would already have an existing AD that needs to be integrated. | would recommend
going over this article: https://docs.microsoft.com/azure/active-directory-
b2c/active-directory-b2c-tutorials-web-app.

How to do it...

This recipe will involve the following:

= Configuring Azure AD to the function app

= Registering the client app in Azure AD

= Granting the client app access to the backend app

= Testing the authentication functionality using a JWT token

Configuring Azure AD to the function app

Perform the following steps:

1. Navigate to the Platform features section of Azure Functions.

2. Inthe Authentication/Authorisation blade, perform the following
steps to enable the AD authentication:

1. Click on the On button to enable the authentication.
2. Choose the Login using Azure Active Directory menu option.
3. Click on the Not Configured button to start configuring the options.

3. The next step is to choose an existing or create a new registration for the
client application that we want to provide access to. This can be done by
pressing the Express button in the Management Mode field. Also, I opted
to create a new one and provided AzureFunctionCookbookV2 as the name
for my app registration. Click OK to save the configurations, which will take
you to the following screen.
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4. Grab the Application ID as shown. We will be using it while testing

in a few moments:

AzureFunctionCookBookV2

Registered app

£} Settings  #' Manifest [l Delete
Display name

AzureFunchonCookBookV2

Application type

Web app / APl

Home page

Application D
Ofe03421-4680-4651-a202-39%5b3cedeed
Object ID

182d50fe-5a3e-4973-8cdd-4d%e TT5e52c

Managed application in local directory

That's it. Without writing a single line of code, we are done with configuring

an Azure AD instance that sits as a security layer and allows access only to

authenticated users. In other words, we have enabled OAuth for our backend

function app using Azure AD. Let’s quickly test it by accessing any of the
HTTP triggers that you have in the function app. | have used Postman
to do this. As expected, you will get an error asking you to log in.

With the current configurations, none of the external client applications will

be able to access our backend API. In order to provide access, we need to perform

the following steps:

Register all the client apps in Azure AD (for our example, we will do a registration

for the Postman app).

Grant access to the backend app.

Registering the client app in Azure AD

Perform the following steps:

1. Navigate to Azure AD by clicking on the Azure Active Directory button,
as shown. If you don’t see it in the favourites list, you can search in the
All Services blade, which is also highlighted in the following screenshot:
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Create a resource

All services
*  FAVORITES

'. Azure Active Directory

In the AD menu, click on App Registrations and then click on the New
application registration button.

Fill in the fields as follows and click on the Create button to complete the
registration for our Postman app. As our client app is Postman, the Sign-on
URL doesn’t hold any importance, so just http://localhost should be
good for our example:

Create

Marne @
PostmanAppRegistration

Application type @
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4. Injusta moment, the app will be created and you will be taken to the
following screen. Grab the Application ID and save it on your notepad.
We will be using it in the upcoming steps. Click on the Settings button:

PostmanAppRegistration

Registered app

L} Settings| # Manifest (I Delete

Display name Application 1D

PostmanAppRegistration 031ad185-5e79-479c-b258- 17198839875
Application type Object ID

Web app / AP fOde50ch-2bob-4e14-814d-0567eele02c

Home page Managed application in local directory

5. Inthe Settings blade, click on the Keys menu item to generate a key, which
we will be passing from Postman. In order to generate the key, we first
need to provide a Description and the Duration after which the key should
expire. Provide the details as shown in the following screenshot and click on
the Save button. The actual key is displayed to us in the value field only once
immediately after you click on Save button, so be sure to copy it and store
it in a secure place. We will be using this in a few moments:

Settings X Keys

4 -
H save £ Discard [" Upload Public Key

Passwords
DESCRIFTION EXFIRES
ST —— F e years 3

Duration
APIACCPRS . .. ...

4. Required permissions

Public Keys

f ks 1

THUMEFRINT
TROUBLESHOOTING + SUPPORT

No results.
¥ Troubleshoot

.i. MNew support request
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Granting the client app access to the backend app

Once the client application is registered, we need to provide it the access to our
backend app. In this section, we will learn how to configure it:

1. Click on the Required Permissions tab and click on the Add button, which
shows the Add API Access blade, where you choose the required API
(in our case, it is our backend Azure Functions API).

2. Inthe Add API Access blade, click on the Select an API button;
initially, default APIs will be displayed. You need to search for your
backend app with the name that you have provided (in my case, it was
AzureFunctionCookBookV2). Select the backend app and click on the
Select button.

3. The next step is to provide the actual permissions. Click on the Select
Permissions tab and check the Access <Backend App names, then click
on Select and then on the Done button.

4. Ensure that you get the following screen. You can also click on the
Grant Permission button to apply the changes:

Required permissions

4 Add  ** Grant PErmiIssIons

APPLICATION PERMI__  DELEGATHD PERMIS_

Windows Azure Active Directory 1]

AzureFunctionCookBooky2 0

Testing the authentication functionality using
a JWT token

You should have the following ready to test the functionality using Postman:

1. OAuth 2.0 token endpoint, you can get this in the Endpoints tab
of Azure AD and grab the URL:

o

Grant type: A hardcoded client credentials value.

® Client ID of the client application: You noted it in the fourth
step of the Registering the client app in Azure AD section.
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o

Key that you generated for your client application: You noted it in
the fifth step of the Registering the client app in Azure AD section.

Resource: Resource to which we need to access. It’s the client ID
of the backend application; you noted it in the fourth step of the
Configuring Azure AD to the function app section.

2. Once you have all that information, you need to pass all the parameters and
make a call to an Azure AD tenant, which returns the bearer token as follows:

POST | htepsi/flogin.micrescfronline.com/8ef7b61f-88aa-4478-Be 'foauth2/token Params Send o Save
Body @ Codd
% form-data xawww-form-urlencoded raw binary
Key Value Description Bulk Edit
grant_type client_credentials
client_id 031ad
client_secret PFmBM/OY
Body (1 ls Status 2000K  Time: 161 ms
Premy JSON =

T6Imk2bEdrMaZaenhSYIViF
iLCIpe

3. The next and final step is to make a call to the actual backend (the Azure

Function HTTP trigger) by passing the bearer JWT token (access_token)
that we copied from the preceding screen:
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POST https:/fazurefunctioncookboolky?.azurewebsites.net/api/HutpTrigger TestUsingPostman?name=Praveen Sree.| Params Send s |

Headers (1)

Key Value Description

Authaorization

Bods Status: 200 OK

Pretty

1| Hello, Praveen Sreeram

mlkeClaimh0
MNjFmLTgdY
BINyBil ClvaWO

3RzLndpbmRy
OCO4ZWRILWQ4Z

4. As shown in this screenshot, add an Authorisation header and paste the IWT
token. Don’t forget to provide the text bearer word.

Configuring throttling of Azure Functions
using APl Management

We have already learned in previous chapters that we can use Azure Functions
HTTP triggers as backend web API. If you want to restrict the number of requests
by your client applications to, let’s say, 10 requests per second, then you might have
to develop a lot of logic. Thanks to Azure APl Management, you don’t need to write
any custom logic if you integrate Azure Functions with API Management.

In this recipe, we will learn how to restrict clients to APl access only once per minute
for a given IP address. The following are the high-level steps that we will follow:

1. Creating an Azure APl Management service

2. Integrating Azure Functions with APl Management
3. Configuring request throttling using inbound policies
4

Testing the rate limit inbound policy configuration
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Getting ready

To get started, we need to create an Azure APl Management service by performing
the following steps:

1. Search for APl Management and provide all the following details. In the
following example, | have chosen the Developer pricing tier. But for your
production applications, you need to choose non-developer tiers (Basic/
Standard/Premium) as the Developer (No SLA) tier doesn’t provide any
SLAs. Once you have reviewed all the details, click on the Create button:

APl Management service

Name

Azurecookbook

Sub

Developer (Mo SLA)

| e |
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2. At the time of writing, it takes around 30 minutes to create an API
Management instance. Once it has been created, you can view
it in the API Management services blade:

APl Management services

4 Add =S Editcolumns () Refresh

Subsaiptions: Visual Studio Enterprise — MPN — Don't see a subscripti

All respurce groups o All locations

How to do it...

In order to leverage the APl Management capabilities, we need to integrate the
service endpoints (in our case, the HTTP triggers that we have created) with the
API Management service. This section talks about the steps required for integration.
Let’s start integrating both.

Integrating Azure Functions with APl Management
Perform the following steps:

1. Navigate to the APIs blade of the API Management Instance that you
have created and click on the Function App tile.

2. You will see a Create from Function App pop-up where you can click
on the Browse button, which will open a side bar with the title Import
Azure Functions, where you can configure the function apps. Click on the
Configure Required Setting button to view all the function apps that have
HTTP triggers in them. Once you have select the function app, click on the
Select button.
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3. The next step is to choose the HTTP trigger that you would like to integrate
with Azure API Management. After clicking on the Select button, as
mentioned in the previous step, all the HTTP triggers associated with the
selected function app will appear, as shown in the following screenshot. |
have chosen only one HTTP trigger to make things simple:

Import Azure Functions

Don't see an Azure Funclion? Azure APl Management requires Azure Fundiions to
use the HTTP trigger and Function or Anonymous authorization level setting.

Function App
AzureFunctionCookBookV2

BulkDeviceRegistrations

HttpTriggerCsharp

HitpTriggerTestUsingPost...

MyApp1

MyApp2

RegisterUser

SavelSONToSOLAzureData...

ValidateTwitterFollower(Co...

URL TEMPLATE
BulkDeviceRegistrations
HitpTriggerCSharp
HitpTriggerTestUsingPost...
MyApp1

MyApp2

Registerlser
SavelSONToSOLAzureData...

Validate TwitterFollowerCo...
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4. After performing all the preceding steps, the Create from Function App
pop-up will appear, looking something like the following. Once you have
reviewed the details, click on the Create button:

Create from Function App

Basic | Full
* Function App AzureFunctionCookBookV2 Browse
* Display name AzureFunctionCookBookV2
* Mame azurefunctioncookbooke?
APl URL suffix AzureFunctionCookBookV2

5. If everything goes fine, you should get a screenshot as follows. Now we are
done with integrating Azure Functions with APl Management:

Bl Activity log
Access control (IAM)

Frontend & Inbound processing
Tags + Add API

K Diagnose and solve problems
All APl o
‘API Management T Add

i Quickstart

[l Products o POST ’eg—:_f:d” -

B Named values

the

Policies I

Outbound processing

€ Taos
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Configuring request throttling using inbound
policies
Perform the following steps:

1. Asshown in the preceding screenshot, choose the required operation (GET)
and click on the inbound policy editor link (Labelled 3), which will open
the policy editor.

API Management allows us to control the behaviour of the backend
APIs (in our case, HTTP triggers) using APl Management policies. You
% can control both the inbound and outbound request responses. You can
o~ read more about itat https://docs.microsoft.com/azure/api-
management /api-management-howto-policies.

2. Aswe need to restrict the request rate within API Management before
sending the request to the backend function app, we need to configure the
rate limit in the inbound policy. Create a new policy as shown with a value
of 1 for the calls attribute and a value of 60 (in seconds) for the renewal-
period attribute, and finally set the counter-key to the IP address of the

client application:

AzureFunctionCockBookV2 = HttpTriggerTestUsingPostman = Policies
1 <policies>
2 <inbound:
3 <base />
- <rate-limit-by-key calls="1" renswal-period="6a"
5 counter-key="@(context.Request.IpAddress)"” />
& </inboimd
7 <backend:>
8 <base />

9 </backend>

1@ <outhbound>

11 <base />

12 </outhound>

13 <0on-error:

14 <base />

5 </on-error>

16 </policies:
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With this inbound policy, we are instructing APl Management
L to restrict one request per minute for a given IP address.

3. One final step before we test the throttling is publishing the API by
navigating to the Settings tab in the preceding step and associating the
API with a published product (in my case, | have a default starter product
that is already published). As shown in the following screenshot, choose
the required product and click on the Save button:

v Design Te Revisions Change log
Group by tag
* URL scheme HTTP @ HTTPs Both
— Add AP
API URL suffix AzureFunctionCookBookV2
All APls Base URL
https://azurecookbook.azure-api.net/AzureFunctionCookBookV2
AzureFunctionCookBook. -
ags "EEY
Echo AP sen Products Rem o
Security
User authorization @ Mone Oluth 2.0 OpenlD connect
Diagnostics Logs

. Products in API Management are a group of APIs to which the developers
% of different client applications can subscribe. For more information about
i API Management products, refer to https://docs.microsoft.com/azure/

api-management/api-management-howto-add-products.

[277]


https://docs.microsoft.com/azure/api-management/api-management-howto-add-products
https://docs.microsoft.com/azure/api-management/api-management-howto-add-products

Implementing Best Practices for Azure Functions

Testing the rate limit inbound policy configuration
Perform the following steps:

1. Navigate to the Test tab and add any required parameters or headers that
are expected by the HTTP trigger. In my case, my HTTP trigger requires
a parameter named name.

2. Now, click on the Send button that appears when you complete the
preceding step to make your first request. You should see something
like the following after getting a response from the backend:

m

Vessage Trac

| HTTR/1.1 200 0K |

date: Sat, 13 Oct 2818 14:86:16 GMT
content-encoding: gzip

X-powered-by: ASP.NET

vary: Accepi-Encoding,origin
ocp-apim-trace-location: hitps://apimgmist
Esr=b&sig=bgnlGZTGhLESNF&rgjwiHnari2BvaErg
content-type: text/plain; charset=-utf-2
content-legeth: 138
Hello, Praveen Sreeram

3. Now immediately click the Send button again. As shown here, you
should see an error, as our inbound policy rule is to allow only one
request per minute for a given IP address:
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Message Trace

HTTP/1.1 &

date: sat, 13 oct 2018 14:18:39 GMT
vary: origin
ocp-apim-trace-locaticn: https://apimgmtstdfazhlnes4boshx.blob.cor
&sr=b&s1g=-InKK2gAUBE2BXhhPPS131XE2 B4 IvHK MY ek XECHKSEER1GOKIDES =28
content-type: application/json
content-length: &84
retry-after: 53
1
YstatysCodet. acg
|"message": "Rate limit is exceeded. Try againm in 58 seconds."

How it works...

In this recipe, we have created an Azure APl Management instance and integrated
an Azure Function App to leverage the APl Management features. Once they
were integrated, we created an inbound policy that restricts clients to just one

call per minute from a given IP address. Here is a high-level diagram that depicts
the whole process:

APIm Transformation Policies for
Throttiling, Rate Limit

Response to APIm
T ‘_.Reaponﬁe to end cn;,\m@ /" \-@\

1_( : )_> —‘@)—__’Back end Hitp Triggers
Web Sites Reques @

APl Management
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Securely accessing SQL Database from
Azure Functions using Managed Service
Identity

In one of our recipes, Azure SQL Database interactions using Azure Functions, from
Chapter 3, Seamless Integration of Azure Functions with Azure Services, we learned how
to access a SQL Database and its objects from Azure Functions by providing the
connection string (username and password).

Let’s say that, for some reason, you change the password to an account, meaning that
any applications using that account wouldn’t be able to gain access. As a developer,
wouldn’t it be good if there was a facility where you didn’t need to worry about

the credentials and, instead, the framework took care of authentication? In this
recipe, we will learn how to access a SQL Database from an Azure Function without
providing a user ID or password by using a feature called Managed Service Identity.

At the time of writing this recipe, the code related to retrieving the access
+  token was available only with Azure Functions V1 (.NET framework), but
% not with V2 ((NET Core). By the time you are reading this book, it might
’ be available in the latest version of the .NET Core framework, and so this
recipe should work with Azure Functions v2 runtime as well.

Getting ready

This recipe requires us to create the Azure Functions (with the V1 runtime) and
the SQL Database in the same resource group. If you haven’t created these, create
them and come back to this recipe to continue. Here are the steps that we will be
performing in this recipe:

Creating a function app using Visual Studio 2017 with V1 runtime
Creating a Logical SQL Server and a SQL database

Enabling Managed Service Identity from the portal

Retrieving Managed Service Identity information using the Azure CLI
Allowing SQL Server access to the new Managed Service Identity

© 0~ wDd e

Executing the HTTP trigger and testing
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How to do it...

We will perform this recipe using the following steps:

1. Create a function app using Visual Studio 2017 with the V1 runtime

2.
3.

Create a Logical SQL Server and a SQL Database
Enabling the Managed Service ldentity

Creating a function app using Visual Studio 2017

with V1 runtime
Perform the following steps:

1.
2.

Create a new function app by choosing the Azure Functions v1 runtime.

Once the HTTP trigger is created, replace the function with the following
code:

public static class HttpTriggerWithMSI
{
[FunctionName ("HttpTriggerWithMSI") ]
public static async Task<HttpResponseMessage> Run ( [HttpTr
igger (AuthorizationLevel .Anonymous, "get", '"post", Route = null)]
HttpRequestMessage req, TraceWriter log)

log.Info ("C# HTTP trigger function processed a
request.") ;

string firstname = string.Empty, lastname = string.
Empty, email = string.Empty, devicelist = string.Empty;

dynamic data = await req.Content.
ReadAsAsync<object> () ;

firstname = data?.firstname;

lastname = data?.lastname;

email = data?.email;

devicelist = data?.devicelist;

SglConnection con = null;
try

string query = "INSERT INTO EmployeeInfo
(firstname, lastname, email, devicelist) " + "VALUES (@firstname,@
lastname, @email, @devicelist) ";

con = new
SglConnection ("Server=tcp:dbserver.database.
windows.net,1433;Initial Catalog=database;Persist Security Info=Fa
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lse;MultipleActiveResultSets=False;Encrypt=True; TrustServerCertifi
cate=False;Connection Timeout=30;") ;
SglCommand cmd = new SglCommand (query, con) ;

con.AccessToken = (new
AzureServiceTokenProvider () ) .GetAccessTokenAsync ("https://
database.windows.net/") .Result;

cmd.Parameters.Add ("efirstname", SglDbType.

VarChar,
50) .Value = firstname;
cmd.Parameters.Add ("@lastname", SglDbType.VarChar,
50)
.Value = lastname;
cmd.Parameters.Add ("@email", SqglDbType.VarChar,
50)
.Value = email;
cmd.Parameters.Add ("@devicelist", SglDbType.
VarChar)

.Value = devicelist;
con.Open /() ;
cmd . ExecuteNonQuery () ;

}
catch (Exception ex)
{
throw ex;
}
finally
{
if (con != null)

{
}

con.Close() ;

}
return req.CreateResponse (HttpStatusCode.OK, "Hello,
Successfully inserted the data");

}

The preceding code is the code that | copied from Chapter 3, Seamless Integration of
Azure Functions with Azure Services, with the following changes, but the connection
string doesn’t have user ID and password details.

1.

Add a new line of code to retrieve the access token:

con.AccessToken = (new AzureServiceTokenProvider()).
GetAccessTokenAsync ("https://database.windows.net/") .Result;
Add the following NuGet packages to the function app:

Install-Package Microsoft.IdentityModel.Clients.ActiveDirectory
Install-Package Microsoft.Azure.Services.AppAuthentication
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3. Once you have ensured that there are no build errors, publish the function
app to Azure. This step ensures that we create the function app with V1
runtime. Click on the Publish button, which opens the pop-up as shown:

Pick a publish target

<2 Azure Function App

B rolder

Import Profile...

Azure App Service
Fully managed, and highly scalable cloud environment

(® Create New

O Select Existing

¥ Run from ZIP (recommended)

Publish |~ Cancel

4. Next, provide the Resource Group and other details, as shown in the
following screenshot, and click on the Create button:

Create App Service
Host your web and mobile applications, REST APIs,

App Mame

| AzureFunctionsWithMsI

Subscription

Visual Studio Enterprise = MPN

Resource Group

AzureServerlessCookbookvl (centralus)

Hosting Plan

|L'cnt(aIUSPIan (Central US, ¥1)

Storage Account

|axastorage01 (centralus)

Export...

BN Microsoft account
and more in Azure WE poerie -

Explore additional Azure services

u Create a SQL Database

q Create a storage account

v | Nev
Clicking the Create button will create the following Azure
resources

M New.. App Service - AzureFunctionsWithMSI

-

Cance'
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Creating a Logical SQL Server and a SQL Database

Create a SQL Server and a SQL database in the same resource group where you
have created the Azure function app. In my case, my resource group name is
AzureServerlessCookbookvl.

Enabling the managed service identity
Perform the following steps:

1. Navigate to the Platform features of the function app and click on Managed
service identity

2. Inthe Managed service identity tab, click on On and Save, as shown:

— Managed service identity
== I ——

Your application can communicate with other Azure services as itself using a managed
Azure Active Directory identity.

Retrieving Managed Service Identity information
Perform the following steps:

1. Authenticate your Azure Account’s identity using Azure CLI by running the
az login command in the Command Prompt, as shown in the following
screenshot:

C:\Users\vmadmin>az login

2. You will be prompted to provide your Azure account credentials to log into
the Azure portal. Once you have provided your credentials, it will show you
the available subscriptions in the command console.
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3. Now we need to retrieve the service principle details by running the
following command:

az resource show --name <<Function App Name>> --resource-group
<<Resource Group>> --resource-type Microsoft.Web/sites --query
identity

4. 1If you have configured the managed identity properly, you will see
something similar to the following as the output to the preceding command:

name AzureFunctions-Cssksios

5. Make a note of principalid, which is retrieved in the preceding step. We
will be using it in the next section.

Allowing SQL Server access to the new Managed Identity
Service

In this section, we will create an admin user that has access to the SQL Server
that we created earlier:

1. Run the following command in the Command Prompt by passing
the principal1d that you noted in the previous section:

az sgl server ad-admin create --resource-group
AzureServerlessCookbookvl --server-name azuresglmsidbserver
--display-name sgladminuser --object-id <Principe Id>

2. Running the preceding command creates a new admin user in the master
database of the SQL Server.

3. Create a table named EmployeeInfo using the following script:

CREATE TABLE [dbo] . [EmployeeInfol] ( [PKEmployeeId] [bigint]
IDENTITY(1,1) NOT NULL, [firstname] [varchar] (50) NOT NULL,
[lastname] [varchar] (50) NULL, [email] [varchar] (50) NOT NULL,
[devicelist] [varchar] (max) NULL, CONSTRAINT [PK EmployeeInfo]
PRIMARY KEY CLUSTERED ( [PKEmployeeId] ASC ) )
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Executing the HTTP trigger and testing

Perform the following steps:

1. Open Postman and submit a request as shown:

POST https./fazurefunctionswithmsi.azurewebsites.net/api/HupTrigg c-rw::hms[ Params Send W

(1) Body @
form-data x-www-form-urlencoded binary

o I

2 "firstname": "Praveen”,
"lastname”: "Kumar®,
“email”™: "praveen@example.com”,

5 “devicelist™:
6 - “[

7 {

"Type' : 'Mobile Phone’,
‘Company ' : 'Microsoft’

}

Body (10) 15 200 OK
Pretty SON _3
1 I‘Hello, successfully inserted the data"l
2. Let’s review the SQL Database to see whether the record is inserted:
1 select * from Employeeinfo
% -
EH Results [l Messages
PKEmployeeld firstname lastname  email devicelist
1 Praveen  Kumar praveen@example com | { Type' : ‘Mobile Phone’, ‘Company":'Microsoft’
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There’s more...

Ensure that you have all the following namespaces in the class:

using System.Net;

using System.Net.Http;

using System.Threading.Tasks;

using Microsoft.Azure.WebJobs;

using Microsoft.Azure.WebJobs.Extensions.Http;
using Microsoft.Azure.WebJobs.Host;

using System.Data.SglClient;

using System.Data;

using System;

using Microsoft.Azure.Services.AppAuthentication;

See also

See the Azure SQL Database interactions using Azure Functions recipe of Chapter 3,
Seamless Integration of Azure Functions with Azure Services.

Shared code across Azure Functions
using class libraries

You have learned how to reuse a Helper method within an Azure function app.
However, you cannot reuse it across other function apps or any other type of
application, such as a web app or a WPF application. In this recipe, we will develop
and create a new .dll file and you will learn how to use the classes and their methods
in Azure Functions.
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How to do it...

Perform the following steps:

1. Create a new Class Library application using Visual Studio. | have used
Visual Studio 2017:
Add New Project ? #
P Recent = Sort by: | Default -] Search (Ctrl+E 2
A [nstalled :’ﬁ Console App (NET Core) Visual C# Type: Visual C#
4 Visual C# — A project for creating a dass library that
Get Started | F'.cﬁ! Class Library (.MET Corc]l Visual C# targets MET Core.
Windows Universal &
Windows Desktop EJ MSTest Test Project (NET Core) Visual C#
b Web =
b C”L‘“ /5harePoint EJ *Unit Test Project [ .MET Core) Visual C#
Tice, wareron
ANEHGOE @ ASP.NET Core Web Application Visual C#
NET Standard 2
Android
Apple TV
Apple Watch
Cloud
Cross-Platform -
Mot finding what you are looking for?
Open Visual Studio Installer
Mame: Uitilities
Location: ChUsers\wmadminsouree\reposiCookbookiReUsability] - Browse...
[ ok Cancel
2. Create a new class named Helper and paste the following code in the new

class file:

namespace Utilities

{

public class Helper

{

public static string GetReusableFunctionOutput ()

{

return "This is an output from a Resuable Library
across functions";

}
}
}
Change Build Configuration to Release and build the application to create
the .d11 file, which will be used in our Azure Functions.

Navigate to the app Service Editor of the function app by clicking on
the App Service Editor button, which is available under Platform Features.
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5. Now create a new bin folder by right-clicking in the empty area below the
files located in WWWROOT.

6. After clicking on the New Folder item in the obtained screen, a new textbox
will appear, wherein you will need to provide the name as bin.

7. Next, right-click on the bin folder and select the Upload Files option
to upload the .d11 file that we created in Visual Studio

8. This is how it looks after we upload the .d11 file to the bin folder:

EXPLORE
4 WORKING FILES
4 WWWROOT

4 bin
| viitesal |
ReusableMethodCaller1
ReusableMethodCaller2

host.json

9. Navigate to the Azure Function where you would like to use the shared
method. To demonstrate, | have created two Azure Functions (one HTTP
trigger and one timer trigger):

.
Functions

STATUS »

Enabled

Enabled
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10. Let’s navigate to the ReusableMethodCaller1 function and make the
following changes:

o

Add a new #r directive, as follows, to the run.csx method of the
ReusableMethodCallerl Azure Function. Note that .dll is required
in this case:

#r "../bin/Utilities.dll"

Add a new namespace, as follows:

using Utilities;

11. We are now ready to use the GetReusableFunctionOutput shared method

in our Azure Function. Now replace the code of the HTTP trigger with the
following:

log.LogInformation (Helper.GetReusableFunctionOutput ()) ;

12. When you run the application, you should see the following message
in the logs:

13. Repeat the same steps of adding the reference and the namespace of the
utilities library even in the second Azure Function, ReusableMethodCaller?2.

If you have made the changes successfully, you should see something like
what follows:

2018-11-20T03:29:27 Welcome, you are now connected to log-streaming service.

How it works...

We have created a .d11 file that contains the reusable code that can be used in any
of the Azure Functions that require the functionality made available by the .d11 file.

Once the .d11 file was ready, we created a bin folder in the function app and added
the .d11 file to the bin folder.
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Note that we have added the bin folder to the WWWROOT so that it
s is available to all the Azure Functions available in the function app.

There’s more...

If you would like to use the shared code only in one function, then you would need
to add the bin folder along with the .dd1 file in the required Azure Function folder.

Another major advantage of using class libraries it that it improves performance,
as they are already compiled and ready for execution.

Using strongly typed classes in Azure
Functions

In our initial chapters, we developed an HTTP trigger named RegisterUser that
acts as a web APl and can be consumed by any application that’s capable of making
HTTP requests. However, there might be some other requirements, where you might
have different applications that create messages in a queue with the details required
for creating a user. For the sake of simplicity, we will be using Azure Storage
Explorer to create a queue message.

In this recipe, we will look at how to get the details of the user from the queue using
strongly typed objects.

Getting ready
Before moving further, perform the following steps:
1. Create a storage account (I have created azurefunctionscookbook ) in your
Azure subscription
Install Microsoft Azure Storage Explorer if you haven't installed it already

Once Storage Explorer has been created, connect to your Azure storage
account
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How to do it...

Perform the following steps:

1.

Using the Azure Storage Explorer, create a queue named
registeruserqueue in the storage account named
azurefunctionscookbook. We assume that all the other applications would
be creating messages in the registeruserqueue qUEUE.

Navigate to Azure Functions and create a new Azure Function using Azure
Queue Storage trigger, then choose the queue that we have created.

You might be prompted to install storage extensions if not installed already.
Once you install the extensions, provide the details of the queue and click
on the Create button, as shown in the following screenshot:

Azure Queue Storage trigger

New Function

Name:

QueueTriggerStronglyTypesObjects

Azure Queue Storage trigger
Queue name &
registeruserqueue

Storage account connection

e

azurefunctionscookbooks_STORAGE v

Once the function is created, replace the default code with the following
code. Whenever a queue message is created, the JSON message will be
deserialised automatically and populated in an object named myQueueItem.
In the following code, we are just printing the values of the objects in the
Logs window:

using System;
public static void Run (User myQueueltem, ILogger log)

{
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log.LogInformation($"A Message has been created for a new

User") ;

log.LogInformation ($"First name: {myQueueltem.firstname}" );

log.LogInformation
log.LogInformation

$"Last name: {myQueueltem.lastname}" );
$"email: {myQueueltem.email}" );

(
(
(
(

log.LogInformation ($"Profile Url: {myQueueltem.ProfilePicUrl}"

)i
!

public class User

{
public
public
public
public

}

string firstname { get;set;}
string lastname { get;set;}
string email { get;set;}

string ProfilePicUrl { get;set;}

Navigate to Azure Storage Explorer and create a new message
in registeruserqueue, as shown in the following screenshot:

?-

== Microsoft Azure Storage Explorer - Add Message X

Add Message

Message text

{

)

“firstname":"Praveen”,

“lastname”;"Sreeram”,

"praveen@gmail.com”,
"ProfilePicUrl","http://example.com/profilepicjpg”

"email",

7

Expires in:

¥ Encode message body in Base64

Days v

oK Cancel
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6. Click on OK to create the queue message and navigate back to the Azure
Function and look at the logs, as shown in the following screenshot:

How it works...

We have developed a new queue function that gets triggered when a new message
gets added to the queue. We have created a new queue message with all the details
required to create the user. You can further reuse the Azure Function code to pass
the user object (in this case, myQueueItem) to the database layer class, which is
capable of inserting the data into a database or any other persistent medium.

There’s more...

In this recipe, the type of the queue message parameter that was accepted by the
Run method was User. The Azure Functions runtime will take care of deserialising
the JSON message available in the queue to the custom type; user, in our case.
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Configuring of Serverless
Applications in the
Production Environment

In this chapter, we will learn the following recipes:

= Deploying Azure Functions using Run From Package

= Deploying Azure Function using ARM templates

= Configuring custom domain to Azure Functions

= Techniques to access Application Settings

= Creating and generating open API specifications using Swagger

= Breaking down large APIs into small subsets of APIs using proxies

< Moving configuration items from one environment to another using
resources

Introduction

We have been discussing all the different features of Azure Functions that help
developers quickly build backend applications. This chapter’s focus is on the
configurations that one needs to make in a non-development environment
(such as Staging, UAT and production).
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Deploying Azure Functions using the
Run From Package

We have been learning about different techniques for developing Azure Functions
and deploying it to the cloud.

As you might already be aware, each function app can have multiple functions
hosted in it. All the code related to those functions will be located in the D: \home\
site\wwwroot folder:

c @& https://azurefunction sl scm.azurewebsites.net

-{L_Id U Environment Debug console ~ Process explorer Tools ~ Site extensions
I— )
- CMD
— s
-~ t PowerShell
—4 rofilePictures
—J
—

D:\home>

D:\home\site>
D:\home\site\wwwroot>dir

Volume in drive D is Windows
Volume Serial Number is ©257-8DD2

Directory of D:\home\site\wwwroot

e9/e4/2e18 11: AM <DIR>

e9/e4/2e18 11: AM <DIR> ..

10/12/2018 11: AM <DIR> bin

09/27/2018 ©2: AM <DIR> BlobTriggerCSharpTestUsingStorageExplorer
1e/12/2018 @7: AM <DIR> BulkDeviceRegistrations

89/23/2018 ©2: AM <DIR> cookbookdatacollectionTrigger

e9/e6/2018 ©2: PM <DIR> CreateProfilePictures

e9/e6/2018 ©3: PM <DIR> CropProfilePictures

1e/e4/2018 ©3: AM <DIR> DailyApplicationInsightsDigest

D:\home\site\wwwroot is the location where the runtime would look for the
binaries and all the configuration files that are required for executing the application.

In this recipe, we will learn another new technique, called Run From Package
(earlier called Run From Zip) to deploy the Azure Function as a package.
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Using Run From Package, we can change the default location to an external storage
account.

Getting ready

We need the following to complete this recipe:

1. Visual Studio 2017 installed in your local developer machine; create one
or more Azure Functions using Visual Studio. For this example, | have
created one HTTP trigger and one timer trigger:

4 FunctionApplInVisualStudio
P ' Dependencies
> M Properties

=| .gitignore
P C* BlobTriggerCSharp.cs
& hostison >
rpFromVS.cs P C* HttpTriggerCSha
n &7 local.settings.jsq

2. Create an empty function app using the Azure Management portal:

FunctionAppUsingaPackage

Function Apps

3. A storage account - we will upload the package file to the storage account.
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How to do it...

Perform the following steps:

1. Create a package file for the application. I'm using the same application that
we created in Chapter 4, Understanding the Integrated Developer Experience of
Visual Studio Tools.

2. Navigate to the location where you see the bin folder along with other
files related to your functions. Create a . zip file out of the files, which
is highlighted in the following screenshot:

admin > source » repos » Chapterd » FunctionApplnVisualStudio » FunctionApplnVisualStudio >I bin > Release » netstandard2.0 >I

~

Name Date modified Type Size

bin 10/15/2018 3:35 PM File folder
BlobTriggerCSharp 10/15/2018 3:35 PM File folder
HttpTriggerCSharpFromVs 10/15/2018 3:35 PM File folder

i il Studio den 10/15/2012 2-25 P SON Fila 96 KB

| i, FunctionApplnVisualStudio 10/15/2018 5:15 PM Compressed (zipped)... 5.327 KB

&J host 9/23/2018 11:20 AM JSON File 1 KB

g local.settings 9/23/2018 12:34 PM JSON File 1KB

3. Create a Blob container (with private access) and upload the package
file either from the portal or by using Azure Storage Explorer.

4. The next step is to generate a shared access signature (SAS) token for the
Blob Container so that Azure Function runtime has the required permissions
to access the files located in the container. You can learn more about SAS
at https://docs.microsoft.com/azure/storage/common/storage-
dotnet-shared-access-signature-part-1:

Blob SAS URL

https://azurefunctionscocsmsssm _blob.core.windows.net/functionapp-packages/FunctionAppInVisualStudio.zip?sp=r8ist=2018-1

5. Navigate to the Application settings of the function app that we created,
and create a new app setting with the WEBSITE RUN FROM PACKAGE key and
the value to be the Blob SAS URL that you created in the previous step,
as shown here. Click on Save to save the changes:

WEBSITE_RUN_FROM_PACKAGE }'nttps:jfazurefunctions- mr s.blob.core.windows.net/functionapp-packages/FunctionAppinVisuz
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6. That's it. After the preceding configuration, you can test the function:

< C @ https.//functionappusingapackage.azurewebsites net/api

Hello, Praveen Sreeram

How it works...

When the Azure Function runtime finds an app setting with the name WEBSITE_
RUN_ FROM PACKAGE, it understands that it should look up the packages in the
storage account. So, on the fly, the runtime downloads the files and uses them
to launch the application.

There’s more...

You can learn more about this technique and its advantages at https://github.
com/Azure/app-service-announcements/issues/84.

Deploying Azure Function using ARM
templates

So far, we have been manually provisioning Azure Functions using the
Azure Management portal.

In this recipe, we will learn how to automate the process of provisioning
the Azure Function using Azure Resource Manager (ARM) templates.

Getting ready

Before, we start authoring the ARM templates, we need to understand the other
Azure services on which the Azure Function depends. The following services
are automatically created when you create a function app:

azurefunctit Storage account Central US

‘; azurefunctic y App Service Central US

a CentralUSPlan App Service plan Central US
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As shown in the preceding screenshot, the function app (in this case
azurefunctioncookbook-gateway) is dependent on an App Service Plan
and a Storage Account:

= App Service plan: This could be either a regular App Service plan
or a Consumption plan.

= Storage account: Azure Function runtime uses the Storage account
to log diagnostic information that we can use for troubleshooting.

= Application Insights: An optional Application Insights account. If we are
not using Application Insights, we need to create an application setting with
the name azureWebJobsDashboard in the application settings of the function
that uses Azure Storage Table Service to log diagnostic information.

Along with these services, we would obviously need to have a resource group.
In this recipe, we will assume that the resource group already exists.

How to do it...

By now, you know that while authoring Azure Functions, we need to ensure
that we also accommodate an App Service plan and a storage account. Let’s
start authoring the ARM template using Visual Studio:

1. Create a new project by choosing Visual C# | Cloud and then choose
Azure Resource Group:

MNew Project 7 ¥
“  Sort by: | Default e Search E o
4 Visual C#
&l rte ik PRy " 4 sual C#
Get Started @ ASP.NET Core Web Application Visual C# Type: Visual C
Windows Universal This template creates an Azure Resource
Windows Desktop \' ) Azure Functions Visual C# Group deployment project. The
b web deployment project will contain artifacts
> e = needed to provision Azure resources
b Office/SharePoint 1:: Service Fabric Application Visual C# e e S T
NET Core create an environment for your
NET Standard @ | ASP.NET Web Application [ MET Framework) Visual CIf application.
Android
We f A i
Apple TV (aq Azure Weblob [ NET Framework) Visual C#
Apple Watch
¢ D Azure Cloud Service Visual C#
Cross-Platform
g IQ Azure Resource Group Visual C#
Extensibility -
Not finding what you are looking for?
Open Visual Studio Installer
Marme: ARMTemplateforFunctionApp
Location: Ic AUsersywmadmin\source\reposiChapter1 1Yy il Browse...
Solution name: ARMTemplateforFunctionApp L] Create directory for solution
Framework: NET Framework 4.7.1 |~ LI Add to Source Contral

|. QK ;I Cancel
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2. Clicking on the OK button in the previous step will open up the Select Azure
Template where you choose the Azure Quick-Start (github.com/Azure/
azure-quickstart-templates) templates:

Select Azure Template

Show templates from this location:
Azure QuickStart (aithub.com/Azure/azure-quic _
Visual Studio Templates
Azure QuickStart - Featured (github.com/Azure/azure-guickstart-templates)

I Azure QuickStart (github.com/Azure/azure-quickstart-templates)
| Azure Stack QuickStart (github.com/AzureStack-QuickStart-Templates)

3. Search for the word function and click on the 101-function-app-create-
dynamic template to create the Azure function app with the Consumption
plan:

Select Azure Template X

Show templates from this location: 101-function-app-create-dynamic

Azure QuickStart (aithub.com/Azure/azure-auic By: mattchenderson

function X . ) . .
Provision a function app on a dynamic hosting plan
[.] 101-application-gateway-redirect
LN shpHiRke VERSION: 2017-07-20
[.] 101-application-gateway-waf This template provisions a function app on a dynamic hosting plan, meaning it will
LN swanner be run on demand and billed per execution, with no standing resource committment.
There are other templates available for provisioning on a dedicated hosting plan.
[.] 101-function-app-create-dedicated
.‘ MATTCHENDERSON
[.] 101-function-app-create-dynamic|
L)) MATTCHENDERSON

101-logic-app-and-function-app
JEFFHOLLAN

=
./
E

201-application-gateway-probe
BWANNER

o

201-function-app-dedicated-
github-deploy

Templates Found: 14

Il OK | | Cancel
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4.

The required JSON template will be created in Visual Studio. You can learn
more about the JSON content at https://docs.microsoft.com/azure/

azure-functions/functions-infrastructure-as-code.

Deploy the ARM for provisioning the function app and its dependent
resources. You can deploy it by right-clicking on the project name (in my
case ARMTemplateforFunctionApp), clicking on Deploy and then clicking

on the New button:

Deploy

&Yy Build
Rebuild

Clear Recent List

rrrCTeTo oy

ourceGroup.ps1

Choose the Subscription, Resource group and other parameters for

provisioning the function app. Choose all the mandatory fields and click

on the Deploy button:

Subscription:

Resource group:

Deployment template:

azuredeploy.json

Deploy to Resource Group

™ Microsoft account "
= Fydigmail.com

Visual Studio Enterprise — MPN (Praveen Kumar)

ARMTemplateforFunctionApp (Central US)

Template parameters file:

azuredeploy.parameters.json v || Edit Parameters...

Artifact storage account: )

How do | deploy project artifacts with an Azure deployment template ?

Deploy || Cancel |
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7.

That’s it! In a few minutes, the deployment will start and each of the
resources mentioned in the ARM JSON templates will be provisioned:

Show hidden types @

NAME TYPE LOCATION

a ARMTemplateFunctionApp App Service plan Central US

’ ARMTemplateFunctionApp App Service Central US

. ho kdub ctions Storage account Central US

There’s more...

Here are some of the advantages of provisioning Azure Resources using ARM
templates:

By having the configurations in the JSON files, it's helpful for developers to
push the files into some kind of version-control system, such as Git or TFS,
so that we can maintain the versions of the files to track all the changes.

It’s also possible to create the services in different environments in no time.

With the ARM templates, we can also push them in CI/CD pipelines
to automate the provisioning for additional environments.

Configuring custom domain to Azure
Functions

By now, looking at the default URL in the functionappname.azurewebsites.net
format of the Azure function app, you might be wondering whether it’s possible to
have a separate domain instead of the default domain, as your customers might have
their own domains. Yes, it’s possible to configure a custom domain for the function
apps. In this recipe, we will learn how to configure it.

[303]



Configuring of Serverless Applications in the Production Environment

Getting ready

Create a domain with any of the domain registrars. You can also purchase a domain
right from the portal using the Buy Domain button, which is available in the Custom

Domains blade;

C_) Refresh ? FAQs

App Service Domains

wWww

Purchase and manage domains for your Azure services
with auto-renew and privacy protection. Learn more

Buy Domain

DOMAINS

No data found

Once your domain is ready, create the following DNS records using the domain
registrar:

e Arecord
e CName record

How to do it...

Perform the following steps:

1. Navigate to the Custom domains blade of the Azure function app
for which you would like to configure a domain:
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Networking

If you have created a custom domain from the Azure portal, it will prompt
you to choose the hostnames, as shown in the App Service Domain blade:

App Service Domain

Required

P C 0
Required

n default hostnames

domain)

Legal Terms

Required
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3. If you have chosen both of them, then that’s it. All the work in integrating
the function app and the custom domain is pretty much done for you
by the Azure Management portal. You can view the integration of
the hostnames here:

Add hostname

HOSTNAMES ASSIGNED TO SITE SSL BINDING

azureserverlesscookbook.com Add binding

www.azureserverlesscookbook.com Add binding

Configuring function app with an existing domain

If you already have a custom domain and you would like to integrate it with the
function app, you need to create the following two records in the DNS:

1. Create a A record and CNAME record in the domain registrar.
You can get the IP address from the Custom Domains blade:

VALUE

40.113.232.243

ns1-07 azure-dns com
LT PR,
L IRt g ]

AzureCookbookFunctionApp.azurewebsites.net
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2. Navigate to the Custom Domains blade of the function app and create
the following hostnames:

Add hostname

HOSTNAMES ASSIGNED TO SITE SSL BINDING

azureserverlesscookbook.com

www.azureserverlesscookbook.com

That’s it. You have integrated a custom domain with the Azure function app.
You can now browse your function app using the new domain instead of the
default one that Azure provides you:

c O ® Not secure | www.azureserverlesscookbook.com

Apps Managed bookmarks  For quick access, place your bookmarks here on the book

Microsoft Azure

Your Function Appis———

up and running

Azure Functions is an event-based serverless
compute experience to accelerate your
development.
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Techniques to access Application
Settings

In every application, you will have at least a few configuration items that you might

not want to hardcode. Instead, you would want them to change in the future, after
the application goes live, without touching the code.

In general, I would classify the configuration items into two categories:

= Some of the configuration items might be different across environments,
for example, the connection strings of the database and SMTP server

= Some of them might be the same across environments, such as some
constant numbers that are used in some calculations in the code

Whatever might be the use of the configuration value, you need to have a place
to store them that is accessible to your application.

In this recipe, we will learn how and where to store these configuration items
and different techniques to access them from your application code.

Getting ready

Create an Azure Function with the V2 Function runtime if not created already.
I will use the function app that we created in Chapter 4, Understanding the
Integrated Developer Experience of Visual Studio Tools.

How to do it...

In this recipe, we will look at a few ways of accessing the configuration values.

Accessing Application Settings and connection

strings in the Azure Function code
Perform the following steps:

1. Create a configuration items with the MyAppSetting key and a
ConnectionStrings With the sqldb connection key in the 1ocal.
settings.json file. local.settings.json should look something
like the following screenshot:
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localsetiingsjson = > |

Schema: <No Schema Selected>

1 =1

2 "IsEncrypted”: false,

3 "FUNCTIONS_WORKER_RUNTIME": "dotnet",

4 -1 "Values": {

5 "AzurelWlebJobsStorage":
"DefaultEndpointsProtocol=https;AccountName=azurefunctionscookb
d3zXdZE336X1EfiELvI@d5zCkBw==;EndpointSuffix=core.windows.net",

6 " ", w — m

7 "MyAppSetting": "Hello! i'm a value from App Setting"

8 1

9 - | "ConnectionStrings": {

10 "sqldb_connection": "connection_string_here"
11 }
12

that read the configuration values and the connection strings:

public class HttpTriggerCSharpFromVs

{

[FunctionName ("HttpTriggerCSharpFromvVSs") ]

public static IActionResult Run([HttpTrigger (AuthorizationLevel.
Anonymous, "get", "post", Route = null)]HttpRequest req, ILogger
logger)

{

var configuration = new ConfigurationBuilder ()

.AddEnvironmentVariables ()

.AddJsonFile ("appsettings.json", true)

.Build() ;
var ValueFromGetConnectionStringOrSetting = configuration.GetConne
ctionStringOrSetting ("MyAppSetting") ;

logger.LogInformation ("GetConnectionStringOrSetting" +
ValueFromGetConnectionStringOrSetting) ;
var ValueFromConfigurationIndex= configuration["MyAppSetting"];

logger.LogInformation ("ValueFromConfigurationIndex" +
ValueFromConfigurationIndex) ;
var ValueFromConnectionString = configuration.GetConnectionStringO
rSetting ("ConnectionStrings:sgldb connection") ;

logger.LogInformation ("ConnectionStrings:sqgldb connection" +
ValueFromConnectionString) ;

string name = req.Query["name"];
return name != null ? (ActionResult)new OkObjectResult ($"Hello,
{name}m)

new BadRequestObjectResult ("Please pass a name on the query
string or in the request body") ;

}
}
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3. Publish the project to Azure by right-clicking on the project and then clicking
on Publish in the menu.

4. Add the configuration key and the connection string in the Application
Settings blade:

MyAppSetting Hidden value. Click to edit.

WEBSITE_CONTENTAZUREFILECONNECTIONST... Hidden value. Click to edit.

WEBSITE_CONTENTSHARE Hidden value. Click to edit.

Connection strings

CONNECTION STRING NAME VALUE

sqldb_connection Hidden value. Click to edit.

5. Run the function by clicking on the Run button, which logs the output in the
Output window:
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Application setting — binding expressions

In the previous section, we learned how to access the configuration settings from
the code. Sometimes, you might want to configure some of the declarative items too.
You could achieve that using binding expression. You will understand what | mean
in a moment when we look at the code:

1. Open the Visual Studio and make changes to the run method to add a new
parameter for configuring the QueueTrigger:

public static IActionResult Run(

[HttpTrigger(AuthorizationlLevel.Anonymous, "get", "post
Tlgoger lagser

I [QueueTrigger("hardcodedqueuename”)] string queue)l

2. The hardcodedqueuename parameter is the name of the queue to which
messages will be created. It’s obvious that hardcoding the name of the
queue is not a good practice. In order to make it configurable, you need
to make use of application setting binding expression:

public static IActionResult Run(
[HttpTrigger(AuthorizationLevel.Anonymous, "get", "post", Route = null)]HttpRequest regq,
ILlocger logger
I [QueueTrigger("%queuename%")] string queue) I

3. The application setting key must be enclosed in %. . . ¢ and a key with
the name queuename should be created in the Application Settings.

Creating and generating open API
specifications using Swagger

For a backend web API developer, one of their responsibilities is to provide a proper
documentation to the frontend application developers so that they can consume the

APIs without any problems. In order to consume any API, the following are the two
minimum things that one needs to understand:

= The input parameters and their data types
= The output parameters and their data types

[311]



Configuring of Serverless Applications in the Production Environment

So, it’s the responsibility of the backend developers to provide proper
documentation for the APIs and it’s not easy to provide proper documentation as
there are many tools and standards/specifications that are available for providing
proper documentation for the REST APIs. One such standard is known as the open
API specification (it's popularly known as Swagger).

Azure Functions provide us with the required tooling support for generating
the open API definitions for our HTTP triggers. In this recipe, we will learn how
to generate them.

Getting ready

Create a function and create one or more HTTP triggers. In order to make it simple, |
have created a function app and one HTTP trigger, which accepts cet methods only.

Note that at the time of writing, the API definition feature is

supported only by the Azure Function runtime V1.0 and it's
e still in preview. It doesn>t work with V2.0 yet.

Ensure that the Azure function app is configured to point to runtime version 1,
as shown in the Application Settings:

WEBSITE_RUN_FROM_PACKAGE 1

How to do it...

Perform the following steps:

1. Navigate to the Platform features and click on the API definition tab:
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2. Inthe API definition tab, click on the Function (preview) option to enable
the source of the API definition:

Overview Platform features B Api definition x

Function API definition (Swagger)

Consume your HTTP triggered Functions in ces using an OpenAPI 2 gger) definition

API definition source @

3. As soon as you click on the Function (preview) button, the feature will be
enabled. However, you might see an error in the new tab that is opened.
Don’t worry, as the feature is still in preview, Microsoft might fix it before
it goes generally available (GA). Then, click on Generate API definition
template:

Platform features B Api definition x

1 |'#Click "Generate API definition template"
to get started’

7

X Unknown Error
obj must be an Array or an Object
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4. This will just create a template of the open API definition. It’s the cloud
developer’s responsibility to fill in the template, based on the APIs that
they have developed. It should look something like this. We will change
the template in a moment:

Platform features B AP definition x®

]

azurecookbookfunctionapp.azurewebsites.net
Version
Security

| apikeyQuery (api key) Authenticate

MName code

In

5. In the preceding screenshot, the code tab contains all the default templates
required for generating the Swagger definition based on the open API
specification. The right section shows how the Swagger Ul looks. The
Swagger Ul is something that will be shared with the other client application
development teams who consume the backend APIs.

6. Let’s replace the default template by adding the required parameters of the
API operations, and click on the Save button to save the changes. To make
it simple, | just made a few changes that describe the APl and its operations.
It should be straightforward to understand.

7. The Swagger Ul will look as follows with proper messages along with
request and response formats:

GET /api/HttpTriggerWithSwagger

Description

Greets an end wser
Parameters
Mame Located in Description Required Schema
. query Name of the end user Yes 2 string
Responses

Code Description Schema
v {
200  Response with the Greeting = message:  ® string
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8. Italso allows us to run some tests. Click on the Try this operation button that
is shown in the preceding screenshot. It opens up a window where you can
provide input:

Request

Scheme

https v

Accept

application/json v

Parameters

Name

Name of the end user

GET https://AzureCookbookFunctionApp.azurewebsites.net/api/HttpTriggerwithSwagger?Name= HTTP/1.1

Host: AzureCookbookFunctionApp.azurewebsites.net

Accept: application/json

Accept-Encoding: gzip,deflate sdch

Accept-Language: en-US, en;q=0.8,fa;g=0.6,5v,q=0.4

Cache-Control: no-cache

Connection: keep-alive

Origin: https://functions.azure.com

Referer: https://functions.azure.com/node_modules/swagger-editor/index.html

User-Agent: Mozilla/5.0 (Windows NT 10.0; Win&4; x64) AppleWebKit/537.36 (KHTML, like Gecko)
Chrome/69.0.3497.100 Safari/537.36

M\ This is a cross-origin call. Make sure the server at AzureCookbookFunctionApp.azurewsbsites.net accepts GET
requests from functions.azure.com . Learn more

Send Request
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9. I have provided praveen Kumar as the value for the name, clicked
on the Send Request button and got the following output:

Response

SUCCESS

HTTP/1.1

pragma: no-cache

content-type: application/json; charset=utf-8
C ontrol: no-cache

_'|

Hello Praveen Kumar'

Breaking down large APIs into small
subsets of APIs using proxies

In recent times, one of the buzzwords in the industry is microservices, where
you develop your web components as microservices that can be managed
(scaling, deployment and so on) individually without impacting the other related
components. Though the subject of microservices is itself a huge one, we will try
to achieve building a very few microservices that could be managed individually
as independent function apps. But, we will expose them to the external world

as a single API with different operations with the help of Azure Function Proxies.

Getting ready

In this recipe, we will be implementing the following architecture:
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https:/fazurefunctioncookbook-gateway.azurewebsites. net

/men

https:/faz

K

P

/kids

Proxies

— > <™

https://azurefunctioncookbook-Women.azurewebsites.net

urefunctioncookbook-Men azurewebsites.net

api/Men-HttpTrigger

<™

api/Women-HttpTrigger

https:/faz

urefunctioncookbook-Kids azurewebsites. net

o

<

api/Kids-HttpTrigger

Let’s assume that we are working for an e-commerce portal where we just have
three modules (men, women and kids) and our goal is to build the backend APIs
in a microservice architecture where each microservice is independent of the others.

In this recipe, we will achieve this by creating the following function apps:

= A gateway component (function app) that is responsible for controlling the
traffic to the right microservice based on the route (/men, /women and /kids).
In this function app, we would be creating Azure Function Proxies that will
redirect the traffic using route configurations.

= Three new function apps where each of them is treated as a separate

microservice.

How to do it...

In this recipe, we will be performing the following steps:

1. Create all three microservices with one HTTP trigger in each of them

2. Create, proxy and configure the respective microservice

3. Test the proxy URL

[317]



Configuring of Serverless Applications in the Production Environment

Creating microservices
Perform the following steps:

1. Create three function apps for each of the microservices
that we have planned:

SUBSCRIPTION ID v RESOURCE GROUP v

Visual Studio Enterprise — MPN azurefunctioncookbook-Kids

Visual Studio Enterprise — MPN azurefunctioncookbook-Men

Visual Studio Enterprise — MPN azurefunctioncookbook-Women

2. Create the following anonymous HTTP triggers in each of the function
apps that display a message something shown as follows:

Http Trigger name Output message

Hello <<Name>> - Welcome to the Men

Men-HttpTrigger \ .
p 99 Milcroservice

Hello <<Name>> - Welcome to the

Women-HttpTrigger . .
Women Microservice

Hello <<Name>> - Welcome to the

Kids-HttpTrigger ) ) .
p 99 Kids Microservice

Creating the gateway proxies
Perform the following steps:

1. Navigate to the gateway function app and create a new proxy:
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Route template

Allowed HTTP methods

All methods v

Backend URL

https://azurefunctioncookbook-men.azurewebsites.net

2. You will be taken to the details blade:

“azurefunctioncookbook-gatew. Delete proxy Advanced editor

Kids
Proxy URL

htt /azurefunctioncookbook-gateway.azurewebsites.net/Kids

Route template

Allowed HTTP methods

All methods v

Backend URL

https://azurefunctioncookbook-kids.azurewebsites api/Kids-HttpTrigger
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3. Create the proxies for women and kids. Here are the details of all three
proxies. Note that the backend URLSs (of the function apps) might be
different in your case:

Proxy name | Route Backend URL (the URLs of the HTTP triggers created
template | in the previous step)

Men /Men https://azurefunctioncookbook-men.
azurewebsites.net/api/Men-HttpTrigger

Women /\Women https://azurefunctioncookbook-women.
azurewebsites.netapi/Women-HttpTrigger

Kids /Kids https://azurefunctioncookbook-kids.
azurewebsites.netapi/Kids-HttpTrigger

4. Once you create the three proxies, the list will look something like this:

BACKEND URL v
https://azurefunctioncookbook-men.azurewebsites.net/api/Men-HttpTrigger

https://azurefunctioncookbook-women.azurewebsites.net/api/Women-HttpTrigger

https://azurefunctioncookbook-kids.azurewebsites.net/api/Kids-HttpTrigger

5. In the preceding screenshot, you can view three different domains. However,
if you would like to share these with the client applications, you don’t need
to share these URLs. All you need to do is share the URL of the proxies that
you can view in the proxy tab. Here are the proxy URLs of the three proxies
we have created:

® https://azurefunctioncookbook-gateway.azurewebsites.net/Men
® https://azurefunctioncookbook-gateway.azurewebsites.net/Women

® https://azurefunctioncookbook-gateway.azurewebsites.net/Kids
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Testing the proxy URLs

As you already know, our HTTP triggers accept a required name parameter, we
need to pass the name query string to the proxy URL. Let’s access the following
URLs in the browser:

e Men:

< c O @ https://azurefunctioncookbook-gateway.azurewebsites.net/Men?name=Praveen%20Sreeram

Hello, Praveen Sreeram

e Women:

< C O @ https://azurefunctioncookbook-gateway.azurewebsites.net/\Women?name=Haritha%20Sreeram
p g y

Hello, Haritha Sreeram

e Kids:

< c o & https://azurefunctioncookbook-gateway.azurewebsites.net/Kids?name=Baby%20Rithwika%20Sreeram

Hello, Baby Rithwika Sreeram

Observe the URLs of the three screenshots. You will notice that they look like they
are being served from one single application with different routes. However, they
are three different microservices that could be managed individually.

There’s more...

All the microservices that we have created in this recipe are anonymous, which
means they are publicly accessible to everyone. In order to make them secure, you
need to follow either of the approaches recommended in Chapter 9, Implementing
Best Practices for Azure Functions.
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The Azure Function proxies also allow you to intercept the original request and,

if required, you can add new parameters and pass them to the backend API.
Similarly, you can add additional parameters and pass the response back to the
client application. You can learn more about Azure Function proxies in the official
documentation at https://docs.microsoft.com/azure/azure-functions/
functions-proxies.

See also

= The Controlling access to Azure Functions using function keys recipe of Chapter 9,
Implementing Best Practices for Azure Functions

= The Securing Azure Functions using Azure AD recipe of Chapter 9, Implementing
Best Practices for Azure Functions

= The Configuring throttling of the Azure Functions using API Management recipe
under Chapter 9, Implementing Best Practices for Azure Functions

Moving configuration items from one
environment to another using resources

Every application that you develop will have many configuration items (such as
application settings as connection strings) that will be stored in web. config files for
all your . NET-based web applications.

In the traditional on-premises world, the Web . Config file would be located in the
server and the file would be accessible to all people who have access to the server.
Although it is possible to encrypt all the configuration items of web. config, it had
its limitations and they’re not easy to decrypt every time you want to view or update
them.

In the Azure PaaS world, with Azure App Services, you still can have the web.
Config files and they work as they used to in the traditional on-premises world.
However, Azure App Service provides us with additional feature in terms of
application settings, where you can configure these settings (either manually

or via ARM templates) and these settings are stored in an encrypted format.

But you can view them as normal text in the portal if you have access.
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Depending on the application type, the number of application settings might grow
to a large size, and if you want to create new environments, then creating these
application settings would take quite a bit of time. In this recipe, we will learn a

tip of exporting and importing these application settings from a lower environment

(say, Dev) to a higher environment (say, Prod).

Getting ready

Perform the following steps:

1. Create a function app (say, Myapp-Dev) if not created already

2. Create some application settings:

APP SETTING NAME

AppSetting0
AppSetting1
AppSetting2
AppSetting3
AppSettingd
AppSetting5
AppSettingb
AppSetting7

AppSetting8

AppSetting9

VALUE
Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

Hidden value. Click to edit.

3. Create another function app (say, Myapp-Prod)

In this recipe, we will learn how easy it is to copy the application settings from one
function to another. This technique will be handy when there are many app settings.
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How to do it...

Perform the following steps:

1. Navigate to the Platform features tab of the Mmyapp-Dev Function app and
click on the Resource Explorer:

Development tools

2. The Resource Explorer will be opened, and from there you can traverse
all the internal elements of a given service:

2

B analyzeCustomHostname
MyApp-Dev

4+ containerlogs

£ Data (GET, PUT) = ¥ Actions (POST, DELETE)

4+ continuouswebjobs

+ deployments €8] https://management.azure.com/

4+ diagnostics

4 domainOwnershipldentifiers 11

+ extensions % 2 "id": "/subscriptions/366c4797-e7c

+ functions /providers/Microsoft.Web/sites/MyApp

o 3 "name”: "MyApp-Dev",

- Ean R A 4 "type": "Microsoft.Web/sites",

4 hybridConnectionNamespaces 5 "kind": "functionapp"”,

B hybridC S 6 "location": "Central US",
ybridConnectionRelays 7-  “properties”: {

#+ hybridconnection 8 "name": "MyApp-Dev",
: 9 "state": "Running",

s 10~ "hostNames": [

B metricdefinitions 11 "myapp-dev.azurewebsites.net"

12 1l
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3. Click on the config element, as shown in the preceding screenshot, which
opens all the items related to configurations:

= MyApp-Dev
B analyzeCustomHostname
= config

I appsettings

B authsettings

| o

connectionstrings

| 2

logs

metadata

|

publishingcredentials

| 2

pushsettings

| o

slotConfigNames

| o

virtualNetwork
B web
4 containerlogs

4 continuouswebjobs

=

£ Data (GET, PUT) ¥ Actions (POST,
ﬂﬁ € https://management.
1
1- {
2 "Id": "/subscriptions/366c47|
/providers/Microsoft.Web/sites

3 "Name": "appsettings"”,

4 "Type": "Microsoft.Web/sites

5 "Location"”: "Central US",

6 - np L ; o D - {

7 "AppSetting@"”: "value@",

8 "AppSettingl": "Valuel",

9 "AppSetting2": "Value2",
10 "AppSetting3": "Value3",
11 "AppSettingd": "Valued",
12 "AppSetting5": "Value5",
13 "AppSetting6": "Value6",
14 "AppSetting7": "Value7",
15 "AppSetting8": "Value8",
16 "AppSetting9": "Value9",

4. Resource Explorer will display all the application settings in the right-hand
window. Now, you can either edit them by clicking on the Edit button, which
is highlighted in the preceding screenshot, or you can copy all the application
settings from AppSetting0 t0 AppSetting 9.
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5. Navigate to the Myapp-Prod function app (which won’t have the application
settings highlighted in the previous screenshot), click on the Resource
Explorer and then click on the config | appsettings elements to open
the existing application settings. It should look something like this:

how all -~
licrosoft Resources Cancel (4 https://management.
licrosoft Storage 4
Aicrosoft. Web .-
Show all 2 "id": "/subscriptions/366c479
H serverfarms -Prod/config/appsettings”,
L sites 3 "name”: "appsettings”,
i | "type": "Microsoft.Web/sites/
= MyApp-Prod 5 "location™: "Central uUs",
B analyzeCustomHostname 6~ “properties”: {
) 7 "FUNCTIONS WORKER_RUNTIME™:
= config 8 “AzureklebJobsStorage”: "Def]
W81apCnPLU6 vkY2f+2W53pF1Iva3uy
B authsettings 9 "FUNCTIONS_EXTENSION VERSIO|
18 "WEBSITE_CONTENTAZUREFILECO|
B connectionstrings b, A+dAHVYXyhXjqquas3cuenglapCnPLU
E logs 11 "WEBSITE_CONTENTSHARE": “my|
. 12 "WEBSITE NODE DEFAULT VERST
B metadata 12 "AppSetting@”: "valued”
B publishingcredentials 14 "Appsettingl”: "valuel”,
. i 15 "AppSetting2™: "value2",
B pushsettings 16 "AppSetting3”: "value3"”,
B slotConfigNames 17 "mppSettinga™: "value4”,
S T 18 "appSettings™: "values"”,
19 "AppSettinge™: "valueo"”,
B web 20 "AppSetting7”: "value7",
4 containerlogs 21 "nppSettings™: "values"”,
) ) 22 "AppSetting9”: "value9"
4+ continuouswebjobs 23 i

6. Click on the Edit button and paste the content that you copied earlier.
Once you’ve reviewed the settings, click on PUT, which is shown in
the preceding screenshot.
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7. Navigate to the application setting blade of the Myapp-Prod function app:
APP SETTING NAME VALUE
AppSetting0 Hidden value. Click to edit.
AppSetting1 Hidden value. Click to edit.
AppSetting2 Hidden value. Click to edit.
AppSetting3 Hidden value. Click to edit.
AppSettingd Hidden value. Click to edit.
AppSetting5 Hidden value. Click to edit.
AppSettingb Hidden value. Click to edit.

AppSetting7 Hidden value. Click to edit.

AppSetting8 Hidden value. Click to edit.

AppSetting9 Hidden value. Click to edit.

You should see all the application settings that we have created in the Resource
Explorer in a single shot.
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Implementing and Deploying
Continuous Integration
Using Azure DevOps

In this chapter, you will learn the following:

= Continuous integration — creating a build definition

= Continuous integration — queuing a build and triggering it manually
< Configuring and triggering an automated build

= Continuous integration — executing unit test cases in the pipeline

= Creating a release definition

= Triggering the release automatically

Introduction

As a software professional, you might have already been aware of different software
development methodologies that people practice. Irrespective of the methodology
being followed, there will be multiple environments, such as dev, staging and
production, where the application life cycle needs to be followed with these

critical stages related to development:

1. Develop based on the requirements
2. Build the application and fix any errors
3. Deploy/release the package to an environment (dev/stage/prod)
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4. Test against the requirements

5. Promote the release to the next environment (from dev to stage and stage
to prod)

Note that for the sake of simplicity, the initial stages, such as requirement
gathering, planning, design and architecture, are excluded just to
’ emphasise the stages that are relevant to this chapter.

For each change that you make to the software, we need to build and deploy the
application to multiple environments, and it might be the case that different teams
are responsible for releasing the builds to different environments. As different
environments and teams are involved, considering the amount of time that is spent
in running the builds, deploying them in different environments would be more
dependent on the processes that different teams follow.

In order to streamline and automate a few of the steps mentioned earlier, in this
chapter, we will discuss some of the popular techniques that the industry follows
in order to deliver software quickly, with minimal infrastructure.

In previous chapters, most of the recipes provided us with a solution
for an individual business problem. However, in this chapter,
the entire chapter as a single entity will try to provide you with a
= solution for the Continuous Integration and Continuous Delivery of
your business-critical application.

The Azure DevOps team continuously adds new features to Azure DevOps

at https://dev.azure.com (formerly known as VSTS at https: //www.
visualstudio.com) and updates the user interface as well. Don’t be surprised if
screenshots that are provided in this chapter don’t match those of your screens at
https://dev.azure.com While you are reading this.

Prerequisites

Create the following if you have don’t have them already:

1. Create an Azure DevOps organisation of your choice at https://dev.
azure.com and create a new project in that account. While creating the
project, you can either choose Git or Team Foundation Version Control
as your version control repository. | have used Team Foundation Version
Control for my project:

[330]



https://dev.azure.com
https://www.visualstudio.com
https://www.visualstudio.com
https://dev.azure.com
https://dev.azure.com
https://dev.azure.com

Chapter 11

Version control

‘ eam Foundation Version Contro V@

Git

Team Foundation Version Control @

2. Configure the Visual Studio project that you developed in Chapter 4,
Understanding the Integrated Developer Experience of Visual Studio Tools for
Azure Functions, to Azure DevOps. You can go through the https://www.
visualstudio.com/en-us/docs/setup-admin/team-services/set-up-vs link
to follow the step-by-step process of creating a new account and project
using Azure DevOps.

I will be making some small changes to the response messages
embedded within the code to shown different outputs. Ensure that
= you modify the unit tests accordingly. Otherwise, the build will fail.

Continuous integration — creating a build
definition

A build definition is a set of tasks that are required to configure an automated build
of your software. In this recipe, we will perform the following:
< Create the build definition template

< Provide all the inputs required for each of the steps to create the
build definition
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Getting ready

Perform the following prerequisites:

1. Create an Azure DevOps account.

2. Create a project by choosing Team Foundation Version Control, as shown
in the following screenshot:

Create new project X

Project name *

AzureServerlessCookBook o
Description
Visibility

® A O,

Public Private

Anyone

-~ Advanced

Version control @) Work item process @)

Team Foundation Version Control Agile ~
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How to do it...

Perform the following steps:

1. Navigate to the Pipelines tab in your Azure DevOps account, click on
Builds and choose New pipeline to start the process of creating a new
build definition, as shown in the following screenshot:

P A& D

% Releases

Fl Y Library

Task groups

f Pipelines
a

Deployment groups

F\N
J ] =t
» ’
-
_“ \ - o =

No build pipelines were found

Automate your build in a few easy steps with a new pipeline.

Come e |

2. Inthe next step, click on the Use a visual designer link, as shown in the

following screenshot:

New pipeline

Build your code in a few easy steps

@ Location

2 | Repository
3 | Template

4 | Saveandrun

Where is your code?

Home to the world's largest community of de

? Azure Repos

Free private Git repositories, pull requests, and code search

| Use the visual designer to create a pipeline without YAML.
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3. You will be taken to the Select your repository screen where you can choose
your repository. For this example, | have mine sourced in TFVC. As shown
next, select TFVC and click on Continue. Make sure that you have chosen
your project, which in my case is AzureServerlessCookBook:

Select a source
L)
x| O 9] = o ®
L —1]

TFVE GitHub GitHub Enterprise  Subwversion  Bitbucket Cloud  External Git
Waorkspace mappings
Type Server path Loeal path under ${puild scurcesDiractary)

Select your repository Map SfAzureServerlessCookBook

Toll us where your sourees are
You can customize how to get these sources from the repository later.

4. You will be taken to the Select a template step, where you can choose
the template required for your application. For this recipe, we will
choose C# Function, as shown in the following screenshot, by clicking
on the Apply button:

Select a template functior] X

Or start with an g Empty job

Others

# Function
g C
Build and test a C# (INET class library) based Azure Function. Apply
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5. The create build step is a set of steps used to define the build template, where
each step has certain attributes that we need to review and provide inputs
for each of those fields based on our requirements. Let’s start by providing
a meaningful name in the pipeline step and also ensure that you choose
Hosted VS2017 in the Agent Pool drop-down, as shown in the following
screenshot

Tasks

Variables Triggers Options Retention History B save & queue

Pipeline

= Get sources

®

Agent job 1

I’
I’
] |

b=

[ ]
I

I=»

Use NuGet 4.4.1

NuGet restore
Build solution

Archive Files

Test Assemblies

Publish symbols path

Publish Artifact

IR View YAML
Name *
§/AzureServerlessCookBook AzureServerlessCookBook-C# Function-Cl
Agent pool* @ | Pool information | Manage =2
Hosted V52017 v O

Parameters @ | < Unlink al

Path to solution or packages.config* (&
¥ gln

Artifact Name * &

drop

An agent is software hosted on the cloud that is capable
of running a build. As our project is based on VS2017,
we have chosen Hosted VVS2017.
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6. Inthe Get sources step, ensure that the following are selected:

1.
2.

Select the version control system that you would like to have.

Choose the repository that you want to build. In my example,
I have chosen AzureServerlessCookBook:

Tasks Variables

Pipeline

Triggers  Options  Retention  History B save & queue

Select a source

Agent job 1

(@)
B Get sources
& AzureServerlessCookBook Azures o s : o o
TRVC GitHub GitHub Enterprise

e Use NuGet 4.4.1

e NuGet restore

Workspace mappings

Type Server path

Map v $/AzureServerlessCookBook

F Add

7. Leave the default options for all the following steps:

[e]

Use NuGet and NuGet restore: This step is required for
downloading and installing all the required packages for the
application.

Build solution: This step uses MS build and has all the predefined
commands to create the build.

Test assemblies: This would be useful if we had any automated tests.
We will make some changes to this step in the Continuous integration
- executing unit test cases in the pipeline recipe later in this chapter.

Archive files: This step lets us archive the folders in the required
format.

Publish symbols path: These symbols are useful if you want
to debug your app hosted in the Agent VM.

Publish artifact: The step has configuration related to the
artifacts and the path for storing the artifact (build package).

8. Once you review all the values in all the fields, click on Save, as shown in
the following screenshot, and click on Save again in the Save build definition

pop-up:
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Sawe & gueup -

Save & gueue

Save

How it works...

A build definition is just a blueprint of the tasks that are required for building

a software application. In this recipe, we have used a default template to create
the build definition. We can choose a blank template and create the definition by
choosing the tasks available in Azure DevOps as well.

When you run the build definition (either manually or automatically, which will be
discussed in the subsequent recipes), each of the tasks will be executed in the order
in which you have configured them. You can also rearrange the steps by dragging
and dropping them in the pipeline section.

The build process starts with getting the source code from the chosen repository
and downloading the required NuGet packages, and then starts the process of
building the package. Once that process is complete, it creates a package and stores
it in a folder configured for the build.artifactstagingdirectory directory
(refer to the Path to publish field of the Publish artifact task).

You can learn about all different type of variables in the Variables tab shown here:

ks |‘.'.-u.nh:us| Triggers  Options  Retention  History Summary Queue .-

Pipeline variables

Variable groups
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There’s more...

= Azure DevOps provides many tasks. You can choose a new task for the
template by clicking on the Add Task (+) button, as shown in the following
screenshot:

\fariables Triggers  Options  Retention  History = Summary [> Queue

Pipeline

Add tasks @) Refresh

Al Build Utility Test Package Deploy Tool | Marketplace
i E NET Core

== Get sources
$ AzureServerlessCookBaok

Agent job 1 m

b Use NuGet 4.4.1

B NuGet restore

r,dl Build solution

i a .NET Core Tool Installer

< If you don’t find a task that suits your requirements, you can search for
a suitable one in the marketplace by clicking on the Marketplace button
shown in the preceding screenshot.

= C# function has the correct set of tasks required to set up the build definition
for Azure Functions as well.

Continuous integration — queuing a build
and triggering it manually

In the previous recipe, you learned how to create and configure the build definition.
In this recipe, you will learn how to trigger the build manually and understand the
process of building the application.

Getting ready

Before we begin, make sure of the following:

= You have configured the build definition as mentioned in the previous recipe
= Allyour source code is checked in to the Azure DevOps team project
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How to do it...
Perform the following steps:
1. Navigate to the build definition named AzureServerlessCookBook-C#

Function-CI and click on the Queue button available on the right-hand
side, as shown in the following screenshot:

~ = Summary [* Queue

2. Inthe Queue build for AzureServerlessCookBook-C# Function-CI pop-up,
make sure that the Hosted VS2017 option is chosen in the Agent pool drop-
down if you are using Visual Studio 2017 and click on the Queue button,
as shown in the following screenshot:

Queue build for AzureServerlessCookBook-C# Function-Cl

Agent pool

Hosted V5201 N

Variables  Demands

{ Add
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3. Injust a few moments, the build will be queued and the message will
be displayed, as shown in the following screenshot:

as been queued.

4. Clicking on the build ID (in our case, 20181025.1) will start the process,
and it waits for a few seconds for an available agent to start it.

5. After a few moments, the build process will start, and in just a few minutes,
the build will be completed and you can review the steps of the build in the
logs, as shown here. Ignore the warning that is shown for Test Assemblies
for now. We will fix this in the recipe Continuous integration — executing unit
test cases in the pipeline later in this chapter:

Logs Summary Tests % Release  [[] Artifacts Z Edit 5] Queue

Agent job 1 Job

Pool: Hosted V52017 - Agent: Hosted Agent

Prepare job - succeeded
Initialize Agent - succeeded
Initialize job - succeeded
Checkout - succeeded

Use NuGet 44.1 - succeeded
MNuGet restore - succeeded

Build solution - succeeded
Archive Files - succeeded

Test Assemblies - succeeded
Publish symbols path - succeeded

Publish Artifact - succeeded

O 000000006 0 0O

Post-job: Checkout - succeeded
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6. If you would like to view the output of the build, click on the Artifacts
button highlighted in the following screenshot. You can download the
files by clicking on the Download button as shown here:

$/AzureServerlessCookBook C31 : Removed i

Artifacts explorer

drop

1 Artifacts & Edit &2 Queue ™

O 32zip

-

ownload

C

[y Copy download URL

=

Configuring and triggering an automated
build

For most applications, it might not make sense to perform manual builds in Azure
DevOps. It would make sense if we can configure Continuous Integration (CI)

by automating the process of triggering the build for each check-in/commit done
by the developers.

In this recipe, you will learn how to configure continuous integration in Azure
DevOps for your team project and also trigger the automated build by making a
change to the code of the HTTP trigger Azure Function that we created in Chapter
4, Understanding the Integrated Developer Experience of Visual Studio Tools for Azure
Functions.
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How to do it...

Perform the following steps:

1. Navigate to the build definition AzureServerlessCookBook-C# Function-
c1 by clicking on the Edit button as shown in the following screenshot:

AzureServerlessCookBook-C# Function-Cl

Mew ™

History

Analytics®

& Edit

&t Queue

Q AzureServerlessCookBook-C# Fun... Commit

S/AzureServerlessCookBook
@ Removed Queue References

2. Once you are in the build definition, click on the Triggers menu, shown
as follows:

Retention  History = Save & queue ~ ) Discard ‘= Summary

Tasks  Variables ITriggersI Options

Continuous integration

& AzureServerlessCookBook

K AzureServerlessCookBook
fene I Enable continuous integration I

Gated check-in l:‘ Batch changes while a build is in progress

AzureServerlessCookBook )
9: f— Path filters
Type Path specification
Scheduled Add )
nclude $/AzureServerlessCookBook

T Add

Build completion

3. Now, click on the Enable continuous integration checkbox to enable
the automated build trigger.

4. Save the changes by clicking on the arrow mark available beside the Save
& queue button and click on the Save button available in the drop-down
menu, which is shown in the following screenshot:
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Zawe & queu

Save & queue

Save as draft

Let’s navigate to the Azure Function project in Visual Studio. Make a small
change to the last line of the run function source code that is shown next. |
just replaced the word hello with Automated Build Trigger test by:
return name != null ? (ActionResult)new OkObjectResult ($"Automated
Build Trigger test by, { name}")

new BadRequestObjectResult ("Please pass a name on the
query string or in the request body") ;

Let’s check in the code and commit the changes to the source control.
As shown here, you will get a new change set ID generated. In this case,
it is Changeset 32:

Pending Changes | AzureServerlessCook]

|0 Changeset 32I5uccessfu||y checked in.

vm-2017 =

Shelve + | Actions =

Now, immediately navigate back to the Azure DevOps build definition to
see that a new build got triggered automatically and is in progress, as shown
in the following screenshot:

AzureServerlessCookBook-C# Function-Cl

History

Analytics® £ Edit &Y Queue

@ Maodified the Welcome Messages to demo Cl

@ Removed Queue References © 20181025.1 e B T
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How it works...

These are the steps followed in this recipe:

1. We enabled the automatic build trigger for the build definition
2. We made a change to the codebase and checked it into TFVC

3. Automatically, a new build got triggered in Azure DevOps — builds
immediately after the code is committed to the TFVC

There’s more...

If you would like to restrict the developers to checking in code only after a successful
build, then you need to enable gated-check-in. In order to enable this, edit the build
definition and then navigate to the Triggers tab and Enable gated check-in, as
shown in the following screenshot:

2 r e gt b Bewan b T et o
& - ApnrmteweieseSook Bool o DE R ral or

Tasks  Variables Options  Retention  History Save & queue Discard Summary

Continuous integration o
<+ AzureServerlessCookBook

9”: AzureServerlessCookBook

Enable gated check-in

Gated check-in || Run continuous integration triggars for committed changss
§F  AzureServerlessCookBook Use workspace mapping for filters
Scheduled %

Build completion

Now, go back to Visual Studio and make some changes to the code. If you try
to check in the code without building the application from within Visual Studio,
then you will get an alert, as shown here:
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Gated Check-in ? X

You need to build your changes for validation before they can be
committed to the Team Foundation Server

Your changes have been shelved and will be built as follows:

Shelveset: Gated_2018-10-25_05.30.08.0807
Build definition: AzureServerlessCookBook-C# Function-Cl (AzureServerlessCookBook)

Cancel

@ Show options Build Changes |

If your changes build successfully, they will be checked in automatically on your behalf.

Click on Build Changes in the preceding step to start the build in Visual Studio.
As soon as the build in Visual Studio is complete, the code will be checked into
Azure DevOps and then a new build will be triggered automatically, as shown here:

Modified the code to test Gated Check-in e mAe e amae i e
@ 1 build for Pravesan 0 201810254 $/AzureServerlessC... 2018-10-25-10:59  2018-10-25

Continuous integration — executing unit
test cases in the pipeline

One of the most important steps in any software development methodology is

to write automated unit tests that validate the correctness of our code. It is also
important that we run these unit tests every time the developer releases new code,
to provide test code coverage.

In this recipe, we will learn how to incorporate the process of building the unit tests
that we developed in the Developing Unit Tests for Azure Functions HTTP Triggers
recipe of Chapter 6, Exploring Testing Tools for the Validation of Azure Functions.
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How to do it...

Perform the following steps:

1. Inthe Continuous integration - creating a build definition recipe of this chapter,
we utilised a build template that had both the Build solution and build Test
Assemblies steps, as shown in the following screenshot:

Tasks Variables Triggers Options Retention  History [E Save & queue

Pipeline

;\E sipeline [T View YAML

Name *
E= Get sources
® AzureServerlessCookBook $/AzureServerlessCookBook AzureServerlessCookBook-C# Function-Cl
Agent job 1 Agent pool* (O | Pool information | Manage =
: Hosted V52017 v O

'c Use NuGet 4.4.1

Parameters @ | < unlinkal

'c NuGet restore Path to solution or packages.config* &
o= “"\“‘Shﬂ
Dal Build solution Artifact Name * &
— drop

Archive Files

b=

Test Assemblies

%

Publish symbols path

=

Publish Artifact

2. Click on Test Assemblies as shown in the previous screenshot. Replace
the default configuration with the one provided here, in the Test files field:
**\$ (BuildConfiguration) \**\*test*.dll
! **\Obj \**

I *x\*TestAdapter.dll

3. The previous configuration settings let the test runner do the following:

° Search for any .d11 file with the word Test in its name that is
located in the release folder any where in the artifacts. You might
be wondering where release has come into picture. It’s the value
of the $ (Buildconfiguration) variable in the Variables section
shown in the following screenshot:
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Tasks |Variab|es| Triggers

Pipeline variables

Variable groups

Predefined variables =

Opticns  Retentic

n History = Summary [> Queue
Name T Value
BuildConfiguration release
BuildPlatform any cpu
system.debug false

syste ea ._.f'%

o

Ignore all the .d11 files in the obj folder as our goal is to work
only on the .d11 files located inside the release folder.

4. That's it. Let's now queue the build by clicking on the Queue button after
saving the changes. After a few minutes, the build pipeline will get passed
without any warnings, as shown in the following screenshot:

Logs

Summary  Tests

Agent job 1 Job
Pool: Hosted V52017 - Agent: Hosted Agent

Prepare job -
Initialize job -
Initialize Agent -
Checkout - succe
Use NuGet 4.4.1
NuGet restore - s

Build sclution -

Archive Files -

o5l
' Release

succeeded

succeeded

succeeded

eded

* succeeded

ucceeded

succeeded

succeeded

Test Assemblies -

succeeded

Publish symbols path -

Publish Artifact -

Post-job: Checkout -

succeeded

succeeded

succeeded

] Artifacts

&7 Edit

O

% Queue

View detailed logs
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5. Here is the summary of the test cases. You can see the chart that shows
the percentage of the test cases that have passed and failed:

Logs  Summary & Release  [[] Artifacts ~ & Edit 5 Queue v

Summary ~

1 Run(s) Completed ( 1 Passed, 0 Failed, 0 Not impacted, 0 Others )

1 1 @ Passed 100%
Total tests Ll Pass percentac
0 Others

8s 940ms

N 556ms

There’s more...

If you have followed all the naming conventions as per the instructions, then you
won’t face any issues with this recipe. However, if you have used a different name
for the unit project and if you haven’t used the word test somewhere in the name
of project (which is the same name as the generated .d11 file), then feel free to
change the format in the following setting:

**\$ (BuildConfiguration) \**\ *whateverwordyouhaveinthenameofthedllfi
le*x.dll

In the recipe, you used *, ** and !, which are called file matching patterns. You can
learn more about the file matching patterns at https://docs.microsoft.com/en-
us/azure/devops/pipelines/tasks/file-matching-patterns?view=vsts.

Creating a release definition

Now that we know how to create a build definition and trigger an automated build
in Azure DevOps — pipelines, our next step is to release or deploy the package to
an environment where the project stakeholders can review it and provide feedback.
In order to do that, first we need to create a release definition in the same way that
we created the build definitions.
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Getting ready

I have used the new release definition editor to visualise the deployment pipelines.
The release definition editor is still in preview. By the time you read this, if it is still
in preview, then you can enable it by clicking on the profile image and then clicking
on the Preview features link, as shown in the following screenshot:

0

My profile
Security
Usage

Motification settings

Praveen Kumar
prawinZk@gmail.com

Preview features

QII}:‘,DE):IQ

Help

Sign out

o @

You can then enable new release definition editor, as shown in the following

screenshot:

New Releases Hub

Let’s get started with creating a new release definition.
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How to do it...

Perform the following steps:

1. Navigate to the Releases tab, as shown in the following screenshot, and click
on the New Pipeline link:

l'_:j Azure DevOps azureserveriesscookboo AzureSenveriessCookBoo Pipelines Releases

n AzureServerlessCookB...

n Crverview
% Boards
Repos

f Pipelines

sz Builds

|I,§’ Releases
It Library . H

= Taskgroups 41
**  Deployment groups Y v
A Testrens " \ i ¢
P Artifacts -
No release pipelines found

Automate your release process in a few easy steps with a new pipeline

2. The next step is to choose a Release definition template. In the Select
a template pop-up, select Azure App Service deployment and click
on the Apply button, as shown in the following screenshot. Immediately
after clicking on the Apply button, a new environment (stage) pop-up
will be displayed. For now, just close the Environment pop-up:
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Select a template fearch
Or start with an ¢y Empty job
Featured

Apply

Click on the Add button available in the Artifacts box to add a new artifact,

as shown in the following screenshot:

wom

All pipelines > * New release pipeline

2 @ 1job, 1task

Pipeline  (© Tasks ~ Variables  Retention  Options  History
Artifacts ||+ Add Stages | -+ Add v
|
%  Stage1
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4. Inthe Add an artifact pop-up, make sure that you choose the following:
1. Source type: Build
2. Project: The team project your source code is linked to

3. Source (build definition): The build definition name where
your builds are created

4. Default Version: Latest

Add an artifact

Source type

4 more artifact types ~

Project* @

AzureServerlessCookBook v

Source (build pipeline) * @

AzureServerlessCookBook-C# Function-Cl v

Default version * ()

Latest ~

Source alias* @

_AzureServerlessCookBook-C# Function-Cl

@' The artifacts published by each version will be available for deployment in release pipelines. The
|atest successful build of AzureServerlessCookBook-C# Function-Cl published the following
artifacts: drop.

5. After reviewing all the values on the page, click on the Add button
to add the artifact.

6. Once the artifact is added, the next step is to configure the stages, where
the package needs to be published. Click on the 1 phase, 1 task link, shown
in the following screenshot: Also, change the name of the release definition
0 release-def-stg:
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+ release-def-stg

Pipeline (D Tasks ~ Wariables  Retention  Options  History

Artifacts | + Add Environments | & Add
P
/" Build

&
| | éé [ i M e R
"\bwld-def_”',f" 123 (O phase, 1 task
\\__ 7

7. You will be taken to the Tasks tab, shown next. Provide a meaningful name
to the Stage name field. I have provided the name Staging Environment
for this example. Next, choose the Azure subscription in which you would
like to deploy the Azure Function. You will need to click on the Authorize
button to provide the permissions, as shown here:

Pipeline (D Tasks Variables  Retention  Options  Histary

Staging Environment

Some semings need atientien Stage name

Staging Ervironment

Run on agent

Parameters @ |

Connection Type * &7
@y Deploy Azure App Service
B (DS tettings naed sthentisn Azure Resource Manager
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8. After authorising the subscription, you need to ensure that you have chosen
the App type to be Function App, and then choose the function app name
in the App Service name to which you would like to deploy the package,

as shown here:

If you don’t see your subscription or app service, refresh

the item by clicking on the icon that is available after the

Authorise button of the above screen screenshot.

All pipelines > ¥ New release pipeline Save

Pipeline  Tasks Variables ~ Retention  Options  History

Staging Environment

Deployment process

Stage name
Staging Environment

Run on agent

Parameters @ | < Unlinkall
Azure subscription* (& | Manage 2

e"\‘;‘_) Deploy Azure App Service ) ) )
> [ Azure App Service Deplo Visual Studio Enterprise — MPN (366c4797-27c7-4050-9b87-d2f9641c0268)

App type &
Function App
App service name ¥ &

FunctionAppInVisualStudioV2

v O

9. Click on the Save button to save the changes. Now, let’s use this release
definition and try to create new release by clicking on Create release,
as shown in the following screenshot:

+ Releas
+ Create release

+ Create draft release
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10. Next, you will be taken to the Create a new release pop-up where you
can configure the build definition that needs to be used. As we have only
one, we can see only one build definition. You also need to choose the
right version of the build, as shown here. Once you review it, click on
the Create button to queue the release:

Create a new release

MNew release pipzline

# Pipeline ~

Click on a stage to change its trigger from automated to manual.
{& Staging En
Stages for a trigger change from automated to manual. ©

~ Staging Environment N

B Artifacts A

Select the version for the artifact sources for this release

Source alias Version
_AzureServerlessCookBook-C# F... 0181025. v

Release description

Cancel
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11. Clicking on the Create button in the preceding step will take you to the
following step. Click on the Deploy stage button as shown here to initiate the
process of deploying the release:

" New release pipeline > Release-1

Pipeline Variables History + Deploy () Refresh /" Edit release

< Deploy stage

Release @ Deploy multiple

Manually triggered Staging Environment

by @ Praveen Kumar D Not deployed

_AzureServerlessCookB...
20181025.5

12. You will now be prompted to review the associated artifacts. Once you
review them, click on the Deploy button as shown here:

[356]



Chapter 11

Staging Environment

Deploy release

Overview Commits Work ltems

To be deployed (Deploying for the first time)

Deploy Cancel

Release-1
Artifacts
.\!r. _AzureServerlessCookBook-C# Function-Cl / 20181025.5
H = S/AzureServerlessCookBook
Comment

13. Immediately, the process will start and it will show In Progress to indicate

the progress of the release, as shown here:

Stages

Staging Environment

[> In progress
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14. Click on the In Progress links shown in the previous screenshot to review
the progress. As shown next, the release process succeeded:

" New release pipeline > Release-1 > Staging Environment ~ Succeeded

< Pipeline Tasks Variables Logs Tests > Deploy ) Refresh 4 Download all logs ./ Edit release

Run on agent

Pool: Hosted VS2017 - Agent: Hosted Agent

Initialize Agent - succeeded
Initialize job - succeeded

Download artifact - _AzureServerlessCookBook-C# Function-Cl - drop + succeeded

AN NN

Deploy Azure App Service + succeeded

How it works...

In the Pipeline tab, we have created artifacts and an environment named staging,
and linked them together.

We have also configured the environment to have the Azure App Service related
to the Azure Functions that we created in Chapter 4, Understanding the Integrated
Developer Experience of Visual Studio Tools for Azure Functions.

There’s more...

If you are configuring continuous deployment for the first time, you might see a
button with the text Authorise in the Azure App Service deployment step. Clicking
on the Authorise button will open a pop-up window where you will be prompted
to provide your Azure Management portal’s credentials.

You can rename the release pipeline by clicking on the name at the top,
as shown here:

[358]



Chapter 11

mom

Azure Serverless Cookbook Release

ookBook-C#

C]

not set

All pipelines > §%*
Pipeline  Tasks - Variables  Retention  Options  History
Artifacts | + Add Stages | + Add
4 s
% | Staging Environme... Q

_AzureServerlessC

Schedule

/ 1job, 1 task

Currently, there is a template specific to Azure Functions, shown next. However,
it looks like it’s not working. By the time you read this book, you should probably

give atry:

Select a template

.l
U

Start with an

Others

iz Empty job

function

&> Deploy a function app to Azure Functions m

See also

The Deploying an Azure Function app to Azure Cloud using Visual Studio recipe of
Chapter 4, Understanding the Integrated Developer Experience of Visual Studio Tools

for Azure Functions.
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Triggering the release automatically

In this recipe, you will learn how to configure continuous deployment for an
environment. In your project, you can configure dev/staging or any other pre-
production environment, and configure continuous deployment to streamline
the deployment process.

In general, it is not recommended that you configure continuous deployment for
a production environment. However, this might depend on various factors and
requirements. Be cautious and think about various scenarios before you configure
continuous deployment for your production environment.

Getting ready

Download and install the Postman tool if you have not installed it yet.

How to do it...

Perform the following steps:

1. By default, the releases are configured to be pushed manually. Let’s
configure Continuous Deployment by navigating back to the Pipeline
tab and clicking on the Continuous deployment trigger, as shown in
the following screenshot:

All pipelines > " Azure Serverless Cookbook Release
Pipeline  Tasks Variables  Retention  Options  History
Artifacts | -+ Add Stages | Add ~
Z
4
kiﬂ

_AzureServerlessC % S‘Faglng Environme...
ookBook-C# = 1job, 1 task
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2. Asshown in the following screenshot, enable the Continuous deployment
trigger and click on Save to save the changes:

Continuous deployment trigger

Build: _AzureServerlessCookBook-C# Function-Cl

E E Enabled
reates a release every time a new build is available.

Build branch filters @
Mo filters added.
+ Add | v

3. Navigate to Visual Studio and make some code changes, as highlighted here:

return name != null ? (ActionResult)new OkObjectResult ($"Automated
Build Trigger and Release test by, { name}")

new BadRequestObjectResult ("Please pass a name on the
query string or in the request body") ;

4. Now, check in the code with a comment, Continuous Deployment, to
commit the changes to Azure DevOps. As soon as you check in the code,
navigate to the Builds tab to see a new build get triggered, as shown in
the following screenshot:

AzureServerlessCookBook-C# Function-Cl

History  Analytics™ & Edit 5 Queue

Commit Build #

Continuous Deployment © 201810255
T e T SHEiess
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5. Navigate to the Releases tab after the build is complete to see that a new
release got triggered automatically, as shown in the following screenshot:

Azure Serverless Cookbook Release

Releases  Analytics ¢ Edit pipeline 57 Create a release
Releases Created Stages
Release-3 N ) 2018-10-25 12:27 O staging E.. |
gy 20181025... F° $/AzureServerlessCookBook _

Release-2
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gy 20181025... F° $/AzureServerlessCookBook

Release-1
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6. Once the release process is complete, you can review the change by making a
request to the HTTP Trigger using the Postman tool:

Body (11}
Pretty JSOM
1 ["Automated Build Trigger & Release Trigger test by Praveen Sreeram”

How it works...

In the Pipeline tab, we have enabled the Continuous deployment trigger.

Every time a build associated with AzureServerlessCookBook-C# Function-CI iS
triggered, the Azure Serverless Cookbook Release release will be automatically
triggered to deploy the latest build to the designated environment. We have also
seen the automatic release in action by making a code change in Visual Studio.

There’s more...

You can also create multiple environments and configure the definitions to release
the required builds to those environments.
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Other Books You May Enjoy

If you enjoyed this book, you may be interested in these other books by Packt:

Architecting Microsoft
Azure Solutions -
Exam Guide 70-535

Architecting Microsoft Azure Solutions - Exam Guide 70-535

Sjoukje Zaal

ISBN: 978-1-78899-173-5

>

>

>

Use Azure Virtual Machines to design effective VM deployments
Implement architecture styles, like serverless computing and microservices

Secure your data using different security features and design effective
security strategies

Design Azure storage solutions using various storage features
Create identity management solutions for your applications and resources

Architect state-of-the-art solutions using Artificial Intelligence, IoT and Azure
Media Services

Use different automation solutions that are incorporated in the Azure platform
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Other Books You May Enjoy

Linux .
Administration
on Azure
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Hands-On Linux Administration on Azure

Frederik VVos

ISBN: 978-1-78913-096-6

>

>

Understand why Azure is the ideal solution for your open source workloads

Master essential Linux skills and learn to find your way around the Linux
environment

Deploy Linux in an Azure environment

Use configuration management to manage Linux in Azure

Manage containers in an Azure environment

Enhance Linux security and use Azure’s identity management systems
Automate deployment with Azure Resource Manager (ARM) and Powershell
Employ Ansible to manage Linux instances in an Azure cloud environment
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Leave a review — let other readers know
what you think

Please share your thoughts on this book with others by leaving a review on the site that
you bought it from. If you purchased the book from Amazon, please leave us an honest
review on this book’s Amazon page. This is vital so that other potential readers can see

and use your unbiased opinion to make purchasing decisions, we can understand what
our customers think about our products, and our authors can see your feedback on the

title that they have worked with Packt to create. It will only take a few minutes of your

time, but is valuable to other potential customers, our authors and Packt. Thank you!
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