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Introduction

Welcome to Sams Teach Yourself the C# Language in 21 Days. As you can guess from
the title of this book, I have written this book with the expectation that you will spend 21
days learning the C# programming language. The book is divided into 21 lessons that
can each be accomplished in a couple of hours or a single evening. If you dedicate 2 to 3
hours for 21 days, you should easily be able to work through this book. This doesn’t
have to be consecutive evenings, nor does it even have to be evenings.

Each lesson can be read in an hour or two. Some will take longer to read; some will take
less time. If you expect to learn C# by just reading, you will be greatly disappointed.
Instead, you should expect to spend half your time reading and the other half entering the
code from the daily lesson, doing the quizzes, and trying out the exercises. That might
sound like a lot, but you can do each lesson in an evening, if you try.

The quizzes and exercises are part of the 21-day series, designed to help you confirm
your understanding of that day’s material. After reading a day’s lesson, you should be
able to answer all the questions in the quiz. If you can’t, you may need to review parts of
that lesson.

The exercises present you with a chance to apply what you've learned. The exercises
generally focus on understanding code, identifying common code problems, and writing
code based on the day's lesson.

Answers to the quizzes and most of the exercises are provided on the CD-ROM,
"Answers”, which can be found on the CD-ROM included with the book. Try to come up
with the answers on your own before jumping to the CD-ROM.

You will notice several other features when reading this book. You'll find tips, notes, and
caution boxes throughout the book. Tips provide useful suggestions. Notes provide addi-
tional information that you might find interesting. Cautions alert you to a common prob-
lem or issue that you might encounter. A special element of this series of books is the
Q&A section at the end of each day. The Q&A section provides questions—along with
the answers—you might have while reading that day’s lesson. These questions might
involve peripheral topics to the lesson.

A second special element is provided simply for fun. Throughout this book, you will find
Type & Runs (T&Rs), which provide listings that you can enter, compile, and run. More
important, you can make changes with the code in these listings; you an experiment and
play. In most cases, you should find the T&Rs a bit more functional and fun than the
more standard listings used to teach specific topics.
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Assumptions I've Made

I’ve made a few assumptions about you. I’ve assumed that you have a C# compiler and a
NET runtime environment. Although you can read this book without them, you will
have a harder time fully understanding what is being presented. To help ensure this
assumption, this book comes with a CD-ROM that includes a C# editor and a C# run-
time.

I’ve assumed that you are a beginning-level programmer. If you are not, you will still
gain a lot from this book; however, you might find that in some areas you will progress
slower than you’d like.

This book does not assume that you are using Microsoft Visual C# .NET or the
Microsoft Visual Studio .NET development environment. You can use Microsoft’s tools
or a number of other tools. You’ll learn more about this within the book. I don’t even
assume that you are using Microsoft Windows. After all, there are now C# compilers for
other platforms such as Linux and FreeBSD.

Web Site Support

No one is perfect—especially me. Combine this with a programming language that is rel-
atively new and that faces future changes. You can expect problems to crop up.

This book has been based on a previous edition, which has been read by thousands.
Editorial, technical, and development reviews of the book have been done. Even with all
the reviews, errors still happen. In case a problem did sneak through, errata for this
book can be found on a number of Web sites. The publisher’s Web site is located at

www . samspublishing.com/.

Additionally, I have created a site specifically for the support of this book:
www . TeachYourselfCSharp.com. I will post errata at this location.

Source Code

I believe that the best way to learn a programming language is to type the code and see it
run. I believe that the best way to learn a programming language is to type in the pro-
grams. I also understand, however, that my beliefs are not the same as everyone else’s.
For that reason, the source code for this book is provided on the included CD.
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This book is for learning. You can use the source code contained within it. You can adapt
it. You can extend it. You can give it to your mom. Learn from it. Use it. By purchasing
this book, you gain the right to use this code any way you see fit, with one exception:
You can’t repurpose this code for a C# tutorial.

CD-ROM

As already stated, this book includes a CD-ROM that contains the source code for this
book, as well as a number of tools and utilities. When you run the CD-ROM, you will
get information on its contents.

Getting Started

I applaud your efforts in reading this introduction; however, you’re most likely more
interested in learning about C#. “Week 1 at a Glance” gives you an overview of what you
can expect in your first week of learning the C# programming language. What better
time to get started than now?






WEEK 1

At a Glance

Welcome to Sams Teach Yourself the C# Language in 21
Days, Second Edition. If you are unsure what you need to
know to get the most out of this book, you should review the
Introduction. The Introduction also explains the elements
used within this book.

You are getting ready to start the first of three weeks of
lessons. These first lessons will help you gain a solid founda-
tion for writing C# programs. Regardless of what C# com-
piler you are using, as long as it follows the C# standards,
you should be able to learn and apply all of the information
learned in this first week.

Starting with Day 1, “Getting Started with C#,” you will be

entering C# programs. In addition to learning about C# and

some of the editors and tools available, you will learn how a
C# program is created and run.

On Day 2, “Understanding C# Programs,” you will learn how
C# fits into the Microsoft .NET Framework. You will also be
taught about the fundamental principles of an object-oriented
language, and you will learn how basic information is held
within a C# program.

Day 3, “Manipulating Values in Your Programs” and Day 4,
“Controlling Your Program’s Flow,” teach you the core pro-
gramming concepts required for C# programming. This
includes manipulating data and controlling your program
flow.

Days 5, “The Core of C# Programming: Classes,” and 6,
“Packaging Functionality: Class Methods and Member
Functions,” cover classes and class methods. Classes are a
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core concept to object-oriented programming and, therefore, a core concept to C# pro-
gramming.

The first week ends with coverage of a number of more complex ways for holding infor-
mation in a program on Day 7, “Storing More Complex Stuff: Structures, Enumerators,
and Arrays.” On this day, you will learn how to organize your program’s data in a num-
ber of ways.

By the end of the first week, you will have learned many of the foundational concepts
for C# programming. You’ll find that by the time you review this first week, you will
have the tools and knowledge to build basic C# programs on your own.



WEEK 1

DAY 1

Getting Started with C#

Welcome to Sams Teach Yourself C# in 21 Days! In today’s lesson, you begin
the process of becoming a proficient C# programmer. Today you...

e Learn why C# is a great programming language to use.

» Discover the steps in the program-development cycle.

* Understand how to write, compile, and run your first C# program.

* Explore error messages generated by the compiler and linker.

* Review the types of solutions that can be created with C#.

* Create your first console and Windows forms program.

¢ Learn about object-oriented concepts.

What Is C#?

It would be unusual if you bought this book without knowing what C# is.
However, it would not be unusual if you didn’t know a lot about the language.
Released to the public as a beta in June 2000 and officially released in the
spring of 2002, C#—pronounced “see sharp”—has not been around for very
long.
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C# is a language that was created by Microsoft and submitted to ECMA for standardiza-
tion. Its creators were a team of people at Microsoft that included the guidance of Anders
Hejlsberg. Interestingly, Hejlsberg is a Microsoft Distinguished Engineer who has cre-
ated other products and languages, including Borland Turbo C++ and Borland Delphi.
With C#, he and the team at Microsoft focused on using what was right about existing
languages and adding improvements to make something better.

Although C# was created by Microsoft, it is not limited to just Microsoft platforms. C#
compilers exist for FreeBSD, Linux, the Macintosh, and several of the Microsoft plat-
forms.

C# is a powerful and flexible programming language. Like all programming languages, it
can be used to create a variety of applications. The C# language does not place con-
straints on what you can do; therefore, your potential with it is limited only by your
imagination. C# has already been used for projects as diverse as dynamic Web sites,
development tools, and even compilers.

In the following section, you learn a process for creating and running a C# program. This
is followed by some additional background information on the C# language.

Preparing to Program

You should take certain steps when solving a problem. First, you must define the prob-
lem. If you don’t know what the problem is, you will never find the solution. After you
know what the problem is, you can devise a plan to fix it. When you have a plan, you
can usually implement it. After the plan is implemented, you must test the results to see
whether the problem actually has been solved. This same logic can be applied to many
other areas, including programming.

When creating a program in C# (or in any language), you should follow a similar
sequence of steps:

1. Determine the objective(s) of the program.

2. Determine the methods you want to use in writing the program.

3. Create the program to solve the problem.

4. Run the program to see the results.
An example of an objective (see Step 1) is to write a word processor or database pro-

gram. A much simpler objective is to display your name on the screen. If you don’t have
an objective, you won’t be able to write an effective program.
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The second step is to determine the method you want to use to write the program. Do
you need a computer program to solve the problem? What information must be tracked?
What formulas will be used? During this step, you should try to determine what you
need and in what order the solution should be implemented.

As an example, assume that someone asks you to write a program to determine the area
inside a circle. Step 1 is complete because you know your objective: Determine the area
inside a circle. Step 2 is to determine what you need to know to calculate the area. In this
example, assume that the user of the program will provide the radius of the circle.
Knowing this, you can apply the formula 7’ to obtain the answer. Now you have the
pieces you need, so you can continue to Steps 3 and 4, which are called the program-
development cycle.

The Program-Development Cycle

The program-development cycle has its own steps. In the first step, you use an editor to
create a file that contains your source code. In the second step, you compile the source
code to create an intermediate file called either an executable file or a library file. The
third step is to run the program to see whether it works as originally planned.

Creating the Source Code

Source code is a series of statements or commands used to instruct the computer
to perform your desired tasks. These statements and commands are a set of key-
words that have special meaning along with other text. As a whole, this text is readable
and understandable.

As mentioned, the first step in the program-development cycle is to enter source code
into an editor. For example, here is a snippet of C# source code:

System.Console.WriteLine("Hello, Mom!");

This single line of source code instructs the computer to display the message Hello, Mom!

on the screen. Even without knowing how to program, you could speculate that this line

of source code writes a line (WriteLine) to the system’s console window (System.Console).
It is also easy to understand that the line written will be Hello Mom!.

Using an Editor

An editor is a program that can be used to enter and save source code. A number
of editors can be used with C#. Some are made specifically for C#, and others
are not.
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Microsoft has added C# capabilities to Microsoft Visual Studio .NET, which now
includes Microsoft Visual C# .NET. This is the most prominent editor available for C#
programming; however, you don’t need Visual Studio .NET or Visual C# .NET to create
C# programs.

Other editors also are available for C#. Like Visual Studio .NET, many of these enable
you to do all the steps of the development cycle without leaving the editor. Most of these
editors also provide features such as color-coding the text that you enter. This makes it
much easier to find possible mistakes. Many editors even give you information on what
you need to enter and by providing a robust help system.

If you don’t have a C# editor, don’t fret. Most computer systems include a program that
can be used as an editor. If you’re using Microsoft Windows, you can use either Notepad
or WordPad as your editor. If you’re using a Linux or UNIX system, you can use such
editors as ed, ex, edit, emacs, or Vvi.

The editor SharpDevelop is included on the CD with this book. For more on this editor,
see Appendix D, “Using SharpDevelop.”

Word processors can also be used to enter C# source code. Most word processors use
special codes to format their documents. Other programs can’t read these codes correctly.
Many word processors—such as WordPerfect, Microsoft Word, and WordPad—are capa-
ble of saving source files in a text-based form. When you want to save a word processor
file as a text file, select the Text option when saving.

Nﬂtﬂ To find alternative editors, check computer stores or computer mail-order
catalogs. Another place to look is in the ads in computer-programming mag-

azines. The following are a few editors that were available at the time this
book was written:

¢ SharpDevelop, by Mike Kriiger—SharpDevelop is a free editor for C#
and VB .NET projects on Microsoft’s .NET platform. It is an open-
source editor (GPL), so you can download both source code and exe-
cutables from www.icsharpcode.net. This editor includes a forms
designer, code completion, and more. A copy of this editor is included
on the CD with this book.

¢ CodeWright—CodeWright is an editor that provides special support
for ASP, XML, HTML, C#, Perl, Python, and more. A 30-day trial version
of this editor is available at www.premia.com. CodeWright is now asso-
ciated with Borland.
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¢ Poorman IDE—Poorman provides a syntax-highlighted editor for both
C# and Visual Basic .NET. It also enables you to run the compiler and
capture the console output so that you don’t need to leave the
Poorman IDE. Poorman is located at www.geocities.com/duncanchen/
poormanide.htm.

e EditPlus—EditPlus is an Internet-ready text editor, HTML editor, and
programmer’s editor for Windows. Although it can serve as a good
replacement for Notepad, it also offers many powerful features for
Web page authors and programmers, including the color-coding of
code. It is located at www.editplus.com.

¢ JEdit—JEdit is an open-source editor for Java; however, it can be used
for C#. It includes the capability of color-coding the code. It is located
at http://jedit.sourceforge.net.

¢ Antechinus C#—This editor supports the C# programming language,
provides color-coded syntax, and allows you to compile and run appli-
cations from the integrated environment. Other features include easy
project generation, integration with .NET tools, unlimited undo/redo
capability, bookmarks and brace matching, and Intellisense. It is
located at www.c-point.com.

Naming Your Source Files

When you save a source file, you must give it a name. The name should describe what
the program does. Although you could give your source file any extension, .cs is recog-
nized as the appropriate extension to use for a C# program source file.

]’ip The name should describe what the program does. Some people suggest
that the name of your source file should be the same as the name of your
C# class.

Understanding the Execution of a C# Program

It is important to understand a little bit about how a C# program executes. C# programs
are different from programs that you can create with many other programming lan-
guages.

C# programs are created to run on the .NET Common Language Runtime (CLR). This
means that if you create a C# executable program and try to run it on a machine that
doesn’t have the CLR or a compatible runtime, the program won’t execute.
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The benefit of creating programs for a runtime environment is portability. If you wanted
to create a program that could run on different platforms or operating systems with an
older language such as C or C++, you had to compile a different executable program for
each. For example, if you wrote a C application and you wanted to run it on a Linux
machine and a Windows machine, you would have to create two executable programs—
one on a Linux machine and one on a Windows machine. With C#, you create only one
executable program, and it runs on either machine.

If you want your program to execute as fast as possible, you want to create a true

executable. To become a true executable, a program must be translated from
source code to machine language (digital, or binary, instructions). A program called a
compiler performs this translation. The compiler takes your source code file as input and
produces a disk file containing the machine-language instructions that correspond to your
source-code statements. With programs such as C and C++, the compiler creates a file
that can be executed with no further effort.

With C#, you use a compiler that does not produce machine language. Instead, it pro-
duces an Intermediate Language (IL) file. This IL file can be copied to any machine with
a .NET CLR. Because this IL file isn’t directly executable by the computer, you need
something more to happen to translate or further compile the program for the computer.
The CLR or a compatible C# runtime does this final compile just as it is needed.

Compiling the program is one of the first things the CLR does with an IL file. In this
process, the CLR converts the code from the portable, IL code to a language (machine
language) that the computer can understand and run. The CLR actually compiles only the
parts of the program that are being used. This saves time. This final compile of a C# pro-
gram is called Just In Time (JIT) compiling, or jitting.

Because the runtime needs to compile the IL file, it takes a little more time to initially
run portions of a program than it does to run a fully compiled language such as C++.
After the first time a portion of the program is executed, the time difference disappears
because the fully compiled version is used from that point. In most cases, this initial time
delay is minor. You can also choose to JIT a C# program when you install it to a specific
platform.

Nlltﬂ At the time this book was written, the .NET CLR and a command-line C#
compiler were available for free from Microsoft as a part of the .NET

Framework. Check the Microsoft Web site (www.microsoft.com) for the latest
version of the .NET Framework.
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Additionally, limited versions of C# and the .NET Framework are available
for other platforms. This includes the mono version of .NET. The mono pro-
ject (www.go-mono.com) includes a compiler and a runtime that works for
.NET. Currently, the mono project targets Windows, Linux, and the
Macintosh.

Compiling C# Source Code to Intermediate Language

To create the IL file, you use the C# compiler. If you are using the Microsoft NET
Framework SDK, you can apply the csc command, followed by the name of the source
file, to run the compiler. For example, to compile a source file called Radius.cs, you type
the following at the command line:

csc Radius.cs

If you are not using Microsoft’s .NET Framework, a different command may be neces-
sary. For example, the mono compiler is mcs. To compile for mono, you use the
following:

mcs Radius.cs

If you’re using a graphical development environment such as Microsoft Visual C# .NET,
compiling is even simpler. In most graphical environments, you can compile a program
by selecting the Compile icon or selecting the appropriate option from the menu. After
the code is compiled, selecting the Run icon or the appropriate option from the menus
executes the program.

N"tﬂ You should check your compiler’s manuals for specifics on compiling and
running a program.

After you compile, you have an IL file. If you look at a list of the files in the
directory or folder in which you compiled, you should find a new file that has the
same name as your source file, but with an .exe (rather than a .cs) extension. The file
with the .exe extension is your compiled program (called an assembly). This program is
ready to run on the CLR. The assembly file contains all the information that the CLR
needs to know to execute the program. According to .NET terminology, the code inside
the assembly file is called managed code.

New TERM
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If you run the program and receive different results than you thought you would, you
need to go back to the first step of the development process. You must identify what
caused the problem and correct it in the source code. When you make a change to the
source code, you need to recompile the program to create a corrected version of the
executable file. You keep following this cycle until you get the program to execute
exactly as you intended.

The C# Development Cycle

Use an editor to write your source code. C# source-code files are usually given the .cs
extension (for example, a_program.cs, database.cs, and so on).

Compile the program using a C# compiler. If the compiler doesn’t find any errors in the
program, it produces an assembly file with the extension .exe or .dll. For example,
Myprog.cs compiles to Myprog.exe by default. If the compiler finds errors, it reports
them. You must return to Step 1 to make corrections in your source code.

Execute the program on a machine with a C# runtime, such as the CLR. You should test to
determine whether your program functions properly. If not, start again with Step 1, and
make modifications and additions to your source code.

Figure 1.2 shows the program-development steps. For all but the simplest programs, you
might go through this sequence many times before finishing your program. Even the
most experienced programmers can’t sit down and write a complete, error-free program
in just one step. Because you’ll be running through the edit-compile-test cycle many
times, it’s important to become familiar with your tools: the editor, compiler, and runtime
environment.
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FIGURE 1.2

The steps involved in
C# program develop-
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Creating Your First C# Program

You're probably eager to create your first program in C#. To help you become familiar
with your compiler, Listing 1.1 contains a quick program for you to work through. You
might not understand everything at this point, but you should still try to get a feel for the
process of writing, compiling, and running a real C# program.

This demonstration uses a program named Hello.cs, which does nothing more than dis-
play the words Hello, World! on the screen. This program is the traditional one used to
introduce people to programming. The source code for Hello.cs is in Listing 1.1. When
you type this listing, don’t include the line numbers on the left or the colons.
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LisTING 1.1 Hello.cs

1 class Hello

2: {

3 public static void Main()

4: {

5: System.Console.WriteLine("Hello, World!");
6 }

70}

Be sure that you have installed your compiler as specified in the installation instructions
provided with the software. If you have installed the .NET Framework SDK, then you
already have a C# compiler installed. It comes with a C# compiler.

When your compiler and editor are ready, follow the steps in the next section to enter,
compile, and execute Hello.cs.

Entering and Compiling Hello.cs

To enter and compile the Hello.cs program, follow these steps:

1. Start your editor.

2. Enter the Hello.cs source code shown in Listing 1.1. Don’t enter the line numbers
or colons; these are provided only for reference within this book. Press Enter at the
end of each line. Make sure that you enter the code using the same case. C# is case
sensitive, so if you change the capitalization, you will get errors.

[:ﬂ“ti““ In C and C++, main() is lowercase. In C#, Main() has a capital M. In C#, if you
type a lowercase m, you will get an error.

3. Save the source code. You should name the file Hello.cs.

4. Verify that Hello.cs has been saved by listing the files in the directory or folder.

5. Compile Hello.cs. If you are using the Microsoft C# command-line compiler, enter
the following:

csc Hello.cs

If you are using a mono command-line compiler, enter the following:

mcs Hello.cs

If you are using an Integrated Development Environment (IDE), select the appro-

priate icon, hot key, or menu option. You should get a message stating that there
were no errors or warnings.
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If you are using Microsoft Visual Studio .NET, you can launch the command
prompt from Start, Program Files, Microsoft Visual Studio .NET, Visual Studio
.NET Tools, Visual Studio .NET Command Prompt. If you choose to use the
command line, | recommend that you use this prompt for compiling and
executing your C# programs because it has the correct path settings for the
C# compiler.

6. Check the compiler messages. If you receive no errors or warnings, everything

should be okay.

If you made an error typing the program, the compiler will catch it and display an
error message. For example, if you misspelled the word console as Consol, you
would see a message similar to the following:

Hello.cs(5,7): error CS0234: The type or namespace name 'Consol' does not
exist in the class or namespace 'System' (are you missing an assembly
reference?)

Go back to Step 2 if this or any other error message is displayed. Open the
Hello.cs file in your editor. Compare your file’s contents carefully with Listing 1.1,
make any necessary corrections, and continue with Step 3.

. Your first C# program should now be compiled and ready to run. If you display a

directory listing of all files named hello (with any extension), you should see the
following:

Hello.cs, the source code file you created with your editor
Hello.exe, the executable program created when you compiled hello.cs

. To execute, or run, Hello.exe, enter Hello at the command line. The message Hello,

world! is displayed onscreen.

Nﬂtﬂ If you are using Windows and you run the hello program by double-clicking
in Microsoft’s Windows Explorer, you might not see the results. This pro-

gram runs in a command prompt window. When you double-click in
Windows Explorer, the program opens a command prompt window, runs the
program, and—because the program is done—closes the window. This can
happen so fast that it doesn’t seem like anything happens. It is better to
open a command prompt window, change to the directory containing the
program, and then run the program from the command line.
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Nﬂtﬂ If you are not using the Microsoft .NET compiler and runtime, you might
have to run the program differently. For example, to run the program using
the mono runtime, you will need to enter the following on a command line:

mono Hello.exe

If you are using a different runtime, you will want to check its documenta-
tion for specific instructions for running a .NET program.

Congratulations! You have just entered, compiled, and run your first C# program.
Admittedly, Hello.cs is a simple program that doesn’t do anything overly useful, but it’s
a start. In fact, most of today’s expert programmers started learning in this same way—
by compiling a “hello world” program.

Understanding Compilation Errors

A compilation error occurs when the compiler finds something in the source code that it
can’t compile. A misspelling, a typographical error, or any of a dozen other things can
cause the compiler to choke. Fortunately, modern compilers don’t just choke; they tell
you what they’re choking on and where the problem is. This makes it easier to find and
correct errors in your source code.

This point can be illustrated by introducing a deliberate error into the Hello.cs program
that you entered earlier. If you worked through that example (and you should have), you
now have a copy of hello.cs on your disk. Using your editor, move the cursor to the end
of Line 5 and erase the terminating semicolon. Hello.cs should now look like Listing 1.2.

LisTING 1.2 Helloerr.cs—Hello.cs with an Error

1 class Hello

2: |

3 public static void Main()

4: {

5: System.Console.WriteLine("Hello, World!")
6 }

70}

Next, save the file. You’re now ready to compile it. Do so by entering the command for
your compiler. Remember, the command-line command is this:

csc Helloerr.cs
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“I] If the compiler reports multiple errors and you can find only one, fix that

Because of the error you introduced, the compilation is not completed. Instead, the com-
piler displays a message similar to the following:

Helloerr.cs(5,48): error CS1002: ; expected
Looking at this line, you can see that it has three parts:

Helloerr.cs The name of the file where the error was found

(5,48): The line number and position where the error
was noticed: Line 5, position 48

error CS1002: ; expected A description of the error

This message is quite informative, telling you that when the compiler made it to the 48th
character of Line 5 of Helloerr.cs, the compiler expected to find a semicolon but didn’t.

Although the compiler is very clever about detecting and localizing errors, it’s no
Einstein. Using your knowledge of the C# language, you must interpret the compiler’s
messages and determine the actual location of any errors that are reported. They are often
found on the line reported by the compiler, but if not, they are almost always on the pre-
ceding line. You might have a bit of trouble finding errors at first, but you should soon
get better at it.

Before leaving this topic, take a look at another example of a compilation error. Load
Helloerr.cs into your editor again, and make the following changes:

1. Replace the semicolon at the end of Line 5.

2. Delete the double quotation mark just before the word Hello.

Save the file to disk, and compile the program again. This time, the compiler should dis-
play an error message similar to the following:

Helloerr.cs(5,46): error CS1010: Newline in constant

The error message finds the correct line for the error, locating it in Line 5. The error
messages found the error at location 46 on Line 5. This error message missed the point
that a quotation mark was missing from the code. In this case, the compiler took its best
guess at the problem. Although it was close to the area of the problem, it was not perfect.

error and recompile. You might find that your single correction is all that's
needed, and the program will compile without errors.
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Understanding Logic Errors

You might get one other type of error: logic errors. Logic errors are not errors that you
can blame on the code or the compiler; they are errors that can be blamed only on you. It
is possible to create a program with perfect C# code that still contains an error. For
example, suppose that you want to calculate the area of a circle by multiplying 2 multi-
plied by the value of pi, multiplied by the radius:

Area = 27r

You can enter this formula into your program, compile, and execute. You will get an
answer. The C# program could be written syntactically correct; however, every time you
run this program, you will get a wrong answer. The logic is wrong. This formula will
never give you the area of a circle; it gives you its circumference. You should have used
the formula 7tr’.

No matter how good a compiler is, it will never be able to find logic errors. You have to
find these on your own by reviewing your code and by running your programs.

Types of C# Programs

Before continuing with another program, it is worth reviewing the types of applications
you can create with C#. You can build a number of types:

* Console applications—Console applications run from the command line.
Throughout this book, you will create console applications, which are primarily
character- or text-based and, therefore, remain relatively simple to understand.

* Window forms applications—You can also create Windows applications that take
advantage of the graphical user interface (GUI) provided by Microsoft Windows.

¢ Web Services—Web Services are routines that can be called across the Web.
* Web form/ASP.NET applications—ASP.NET applications are executed on a Web

server and generate dynamic Web pages.

In addition to these types of applications, C# can be used to do a lot of other things,
including create libraries, create controls, and more. As you progress through this book,
you will learn to create applications based on these four main types of applications.

Creating Your First Window Application

One of the most common types of application you will most likely create with C# is a
Windows form application. You might also see these applications referred to as WinForm
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applications. These applications use the graphical-style windows like those that you see
in Microsoft Windows. Because a standardized library (from the .NET Framework) is
used, you can actually expect the Windows application to match your operating system’s
look and feel. In Listing 1.3, an extremely simple windows form is created. You’ll notice
that this application takes a little more code than the previous console application that
was created. However, you will also notice that the application’s output is much nicer.

If you are using the Microsoft .NET runtime, you will be able to do forms-based
(Windows) applications. If you are using a different runtime, you will need to check its
documentation to determine whether Window forms is currently supported. At the time
this book was written, the support for Window forms applications were fully available
only within the Microsoft Framework. The go-mono project was working to build the
routines for doing forms-based (Windows) applications. Other versions of the .NET
Framework are expected to support Windows forms as well as the other .NET
Framework routines. This means that if your framework doesn’t support these routines
today, it will most likely support them in the future. More important, the routines follow
Microsoft’s structure, to make them portable.

NI]IE The routines for doing forms are a part of the .NET Framework rather than
a part of the C# language. However, the C# language can tap into these

routines.

LisTING 1.3  MyForm.cs: Hello Windows World!

1 using System;

2 using System.Windows.Forms;

3

4 namespace HelloWin

5: {

6 public class MyForm : Form

7 {

8: private TextBox txtEnter;

9: private Label 1lblDisplay;

10: private Button btnOk;

11:

12: public MyForm()

13: {

14: this.txtEnter = new TextBox();
15: this.lblDisplay = new Label();
16: this.btnOk = new Button();
17: this.Text = "My HelloWin App!";
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LisTiING 1.3  continued

19: /] txtEnter

20: this.txtEnter.Location = new System.Drawing.Point (16, 32);
21: this.txtEnter.Size = new System.Drawing.Size (264, 20);
22:

23: /1 1lblDisplay

24: this.lblDisplay.Location = new System.Drawing.Point (16, 72);
25: this.lblDisplay.Size = new System.Drawing.Size (264, 128);
26:

27: /] btnOk

28: this.btnOk.Location = new System.Drawing.Point (88, 224);
29: this.btnOk.Text = "OK";

30: this.btnOk.Click +=

31: new System.EventHandler(this.btnOK_Click);
32: /1 MyForm

33: this.Controls.AddRange(new Control[] {

34: this.txtEnter, this.lblDisplay, this.btnOk});
35: }

36:

37: static void Main ()

38: {

39: Application.Run(new MyForm());

40: }

41:

42: private void btnOK_Click(object sender, System.EventArgs e)
43:

44: 1blDisplay.Text = txtEnter.Text + "\n" + lblDisplay.Text;
45: }

46: }

47: }

Just as you did with the previous program, enter the code from Listing 1.3 into your edi-
tor. Remember that the line numbers and colons are for reference in the book; you do not
enter them when entering the listing. After you’ve entered the listing, you will compile it
as shown earlier. If you are compiling at the command line, you enter this:

csc /t:winexe MyForm.cs

Nﬂtﬂ You can actually leave out the /t:winexe, and this program will still compile
and run. By including /t:winexe on the command line, you tell the C# com-
piler to target this application as a Windows executable. Non-Microsoft com-
pilers use a similar command.
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As you can see, much more code is needed to display a form than is needed to display a
simple message in a console window. Look through the code in Listing 1.3; however,
don’t expect to understand all of it right now. You’ll see there is code for creating a text
box (txtEnter), a button (btnok), and a label control (1b1pisplay). You’ll learn more about
this code when you learn about Windows forms.

Why C#?

Now that you’ve created your first applications in C#, it is time to step back and answer
a simple question: Why C#? Many people believed that there was no need for a new pro-
gramming language. Java, C++, Perl, Microsoft Visual Basic, and other existing lan-
guages were believed to offer all the functionality needed.

C# was created as an object-oriented programming (OOP) language. Other programming
languages include object-oriented features, but very few are fully object-oriented. As you
go through this book, you will learn all the details of what makes up an object-oriented
language.

C# is a language derived from C and C++, but it was created from the ground up.
Microsoft started with what worked in C and C++, and included new features that would
make these languages easier to use. Many of these features are very similar to what is
found in Java. Ultimately, Microsoft had a number of objectives when building the lan-
guage. These objectives included the creation of a simple, yet modern language that was
fully object-oriented.

Ea“ti““ The following contains a lot of technical terms. Don’t worry about under-
standing these; most of them don't matter to C# programmers. The ones

that do matter are explained later in this book.

Other reasons exist for using C#, beyond Microsoft’s reasons. C# removes some of the
complexities and pitfalls of languages such as Java and C++, including macros, multiple
inheritance, and virtual base classes. These are all areas that cause either confusion or
potential problems for C++ developers. If you are learning C# as your first language, rest
assured—these are topics that you won’t have to spend time learning. Statements, expres-
sions, operators, and other functions are taken directly from C and C++, but improve-
ments make the language simpler. Some of the improvements include eliminating
redundancies. Other areas of improvement include additional syntax changes. For
example, C++ uses a number of different operators when working with members of a
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structure: ::, ., and ->. Knowing when to use each of these three operators can be very
confusing. In C#, these all have been replaced with a single symbol—the “dot” operator.
For newer programmers, changes like these make learning C# easier. You’ll learn more
about all of these features throughout this book.

C# is also a modern language. Features such as exception handling, garbage collection,
extensible data types, and code security are expected in a modern language; C# contains
all of these. If you are a new programmer, you might be asking what all these compli-
cated-sounding features are. Again, you don’t need to understand these now. By the end
of your 21 days, you will understand how all of them apply to your C# programming.

C# Is Object-Oriented

As mentioned earlier, C# is an object-oriented language. The keys to an object-
NEw TErRM

oriented language are encapsulation, inheritance, and polymorphism. C# sup-
ports all of these. Encapsulation is the placing of functionality into a single package.
Inheritance is a structured way of extending existing code and functionality into new
programs and packages. Polymorphismis the capability of adapting to what needs to be
done. Detailed explanations of each of these terms and a more detailed description of
object orientation are provided in Day 5’s lesson, “The Core of C# Programming:
Classes.” Additionally, because OOP is central to C#, these topics are covered in greater
detail throughout this book.

C# Is Modular

C# code can (and should) be written in chunks called classes, which contain rou-
NEw TERM

tines called member methods. These classes and methods can be reused in other
applications or programs. By passing pieces of information to the classes and methods,
you can create useful, reusable code.

Another term that is often associated with C# is component. C# can also be used

to create components. Components are programs that can be incorporated into
other programs. These may or may not include the C# code. Once created, a component
can be used as a building block for other more complex programs.

C# Will Be Popular

C# is a newer programming language, but its popularity is already growing. One of the
key reasons for this growth is Microsoft and the promises of .NET.

Microsoft wants C# to be popular. Although a company cannot make a product popular,
it can help. Not long ago, Microsoft suffered the abysmal failure of the Microsoft Bob
operating system. Although Microsoft wanted Bob to be popular, it failed.
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C# stands a better chance of success than Microsoft Bob. I don’t know whether people at
Microsoft actually used Bob in their daily jobs. C#, however, is being used by Microsoft.
Many of its products have already had portions rewritten in C#. By using it, Microsoft
helps validate the capabilities of C# to meet the needs of programmers.

Microsoft .NET is another reason why C# stands a chance to succeed. .NET is a change
in the way the creation and implementation of applications is done. Although virtually
any programming language can be used with .NET, C# is proving to be the language of
choice.

Starting with Microsoft Windows Server 2003, the .NET Framework will be included
with Microsoft’s operating systems. This means that there will be no need to install the
runtime on future versions of Windows. This will give Windows developers the capabil-
ity to use all of the functionality built into the .NET Framework, without needing to dis-
tribute it with their applications. This can result in smaller applications.

C# will also be popular for all the features mentioned earlier: simplicity, object-orienta-
tion, modularity, flexibility, and conciseness.

A High-Level View of .NET

C# is a language that was created to work with the .NET Framework. The .NET
Framework consists of a number of pieces, including a runtime, a set of predefined rou-
tines, and a defined set of ways to store the information. C# programs take advantage of
these features of the platform.

You have already learned about the runtime: the Common Language Runtime (CLR).
The CLR offers a buffer between your compiled C# program and the specific operating
system you are using to run your C# program.

The standard way of storing information is accomplished through the Common Type
System (CTS). This is a set of storage types that a number of different programs can use.
More specifically, all of the programming languages used with the .NET platform use
these common types. By using a common system to define ways of storing information,
it is possible for different programming languages to share this information. You’ll learn
more about the CTS and the common types in Day 2’s lesson, “Understanding C#
Programs.”

The other key piece to the .NET platform is the set of defined routines that you can use.
These routines are a part of the .NET Base Class library (BCL). Thousands of routines
have been created that you can use from your C# programs. These include routines such
as printing information to a console window, as you did in the “Hello World” application,
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or more complex routines for creating forms and controls. Routines also exist for doing
file handling, working with XML, doing multitasking, and much more. You'll see lots of
these routines used throughout this book.

Nlltﬂ Note that these routines are fully available in the Microsoft .NET
Framework. In .NET Frameworks for other platforms, the routines were not
completed at the time this book was written. For example, the go-mono
project was still in the process of creating many of these routines. Projects

such as go-mono are working to convert the routines so that they will work
identically to the routines in Microsoft’s .NET Framework.

The routines in the BCL, the CTS, and many other features of the .NET platform apply
to other .NET languages in the same way they apply to C#. For example, the routines in
the BCL are the same routines that are used by languages such as Microsoft Visual Basic
.NET, Microsoft J# .NET, and JScript .NET.

Because of the shared features from the .NET Framework, you will find that after you
learn C#, it is very simple to learn to use other .NET programming languages. In fact,
you can create routines in C# that can be used by other .NET languages as well.

C# and Object-Oriented Programming (OOP)

You’ve covered a lot of material already today; however, one more foundational topic
needs to be covered before jumping deep into the C# programming language. This is
object-oriented programming (OOP).

As mentioned earlier, C# is considered an object-oriented language. To take full advan-
tage of C#, you should understand the concepts of object-oriented languages. The follow-
ing sections present an overview of objects and what makes a language object-oriented.
You will learn how these concepts are applied to C# as you work through the rest of this
book.

Object-Oriented Concepts

What makes a language object-oriented? The most obvious answer is that the language
uses objects. However, this doesn’t tell you much. As stated earlier, three concepts gener-
ally are associated with object-oriented languages:
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* Encapsulation
* Polymorphism

¢ Inheritance

A fourth concept is expected as a result of using an object-oriented language: reuse.

Encapsulation

Encapsulation is the concept of making “packages” that contain everything you need.
With object-oriented programming, this means that you can create an object (or package)
such as a circle that does everything that you would want to do with a circle. This
includes keeping track of everything about the circle, such as the radius and the center
point. It also means knowing how to handle the functionality of a circle, such as calculat-
ing its radius and possibly knowing how to draw it.

By encapsulating a circle, you allow the user to be oblivious to how the circle works; the
user needs to know only how to interact with the circle. This provides a shield to the
inner workings of the circle. Why should users care how information about a circle is
stored internally? As long as they can get the circle to do what they want, they shouldn’t.

Polymorphism

Polymorphism is the capability of assuming many forms. This can be applied to two
areas of object-oriented programming (if not more). First, it means that you can call an
object or a routine in many different ways and still get the same result. Using a circle as
an example, you might want to call a circle object to get its area. You can do this by
using three points or by using a single point and the radius. Either way, you would
expect to get the same results. In a procedure language such as C, you need two routines
with two different names to address these two methods of getting the area. In C#, you
still have two routines; however, you can give them the same name. Any programs that
you or others write will simply call the circle routine and pass your information. The cir-
cle program automatically determines which of the two routines to use. Based on the
information passed, the correct routine is used. Users calling the routine don’t need to
worry about which routine to use; they just call the routine.

A more important use of polymorphism is the capability to work with something even
though you might not know exactly what it is. Your program can adapt. For example, you
could have a number of different shapes, such as triangles, squares, and circles. You
could write a program that used polymorphism that could work with shapes. Because tri-
angles, squares, and circles are all shapes, your program could adapt to working with

all three of these. Although this type of programming is more complex than basic
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programming, the power that it provides you is worth the complexity. You’ll learn to pro-
gram polymorphism in this manner on Day 12, “Tapping into OOP: Interfaces.”

Inheritance

Inheritance is the most complicated of the object-oriented concepts. Having a circle is
nice, but what if a sphere would be nicer? A sphere is just a special kind of circle: It has
all the characteristics of a circle, with a third dimension added. You could say that a
sphere is a special kind of circle that takes on all the properties of a circle and then adds
a little more. By using the circle to create your sphere, your sphere can inherit all the
properties of the circle. The capability of inheriting these properties is a characteristic of
inheritance.

Reuse

One of the key reasons an object-oriented language is used is the concept of reuse. When
you create a class, you can reuse it to create lots of objects. By using inheritance and
some of the features described previously, you can create routines that can be used again
in a number of programs and in a number of ways. By encapsulating functionality, you
can create routines that have been tested and proven to work. This means that you won’t
have to test the details of how the functionality works—only that you are using it cor-
rectly. This makes reusing these routines quick and easy.

Objects and Classes

Now that you understand the concepts of an object-oriented language, it is

important to understand the difference between a class and an object. A class is a
definition for an item that will be created. The actual item that will be created is an
object. Simply put, classes are definitions used to create objects.

An analogy often used to describe classes is a cookie cutter. A cookie cutter defines a
cookie shape. It isn’t a cookie, and it isn’t edible. It is simply a construct that can be used
to create shaped cookies repeatedly. When you use the cookie cutter to create cookies,
you know that each cookie will look the same. You also know that you can use the
cookie cutter to create lots of cookies.

As with a cookie cutter, a class can be used to create lots of objects. For example, you
can have a circle class that can be used to create a number of circles. If you create a
drawing program to draw circles, you could have one circle class and lots of circle
objects. You could make each circle in the snowman an object; however, you would need
only one class to define all of them.
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You also can have a number of other classes, including a name class, a card class, an
application class, a point class, a circle class, an address class, a snowman class (that can
use the circle class), and more.

N“tﬂ Classes and objects are covered again in more detail throughout this book.
Today’s information gives you an overview of the object-oriented concepts
and introduces you to some of the terminology. If you don’t fully under-

stand the terminology at this time, don’t worry; you'll understand these con-
cepts by the end of your 21 days.

Summary

At the beginning of today’s lesson, you learned what C# has to offer, including its power,
its flexibility, and its object orientation. You also learned that C# is considered simple
and modern.

Today you explored the various steps involved in writing a C# program—the process
known as program development. You should have a clear grasp of the edit-compile-test
cycle before continuing.

Errors are an unavoidable part of program development. Your C# compiler detects errors
in your source code and displays an error message, giving both the nature and the loca-
tion of the error. Using this information, you can edit your source code to correct the
error. Remember, however, that the compiler can’t always accurately report the nature
and location of an error. Sometimes you need to use your knowledge of C# to track down
exactly what is causing a given error message.

You ended today’s lesson with an overview of several object-oriented concepts. You were
introduced to a number of technical concepts, including polymorphism, inheritance,
encapsulation, and reuse. You also learned the conceptual difference between a class and
an object. Because OOP is central to C#, you’ll learn more about these concepts through-
out this book.

A lot was covered in your first day of C#. Many of the concepts and technical terms will
be covered again as you progress through this book. Before moving on to Day 2, you
should make sure that you are comfortable with the steps of entering, compiling, and
running a C# program, as shown earlier. Don’t worry about understanding the actual C#
code at this time. That is the focus of the rest of this book!
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Q&A

Q
A

Will a C# program run on any machine?

No. A C# program will run only on machines that have the Common Language
Runtime (CLR) installed. If you copy the executable program to a machine that
does not contain the CLR, you get an error. On versions of Microsoft Windows
without the CLR, you usually are told that a DLL file is missing.

If I want to give people a program that I wrote, which files do I need to give
them?

One of the nice things about C# is that it is a compiled language. This means that
after the source code is compiled, you have an executable program. If you want to
give the hello program to all your friends with computers, you can. You give them
the executable program, Hello.exe. They don’t need the source file, hello.cs, and
they don’t need to own a C# compiler. They do need to use a computer system that
has a .NET runtime, such as the Common Language Runtime (CLR) from
Microsoft.

After I create an executable file, do I need to keep the source file (.cs)?

If you get rid of the source file, you have no easy way to make changes to the pro-
gram in the future, so you should keep this file.

Most Integrated Development Environments create files in addition to the source
file (.cs) and the executable file. As long as you keep the source file (.cs), you can
almost always re-create the other files. If your program uses external resources,
such as images and forms, you also need to keep those files in case you need to
make changes and re-create the executable.

If my compiler came with an editor, do I have to use it?

Definitely not. You can use any editor, as long as it saves the source code in text
format. If the compiler came with an editor, you should try to use it. If you like a
different editor better, use it. I use an editor that I purchased separately, even
though all my compilers have their own editors. The editors that come with com-
pilers are getting better. Some of them automatically format your C# code. Others
color-code different parts of your source file, to make it easier to find errors.

Do I need a copy of Microsoft Visual Studio .NET or Microsoft Visual C#
.NET to do C# programming?

No. However, you do need a C# compiler and a copy of a .NET runtime. The
Microsoft NET Framework—which was free to download at the time this book
was written—contains a C# compiler as well as the runtime that you need to exe-
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cute your programs. You can also use different C# compilers and runtimes. For
example, you can download a C# compiler and runtime from www.go-mono.com. The
mono products will work with platforms such as Windows, Linux, and more.

One caution is that some of the available compilers and runtime might not fully
support all of the functionality of the Microsoft platform. If a C# compiler has
been released, it should fully support the C# language. The C# language is covered
in the first 14 days of this book. During the last week, a number of the NET
Framework classes are covered. Compilers and runtimes that are not complete
might not fully support everything in the last week. The Microsoft .NET
Framework supports everything presented in this book.

Can I ignore warning messages?

Some warning messages don’t affect how the program runs, and some do. If the
compiler gives you a warning message, it’s a signal that something isn’t right.
Most compilers let you set the warning level. By setting the warning level, you can
get only the most serious warnings, or you can get all the warnings, including the
most minute. Some compilers even offer various levels between. In your programs,
you should look at each warning and make a determination. It’s always best to try
to write all your programs with absolutely no warnings or errors. (With an error,
your compiler won’t create the executable file.)

Workshop

The Workshop provides quiz questions to help you solidify your understanding of the
material covered and exercises to provide you with experience in using what you’ve
learned. Try to understand the quiz and exercise answers before continuing to the day’s
lesson. Answers are provided on the CD.

Quiz

1.

2
3.
4

W

Give three reasons why C# is a great choice of programming language.

. What do IL and CLR stand for?

What are the steps in the program-development cycle?

. What command do you need to enter to compile a program called My_prog.cs with

your compiler?

What extension should you use for your C# source files?

6. Is Filename.txt a valid name for a C# source file?
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3. Enter and compile the following program. What does this program do?
class AClass

—_

2:

3: public static void Main()

4: {

5: int x,y;

6: for ( x = 0; x < 10; x++, System.Console.Write( "\n" ) )
7: for (y =0; y <10; y++ )

8: System.Console.Write( "X" );

9: }

10: }

4. Bug Buster: The following program has a problem. Enter it in your editor and
compile it. Which lines generate error messages?
1: class Hello

2: {

3: public static void Main()

4: {

5: System.Console.WriteLine(Keep Looking!);
6: System.Console.WriteLine(You'll find it!);
7: }

8: }

5. Make the following change to the program in Exercise 3. Recompile and rerun this
program. What does the program do now?

8: System.Console.Write( "{0}", (char) 1 );
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Numbering Your Listings

Throughout this book, you will find a number of Type & Run sections. These
sections present a listing that is a little longer than the listings within the daily
lessons. The purpose of these listings is to give you a program to type in and
run. The listings might contain elements not yet explained in the book.

These programs generally do something either fun or practical. For instance,
the program included here, named NumberIT, adds line numbers similar to
those included on the listings in this book. You can use this program to number
your listings as you work through the rest of this book.

I suggest that after you type in and run these programs, you take the time to
experiment with the code. Make changes, recompile, and then rerun the pro-
grams. See what happens. There won’t be explanations on how the code
works—only on what it does. Don’t fret, though. By the time you complete this
book, you should understand everything within these earlier listings. In the
meantime, you will have had the chance to enter and run some listings that are
a little more fun or practical.
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The First Type & Run

Enter and compile the following program. If you get any errors, make sure you entered
the program correctly.

The usage for this program is NumberlT filename.ext, where filename.ext is the source
filename along with the extension. Note that this program adds line numbers to the list-
ing. (Don’t let this program’s length worry you; you’re not expected to understand it yet.
It’s included here to help you compare printouts of your programs with the ones given in
the book.)

LisTING T&R 1.1 NumberlT.cs

1:
2:
3
4
5:
6
7
8

9:
10:
11:
12:
13:
14:
15:
16:
17:
18:
19:
20:
21:
22:
23:
24:
25:
26:
27:
28:
29:
30:
31:
32:
33:
34:
35:

using System;

using System.IO;

: //] <summary>

/// Class to number a listing. Assumes fewer than 1000 lines.

: [/ </summary>

: class NumberIT

{
/] <summary>
//] The main entry point for the application.
/1] </summary>

public static void Main( string[] args)

{
/] check to see if a file name was included on the
// command line.
if ( args.Length <=0 )
{
Console.WriteLine("\nYou need to include a filename.");
I3
else
{

/| declare objects for connecting to files...
StreamReader InFile = null;
StreamWriter OutFile = null;

try

{
// Open file name included on command line...
InFile = File.OpenText(args([Q]);
/| Create the output file...
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LisTING T&R1.1 continued

36: OutFile = File.CreateText("outfile.txt");
37:

38: Console.Write("\nNumbering...");

39:

40: // Read first line of the file...

41: string line = InFile.ReadLine();

42: int ctr = 1;

43:

44: // loop through the file as long as not at the end...
45: while ( line != null)

46: {

47: OutFile.WriteLine("{@}: {1}",

48: ctr.ToString().PadLeft(3,'0'), line);
49: Console.Write("..{0}..", ctr.ToString());
50: ctr++;

51: line = InFile.ReadLine();

52: }

53: }

54: catch (System.IO.FileNotFoundException)

55: {

56: Console.WriteLine ("Could not find the file {0}", args[0]);
57: }

58: catch (Exception e)

59: {

60: console.WriteLine("Error: {0}", e.Message);
61: }

62: finally

63: {

64: if(InFile != null)

65: {

66: /| Close the files

67: InFile.Close();

68: OutFile.Close();

69: Console.WriteLine("...Done.");

70: }

71: }

72: }

73: }

74: }

You will also find that the Type & Runs don’t contain line-by-line analysis like many of
the listings within the books. Instead, a few key concepts are highlighted.

Enter the previous listing and compile it. If you need to, refer to Day 1, “Getting Started
with C#,” for the steps to enter, compile, and run a listing. When you run this listing on
the command line as follows:
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NumberIT

you will get this message:

You need to include a filename.
OutpuTt

This listing takes a command-line parameter that is the name of the file that you want
numbered. For example, to number the NumberIT.cs listing, you would enter this:

NumberIT NumberIT.cs

When this program executes, it displays the following to the screen:

OuTPUT

Numbering..... 1....2....8....4....56....6....7....8....9....10....11....
13....14....15....16....17....18....19....20....21....22....23....
..25....26....27....28....29....30....31....32....33....34....35....
37....38....39....40....41....42....43....44....45....46....47....
..49....50....51....52....58....54....55....56..... Done.

2....

4..
6....
8

In addition to displaying this output, the listing creates an additional file named
outfile.txt. This file contains the numbered version of the listing that you passed as a
command-line parameter. If you want the output to be a different name, you can change

the name in Line 36.

AN =

The source code for this listing is available on the included CD. Any updates
to the code will be available at www.TeachYourselfCSharp.com.
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DAY 2

Understanding C#
Programs

In addition to understanding the basic composition of a program, you need to
understand the structure of creating a C# program. Today you...

* Learn about the parts of a C# application.

¢ Understand C# statements and expressions.

* Explore the basic storage types for C# programs.

e Learn what a variable is.

* Discover how to create variable names in C#.

» Use different types of numeric variables.

¢ Evaluate the differences and similarities between character and numeric
values.

¢ See how to declare and initialize variables.
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Dissecting a C# Application

The first part of today’s lesson focuses on a simple C# application. Using Listing 2.1,
you will gain an understanding of some of the key parts of a C# application.

LisTING 2.1 App.cs—Example C# Application

1: // App.cs - A sample C# application

2: // Don't worry about understanding everything in
3: // this listing. You'll learn all about it later!
L R R R R R
5:

6: using System;

7:

8: class App

9: {

10: public static void Main()

11: {

12: //Declare variables

13:

14: int radius = 4;

15: const double PI = 3.14159;

16: double area;

17:

18: //Do calculation

19:

20: area = PI * radius * radius;

21:

22: //Print the results

23:

24: Console.WritelLine("Radius = {0}, PI = {1}", radius, PI );
25: Console.WritelLine("The area is {@}", area);
26: }

27: }

You should enter this listing into your editor and then use your compiler to create the
program. You can save the program as App.cs. When compiling the program, you enter
the following at the command prompt:

csc App.cs

Alternatively, if you are using a visual editor, you should be able to select a compiler
from the menu options.
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I:Ellltillll Remember, you don’t enter the line numbers or the colons when you are
entering the listing. The line numbers help in discussing the listing in the

lessons.

When you run the program, you get the following output:

Radius = 4, PI = 3.14159
Output The area is 50.26544
As you can see, the output from this listing is pretty straightforward. The value of a

radius and the value of pP1 are displayed. The area of a circle based on these two values is
then displayed.

In the following sections, you learn about some of the different parts of this program.
Don’t worry about understanding everything. In the lessons presented on later days, you
will be revisiting this information in much greater detail. The purpose of the following
sections is to give you a first look.

Starting with Comments

The first four lines of Listing 2.1 are comments. Comments are used to enter information
in your program that can be ignored by the compiler. Why would you want to enter
information that the compiler will ignore? There are a number of reasons.

Comments are often used to provide descriptive information about your listing—for
example, identification information. Additionally, by entering comments, you can docu-
ment what a listing is expected to do. Even though you might be the only one who uses a
listing, it is still a good idea to put in information about what the program does and how
it does it. Although you know what the listing does now—because you just wrote it—
you might not be able to remember later what you were thinking. If you give your listing
to others, the comments will help them understand what the code was intended to do.
Comments can also be used to provide revision history of a listing.

The main thing to understand about comments is that they are for programmers using the
listing. The compiler actually ignores them. In C#, you can use three types of comments:
¢ One-line comments
e Multiline comments

¢ Documentation comments
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You can also enter this comment as the following:

/] this is

// a comment that
// is on

// a number of

// lines

The advantage of using multiline comments is that you can “comment out” a section of a
code listing by simply adding /* and */. The compiler ignores anything that appears
between the /* and the */ as a comment.

ﬂﬂlllillll You cannot nest multiline comments. This means that you cannot place one
multiline comment inside of another. For example, the following is an error:
/* Beginning of a comment...

/* with another comment nested */
*/

Documentation Comments

C# has a special type of comment that enables you to create external documentation
automatically.

These comments are identified with three slashes instead of the two used for single-line
comments. These comments also use Extensible Markup Language (XML)—style tags.
XML is a standard used to mark up data. Although any valid XML tag can be used, com-
mon tags used for C# include <c>, <code>, <example>, <exception>, <list>, <para>, <param>,

<paramref>, <permission>, <remarks>, <returns>, <see>, <seealso>, <summary>, and <value>.

These comments are placed in your code listings. Listing 2.2 shows an example of
these comments being used. You can compile this listing as you have earlier listings. See
Day 1, “Getting Started with C#,” if you need a refresher.

LisTING 2.2 Xmlapp.cs—Using XML Comments

/] Xmlapp.cs - A sample C# application using XML
Il documentation
R R

/1] <summary>

/// This is a summary describing the class.</summary>

/1] <remarks>

//] This is a longer comment that can be used to describe

0N O~ WN =
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LISTING 2.2 continued

9: /// the class. </remarks>
10: class Xmlapp
11: {

12: /1] <summary>

13: /// The entry point for the application.

14: /] </summary>

15: /1] <param name="args"> A list of command line arguments</param>
16: public static void Main(string[] args)

17: {

18: System.Console.WriteLine("An XML Documented Program");

19: }

20: }

When you compile and execute this listing, you get the following output:

An XML Documented Program
OuTtpuT

To get the XML documentation, you must compile this listing differently from what you
have seen before. To get the XML documentation, add the /doc parameter when you
compile at the command line. If you are compiling at the command line, you enter this:

csc /doc:xmlfile Xmlapp.cs
When you compile, you get the same output as before when you run the program. The
difference is that you also get a file called xmlfile that contains documentation in XML.

You can replace xmlfile with any name that you want to give your XML file. For Listing
2.2, the XML file is this:

<?xml version="1.0"?>

<doc>
<assembly>
<name>Xmlapp</name>
</assembly>
<members>
<member name="T:Xmlapp">
<summary>
This is a summary describing the class.</summary>
<remarks>

This is a longer comment that can be used to describe
the class. </remarks>
</member>
<member name="M:Xmlapp.Main(System.String[])">
<summary>
The entry point for the application.
</summary>
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<param name="args"> A list of command line arguments</param>

</member>
</members>
</doc>
XML and XML files are beyond the scope of this book.
Note
Nl]lﬂ If you are compiling from within an Integrated Development Environment,
you need to check the documentation or help system to learn how to gener-
ate the XML documentation. Even if you are using such a tool, you can com-
pile your programs from the command line, if you want. If you are using
Microsoft Visual Studio .NET, you can set the project to generate the XML
documentation by doing the following:
1. Go to the Solution Explorer. See the documentation if you are unsure
of what the Solution Explorer is.
2. Right-click the project name and select the Properties page.
3. Click the Configuration Properties folder to select it.
4. Click the Build option to select it.
5. In the dialog box (shown in Figure 2.1), enter a filename for the XML
Documentation File property. In the dialog box in Figure 2.1, the
name MyXMLDocs was entered.
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Basic Parts of a C# Application

A programming language is composed of a bunch of keywords that have special mean-
ings. A computer program is the formatting and use of these words in an organized
manner, along with a few additional words and symbols. The key parts of a C# language
include the following:

* Whitespace
o C# keywords
 Literals

¢ Identifiers

Formatting with Whitespace

Listing 2.1 has been formatted so that the code lines up and is relatively easy to

read. The blank spaces put into a listing are called whitespace. The basis of this

term is that, on white paper, you can’t see the spaces. Whitespace can consist of spaces,
tabs, linefeeds, and carriage returns.

The compiler almost always ignores whitespace. Because of this, you can add as many
spaces, tabs, and linefeeds as you want. For example, consider Line 14 from Listing 2.1:

int radius = 4;

This is a well-formatted line with a single space between items. This line could have had
additional spaces:

int radius = 4 ;

This line with extra spaces executes the same way as the original. In fact, when the pro-
gram is run through the C# compiler, the extra whitespace is removed. You could also
format this code across multiple lines:

int

radius

4

Although this is not very readable, it still works.

The exception to the compiler ignoring whitespace has to do with the use of text within
quotation marks. When you use text within double quotes, whitespace is important
because the text is to be used exactly as presented. Text has been used within quotation
marks with the listings you have seen so far. In Listing 2.1, Lines 24-25 contain text
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within double quotes. This text is written exactly as it is presented between the quotation

marks.

Tip

The Heart of C#: Keywords

Because the compiler ignores whitespace, you should make liberal use of it
to help format your code and make it readable.

Keywords are the specific terms that have special meaning and, therefore, make up a lan-
guage. The C# language has a number of keywords, listed in Table 2.1.

TAaBLE 2.1 The C# Keywords
abstract as base bool break
byte case catch char checked
class const continue decimal default
delegate do double else enum
event explicit extern false finally
fixed float for foreach goto
if implicit in int interface
internal is lock long namespace
new null object operator out
override params private protected public
readonly ref return sbyte sealed
short sizeof stackalloc static string
struct switch this throw true
try typeof uint ulong unchecked
unsafe ushort using virtual void
while

Note

A few other words are used in C# programs: get, set, and value. Although
these reserved words are not keywords, they should be treated as though

they are.

In future versions of C#, partial, yield, and where might also become key-

words.




|50

Day 2

Nnte Appendix A, “C# Keywords,” contains short definitions for each of the C#
keywords.

These keywords have a specific meaning when you program in C#. You will learn the
meaning of these as you work through this book. Because all these words have a special
meaning, they are reserved; you should not use them for your own use. If you compare
the words in Table 2.1 to Listing 2.1 or any of the other listings in this book, you will see
that much of the listing is composed of keywords.

Literals

- Literals are straightforward hard-coded values. They are literally what they are!
New Term

For example, the numbers 4 and 3.14159 are both literals. Additionally, the text
within double quotes is literal text. Later today, you will learn more details on literals
and their use.

Identifiers

In addition to C# keywords and literals, other words are used within C# pro-
New Term

grams. These words are considered identifiers. Listing 2.1 contains a number of
identifiers, including System in Line 6; sample in Line 8; radius in Line 14; PI in line 15;
area in Line 16; and PI1, radius, and area in Line 22.

Exploring the Structure of a C# Application

Words and phrases are used to make sentences, and sentences are used to make para-
graphs. In the same way, whitespace, keywords, literals, and identifiers are combined to
make expressions and statements. These, in turn, are combined to make a program.

Understanding C# Expressions and Statements

Expressions are like phrases: They are snippets of code made up of keywords.

For example, the following are simple expressions:
PI = 3.14159

PI * radius * radius

Statements are like sentences; they complete a single thought. A statement generally ends
with a punctuation character—a semicolon (;). In Listing 2.1, Lines 14-16 are examples
of statements.
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The Empty Statement

One general statement deserves special mention: the empty statement. As you learned
previously, statements generally end with a semicolon. You can actually put a semicolon
on a line by itself. This is a statement that does nothing. Because there are no expres-
sions to execute, the statement is considered an empty statement. You’ll learn on Day 4,
“Controlling Your Program’s Flow,” when you need to use an empty statement.

Analyzing Listing 2.1
It is worth taking a closer look at Listing 2.1 now that you’ve learned of some of
the many concepts. The following sections review each line of Listing 2.1.

Lines 1-4: Comments

As you already learned, Lines 1-4 contain comments that the compiler ignores. These
are for you and anyone who reviews the source code.

Lines 5, 7, 13, 17, 21, and 23: Whitespace

Line 5 is blank. You learned that a blank line is simply whitespace that the compiler
ignores. This line is included to make the listing easier to read. Lines 7, 13, 17, 21, and
23 are also blank. You can remove these lines from your source file, and there will be no
difference in how your program runs.

Line 6—The using Statement

Line 6 is a statement that contains the keyword using and a literal system. As with most
statements, this ends with a semicolon. The using keyword is used to condense the
amount of typing you need to do in your listing. Generally, the using keyword is used
with namespaces. Namespaces and details on the using keyword are covered in some
detail on Day 5, “The Core of C# Programming: Classes.”

Line 8—Class Declaration

C# is an object-oriented programming (OOP) language. Object-oriented languages use
classes to declare objects. This program defines a class called App. Although classes are
used throughout this entire book, the coding details concerning classes start on Day 5.

Lines 9, 11, 26, and 27: Punctuation Characters

Line 9 contains an opening bracket that is paired with a closing bracket in Line 27. Line
11 has an opening bracket that is paired with the closing one in Line 26. These sets of
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brackets contain and organize blocks of code. As you learn about different commands
over the next four days, you will see how these brackets are used.

Line 10: Main()

The computer needs to know where to start executing a program. C# programs
start executing with the main() function, as in Line 10. A function is a grouping
of code that can be executed by calling the function’s name. You’ll learn the details about
functions on Day 6, “Packaging Functionality: Class Methods and Member Functions.”
The main() function is special because it is used as a starting point.

Lines 14-16: Declarations

Lines 14-16 contain statements used to create identifiers that will store information.
These identifiers are used later to do calculations. Line 14 declares an identifier to store
the value of a radius. The literal 4 is assigned to this identifier. Line 15 creates an identi-
fier to store the value of PI. This identifier, p1, is filled with the literal value of 3.14159.
Line 16 declares an identifier that is not given any value. You’ll learn more about creat-
ing and using these identifiers, called variables, later today.

Line 20: The Assignment Statement

Line 20 contains a simple statement that multiplies the identifier 1 by the radius twice.
The result of this expression is then assigned to the identifier area. You’ll learn more
about creating expressions and doing operations in tomorrow’s lesson.

Lines 24-25: Calling Functions

Lines 24-25 are the most complex expressions in this listing. These two lines call a pre-
defined routine that prints information to the console (screen). You learned about these
routines yesterday, and you’ll see them used throughout this entire book.

Storing Information with Variables

When you start writing programs, you will quickly find that you need to keep track of
different types of information. This might be tracking your clients’ names, the amounts
of money in your bank accounts, or the ages of your favorite movie stars. To keep track
of this information, your computer programs need a way to store the values.

Storing Information in Variables

A variable is a named data storage location in your computer’s memory. By using a vari-
able’s name in your program, you are, in effect, referring to the information stored there.
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For example, you could create a variable called my_variable that holds a number. You
would be able to store different numbers in the my_variable variable.

You could also create variables to store information other than a simple number. You
could create a variable called BankAccount to store a bank account number, a variable
called email to store an email address, or a variable called address to store a person’s
mailing address. Regardless of what type of information will be stored, a variable is used
to obtain its value.

Naming Your Variables

To use variables in your C# programs, you must know how to create variable names. In
C#, variable names must adhere to the following rules:

* The name can contain letters, digits, and the underscore character (_).

* The first character of the name must be a letter. The underscore is also a legal first
character, but its use is not recommended at the beginning of a name. An under-
score is often used with special commands. Additionally, it is sometimes hard to
read.

* Case matters (that is, upper- and lowercase letters). C# is case sensitive; thus, the
names count and Count refer to two different variables.

» C# keywords can’t be used as variable names. Recall that a keyword is a word that
is part of the C# language. (A complete list of the C# keywords can be found in
Appendix A.)

The following list contains some examples of valid and invalid C# variable names:

Variable Name Legality

Percent Legal

y2x5__w7h3 Legal

yearly cost Legal

_2010_tax Legal, but not advised
checking#account Illegal; contains the illegal character #
double Illegal; is a C keyword

9byte Illegal; first character is a digit
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Using Your Variables

Before you can use a variable in a C# program, you must declare it. A variable declara-
tion tells the compiler the name of the variable and the type of information that the vari-
able will be used to store. If your program attempts to use a variable that hasn’t been
declared, the compiler generates an error message.

Declaring a variable also enables the computer to set aside memory for the variable. By
identifying the specific type of information that will be stored in a variable, you can gain
the best performance and avoid wasting memory.

Declaring a Variable

A variable declaration has the following form:
typename varname;

typename specifies the variable type. In the following sections, you will learn about the
types of variables that are available in C#. varname is the name of the variable. To declare
a variable that can hold a standard numeric integer, you use the following line of code:

int my_number;

The name of the variable declared is my_number. The data type of the variable is int. As
you will learn in the following section, the type int is used to declare integer variables,
which is perfect for this example.

You can also declare multiple variables of the same type on one line by separating the
variable names with commas. This enables you to be more concise in your listings.
Consider the following line:

int count, number, start;

This line declares three variables: count, number, and start. Each of these variables is type
int, which is for integers.

Nl]tﬂ Although declaring multiple variables on the same line can be more concise,
| don’t recommend that you always do this. Sometimes it is easier to read
and follow your code by using multiple declarations. There will be no
noticeable performance loss by doing separate declarations.
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Assigning Values to Your Variables

Now that you know how to declare a variable, it is important to learn how to store val-
ues. After all, the purpose of a variable is to store information.

The format for storing information in a variable is as follows:
varname = value;

You have already seen that varname is the name of the variable. value is the value that
will be stored in the variable. For example, to store the number 5 in the variable,
my_variable, you enter the following:

my_variable = 5;

You can assign a value to a variable any time after it has been declared. You can even do
this at the same time you declare a variable:

int my_variable = 5;

A variable’s value can also be changed. To change the value, you simply reassign a new
value:

my_variable = 1010;

Listing 2.3 illustrates assigning values to a couple of variables. It also shows that you can
overwrite a value.

LisTING 2.3  var_values.cs—Assigning Values to a Variable

01: // var_values.cs - A listing to assign and print the value

02: // of variables

N R R
04:

05: using System;

06:

07: class var_values

08: {

09: public static void Main()

10: {

11: /] declare first_var

12: int first_var;

13:

14: /| declare and assign a value to second_var
15: int second_var = 200;

16:

17: /] assign an initial value to first_var...
18: first_var = 5;

19:
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LisTING 2.3 continued

20: // print values of variables...

21: Console.WriteLine("\nfirst_var contains the value {0}", first_var);
22: Console.WritelLine("second_var contains the value {0}", second_var);
23:

24: /] assign a new value to the variables...

25: first_var = 1010;

26: second_var = 2020;

27:

28: // print new values...

29: Console.WritelLine("\nfirst_var contains the value {0}", first_var);
30: Console.WritelLine("second_var contains the value {0}", second_var);
31: }

32: }

first_var contains the value 5

O JULUN  ccond var contains the value 200

second_var contains the value 2020

Enter this listing into your editor, compile it, and execute it. If you need a
refresher on how to do this, refer to Day 1. The first three lines of this listing are
comments. Lines 11, 14, 17, 20, 24, and 28 also contain comments. Remember that com-
ments provide information; the compiler ignores them. Line 5 includes the system
namespace that you need to do things such as write information. Line 7 declares the class
that will be your program (var_values). Line 9 declares the entry point for your program,
the mMain() function. Remember, main() must be capitalized or you’ll get an error.

ANALYSIS

first_var contains the value 1010

Line 12 declares the variable first_var of type integer (int). After this line has executed,
the computer knows that a variable called first_var exists and enables you to use it.
Note, however, that this variable does not yet contain a value. In Line 15, a second vari-
able called second_var is declared and also assigned the value of 2¢e. In Line 18, the
value of 5 is assigned to first_var. Because first_var was declared earlier, you don’t
need to include the int keyword again.

Lines 21-22 print the values of first_var and second_var. In Lines 25-26, new values are
assigned to the two variables. Lines 29-30 then reprint the values stored in the variables.
You can see when the new values print that the old values of 5 and 200 are gone.

- ) You must declare a variable before you can use it.
Gaution
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N“tﬂ In other languages, such as C and C++, this listing would compile. The value
printed for the uninitialized first_var in these other languages would be

Issues with Uninitialized Variables

You will get an error if you don’t assign a value to a variable before it is used. You can
see this by modifying Listing 2.3. Add the following line of code after Line 12:

Console.WriteLine("\nfirst_var contains the value {0}", first_var);

You can see that in Line 12, first_var is declared; however, it is not assigned any value.
What value would you expect first_var to have when the preceding line tries to print it
to the console? Because first_var hasn’t been assigned a value, you have no way of
knowing what the value will be. In fact, when you try to recompile the listing, you get an
error:
var_values2.cs(13,63): error CS0165: Use of unassigned local variable

'first_var'
It is best to always assign a value to a variable when you declare it. You should do this
even if the value is temporary.

garbage. C# prevents this type of error from occurring.

Understanding Your Computer’s Memory

Variables are stored in your computer’s memory. If you already know how a computer’s
memory operates, you can skip this section. If you’re not sure, read on. This information
is helpful to understanding how programs store information.

What is your computer’s memory (RAM) used for? It has several uses, but only data
storage need concern you as a programmer. Data is the information with which your C#
program works. Whether your program is maintaining a contact list, monitoring the stock
market, keeping a budget, or tracking the price of snickerdoodles, the information
(names, stock prices, expense amounts, or prices) is kept within variables in your com-
puter’s memory when it is being used by your running program.

A computer uses random access memory (RAM) to store information while it is operat-
ing. RAM is located in integrated circuits, or chips, inside your computer. RAM is
volatile, which means that it is erased and replaced with new information as often as
needed. Being volatile also means that RAM “remembers” only while the computer is
turned on and loses its information when you turn the computer off.
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A byte is the fundamental unit of computer data storage. Each computer has a certain
amount of RAM installed. The amount of RAM in a system is usually specified in
megabytes (MB), such as 64MB, 128MB, 256MB, or more. IMB of memory is 1,024
kilobytes (KB). 1KB of memory consists of 1,024 bytes. Thus, a system with 8MB of
memory actually has 8 x 1,024KB, or 8,192KB of RAM. This is 8,192KB x 1,024 bytes,
for a total of 8,388,608 bytes of RAM. Table 2.2 provides you with an idea of how many
bytes it takes to store certain kinds of data.

TABLE 2.2 Minimum Memory Space Generally Required to Store Data

Data Bytes Required
The letter x 2

The number 500 2

The number 241.105 4

The phrase “Teach Yourself C#” 34

One typewritten page Approximately 4,000

The RAM in your computer is organized sequentially, with one byte following another.
Each byte of memory has a unique address by which it is identified—an address that also
distinguishes it from all other bytes in memory. Addresses are assigned to memory loca-
tions in order, starting at 0 and increasing to the system limit. For now, you don’t need to
worry about addresses; it’s all handled automatically.

Now that you understand a little about the nuts and bolts of memory storage, you can get
back to C# programming and how C# uses memory to store information efficiently.

Introducing the C# Data Types

You know how to declare, initialize, and change the values of variables; it is important
that you know the data types that you can use. You learned earlier that you have to
declare the data type when you declare a variable. You’ve seen that the int keyword
declares variables that can hold integers. An integer is simply a whole number that does-
n’t contain a fractional or decimal portion. The variables that you’ve declared to this
point hold only integers. What if you want to store other types of data, such as decimals
or characters?
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Numeric Variable Types

C# provides several different types of numeric variables. You need different types of vari-
ables because different numeric values have varying memory storage requirements and
differ in the ease with which certain mathematical operations can be performed on them.
Small integers (for example, 1, 199, and -8) require less memory to store, and your com-
puter can perform mathematical operations (addition, multiplication, and so on) with
such numbers very quickly. In contrast, large integers and values with decimal points
require more storage space and more time for mathematical operations. By using the
appropriate variable types, you ensure that your program runs as efficiently as possible.

The following sections break the different numeric data types into four categories:

* Integral
* Floating point
* Decimal
* Boolean
The amount of memory used to store a variable is based on its data type. Listing 2.4 is a

program that contains code beyond what you know right now; however, it provides you
with the amount of information needed to store some of the different C# data types.

You must include extra information for the compiler when you compile this listing. This
extra information is referred to as a ’flag” to the compiler and can be included on the
command line. Specifically, you need to add the /unsafe flag, as shown:

csc /unsafe sizes.cs

If you are using an Integrated Development Environment, you need to set the unsafe
option as instructed by its documentation.

Nﬂtﬂ If you are using Microsoft Visual Studio .NET, you can set the unsafe flag in
the same dialog box where you set the XML documentation filename.

LisTING 2.4 Sizes.cs—Memory Requirements for Data Types

/| Sizes.cs--Program to tell the size of the C# variable types

1
2
3:
4: using System;
5:
6

class Sizes
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LisTING 2.4 continued

7:

8: unsafe public static void Main()

9: {

10: Cconsole.WriteLine( "\nA byte is {0} byte(s)", sizeof( byte ));

11: Console.WriteLine( "A sbyte is {0} byte(s)", sizeof( shyte ));

12: console.WriteLine( "A char is {0} byte(s)", sizeof( char ));

13: console.WriteLine( "\nA short is {0} byte(s)", sizeof( short ));

14: Console.WriteLine( "An ushort is {0} byte(s)", sizeof( ushort ));

15: console.WriteLine( "\nAn int is {0} byte(s)", sizeof( int ));

16: Cconsole.WriteLine( "An uint is {0} byte(s)", sizeof( uint ));

17: Console.WriteLine( "\nA long is {0} byte(s)", sizeof( long ));

18: console.WriteLine( "An ulong is {0} byte(s)", sizeof( ulong ));

19: console.WriteLine( "\nA float is {0} byte(s)", sizeof( float ));

20: Console.WriteLine( "A double is {0} byte(s)", sizeof( double ));

21: Cconsole.WriteLine( "\nA decimal is {0} byte(s)", sizeof( decimal
-));

22: Console.WriteLine( "\nA boolean is {0} byte(s)", sizeof( bool ));

23: }

24: }

[: t' The C# keyword sizeof can be used, but you should generally avoid it. The

dution , . . ) :
sizeof keyword sometimes accesses memory directly to find out the size.

Accessing memory directly should be avoided in pure C# programs.

You might get an error when compiling this program, saying that unsafe
code can appear only if you compile with /unsafe. If you get this error, you
need to add the /unsafe flag to the command-line compile:

csc /unsafe sizes.cs

If you are using an IDE, you need to set the /unsafe flag in the IDE settings.

A byte is 1 byte(s)
OUTPUT [N S

A char is 2 byte(s)

A short is 2 byte(s)
An ushort 1is 2 byte(s)

An int is 4 byte(s)
An uint is 4 byte(s)

A long is 8 byte(s)
An ulong is 8 byte(s)

A float is 4 byte(s)
A double is 8 byte(s)
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A decimal is 16 byte(s)

A boolean 1is 1 byte (s)

Although h t1 d all the data t t, it is valuable t t thi
ough you haven’t learned all the data types yet, it 18 valuable to present this

listing here. As you go through the following sections, refer to this listing and its
output.

This listing uses a C# keyword called sizeof. The sizeof keyword tells you the size of a
variable. In this listing, sizeof is used to show the size of the different data types. For
example, to determine the size of an int, you can use this:

sizeof(int)

If you had declared a variable called x, you could determine its size—which would actu-
ally be the size of its data type—by using the following code:

sizeof(x)

Looking at the output of Listing 2.4, you see that you have been given the number of
bytes that are required to store each of the C# data types. For an int, you need 4 bytes of
storage. For a short, you need 2. The amount of memory used determines how big or
small a number that is stored can be. You’ll learn more about this in the following sec-
tions.

The sizeof keyword is not one that you will use very often; however, it is useful for illus-
trating the points in today’s lesson. The sizeof keyword taps into memory to determine
the size of the variable or data type. With C#, you avoid tapping directly into memory. In
Line 8, the extra keyword unsafe is added. If you don’t include the unsafe keyword, you
get an error when you compile this program. For now, understand that unsafe is added
because the sizeof keyword has the potential to work directly with memory.

The Integral Data Types

Until this point, you have been using one of the integral data types, int. Integral data
types store integers. Recall that an integer is basically any numeric value that does not
include a decimal or a fractional value. The numbers 1, 1,000, 56,000,000,000,000,

and -534 are integral values.

C# provides nine integral data types, including the following:

* Integers (int and uint)
e Shorts (short and ushort)

* Longs (1ong and ulong)
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* Bytes (byte and sbyte)

¢ Characters (char)

Integers

As you saw in Listing 2.4, an integer is stored in 4 bytes of memory. This includes both
the int and uint data types. This data type cannot store just any number; it can store any
signed whole number that can be represented in 4 bytes or 32 bits—any number between
-2,147,483,648 and 2,147,483,647.

A variable of type int is signed, which means that it can be positive or negative.
Technically, 4 bytes can hold a number as big as 4,294,967,295; however, when you take
away one of the 32 bits to keep track of positive or negative, you can go only to
2,147,483,647. You can, however, also go to -2,147,483,648.

Nllll} As you learned earlier, information is stored in units called bytes. A byte is
actually composed of 8 bits. A bit is the most basic unit of storage in a com-
puter. A bit can have one of two values—0 or 1. Using bits and the binary

math system, you can store numbers in multiple bits. In Appendix C,
“Understanding Number Systems,” you can learn the details of binary math.

If you want to use a type int to go higher, you can make it unsigned. An unsigned num-
ber can be only positive. The benefit should be obvious. The uint data type declares an
unsigned integer. The result is that a uint can store a value from o to 4,294,967,295.

What happens if you try to store a number that is too big? What about storing a number
with a decimal point into an int or a uint? What happens if you try to store a negative
number into a uint? Listing 2.5 answers all three questions.

LisTING 2.5 int_conv.cs—Doing Bad Things

// int_conv.cs
// storing bad values. Program generates errors and won't compile.

using System;

class int_conv

{

public static void Main()
{

- 0 WO NOU A~ WN =

—_

int valt, val2; // declare two integers
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the extra room, you’ll want to use ushort. The values that can be stored in a short are
from -32,768 to 32,767. If you use a ushort, you can store whole numbers from o to
65,535.

Longs

If int and uint are not big enough for what you want to store, you can use the 1ong data
type. As with short and int, there is also an unsigned version of the 1ong data type called
ulong. In the output from Listing 2.4, you can see that 1ong and ulong each use 8 bytes of
memory. This gives them the capability of storing very large numbers. A long can store
numbers from -9,223,372,036,854,775,808 t0 9,223,372,036,854,775,807. A ulong can
store a number from o to 18,446,744,073,709,551,615.

Bytes

As you have seen, you can store whole numbers in data types that take 2, 4, or 8 bytes of
memory. When your needs are very small, you can also store a whole number in a single
byte. To keep things simple, the data type that uses a single byte of memory for storage
is called a byte. As with the previous integers, there is both a signed version, sbyte, and
an unsigned version, byte. An sbyte can store a number from -128 to 127. An unsigned
byte can store a number from o to 25s.

[:ﬂllli[lll Unlike the other data types, it is byte and sbyte instead of byte and ubyte;
there is no such thing as a ubyte.

Characters

In addition to numbers, you will often want to store characters. Characters are letters,
such as A, B, or ¢, or even extended characters such as the smiley face. Additional charac-
ters that you might want to store are $, %, or *. You might even want to store foreign char-
acters.

A computer does not recognize characters; it can recognize only numbers. To get around
this, all characters are stored as numbers. To make sure that everyone uses the same val-
ues, a standard was created called Unicode. Within Unicode, each character and symbol
is represented by a single whole number. This is why the character data type is consid-
ered an integral type.

To know that numbers should be used as characters, you use the data type char. A char is
a number stored in 2 bytes of memory that is interpreted as a character. Listing 2.6 pre-
sents a program that uses char values.
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LisTING 2.6 Chars.cs—Working with Characters

1: // Chars.cs

// A listing to print out a number of characters and their numbers
e

2

3

4:

5: using System;
6 .

7: class Chars
8

A
9: public static void Main()
10: {
11: int ctr;
12: char ch;
13:
14: Console.WriteLine("\nNumber  Value\n");
15:
16: for( ctr = 63; ctr <= 94; ctr = ctr + 1)
17: {
18: ch = (char) ctr;
19: Console.WritelLine( "{@} is {1}", ctr, ch);
20: }
21: }
22: '}
Number  Value
63 is ?
64 is @
65 is A
66 is B
67 is C
68 is D
69 is E
70 is F
71 is G
72 is H
73 is I
74 is J
75 is K
76 is L
77 is M
78 is N
79 is O
80 is P
81 is Q
82 is R
83 is S
84 is T
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85 is
86 is
87 is
88 is
89 is
90 is
91 is
92 is
93 is
94 is

> —— N <X X =< C

This listing displays a range of numeric values and their character equivalents.
Line 11 declares an integer called ctr. This variable is used to cycle through a
number of integers. Line 12 declares a character variable called ch. Line 14 prints head-
ings for the information that will be displayed.

Line 16 contains something new. For now, don’t worry about fully understanding this
line of code. On Day 4, you will learn all the glorious details. For now, know that this
line sets the value of ctr to 63. It then runs Lines 18—19 before adding 1 to the value of
ctr. It keeps doing this until ctr is no longer less than or equal to 94. The end result is
that Lines 1819 are run using the ctr with the value of 63, then 64, then 65, and on and
on until ctr is 94.

Line 18 sets the value of ctr (first 63) and places it into the character variable ch.
Because ctr is an integer, you have to tell the computer to convert the integer to a char-
acter, which the (char) statement does. You’ll learn more about this later.

Line 19 prints the values stored in ctr and ch. As you can see, the integer ctr prints as a
number. The value of ch, however, does not print as a number; it prints as a character. As
you can see from the output of this listing, the character A is represented by the value 65.
The value of 66 is the same as the character .

Character Literals

How can you assign a character to a char variable? You place the character between
single quotes. For example, to assign the letter a to the variable my_char, you use the fol-
lowing:

my_char = 'a';

In addition to assigning regular characters, you will most likely want to use several
extended characters. You have actually been using one extended character in a number of
your listings. The \n that you’ve been using in your listings is an extended character that
prints a newline character. Table 2.3 contains some of the most common characters you
might want to use. Listing 2.7 shows some of these special characters in action.
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TABLE 2.3 Extended Characters

Characters Meaning

\b Backspace

\n Newline

\t Horizontal tab

\\ Backslash

\! Single quote

\" Double quote

mi;\ The extended characters in Table 2.3 are often called e.sca;.)e characters

because the slash “escapes” from the regular text and indicates that the fol-
lowing character is special (or extended).

LisTING 2.7 chars_table.cs—The Special Characters

1: // chars_table.cs
R R TR
3:

4: using System;

5:

6: class chars_table

7: |

8: public static void Main()

9: {

10: char ch1 = 'Z';

11: char ch2 = 'x';

12:

13: Console.WriteLine("This is the first line of text");

14: console.WriteLine("\n\n\nSkipped three lines");

15: Console.WritelLine("one\ttwo\tthree <-tabbed");

16: Console.WriteLine(" A quote: \' \ndouble quote: \"");
17: Console.WriteLine("\n ch1 = {0} ch2 = {1}", ch1, ch2);
18: }

19: 1}

This is the first line of text
OuTpPUT

Skipped three lines
one two three <-tabbed
A quote: '
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double quote: "
chi =72 c¢ch2 = x

This listing illustrates two concepts. First, in Lines 10-11, you see how a charac-

ter can be assigned to a variable of type char. It is as simple as including the
character in single quotes. In Lines 13—17, you see how to use the extended characters.
There is nothing special about Line 13. Line 14 prints three newlines followed by some
text. Line 15 prints one, two, and three, separated by tabs. Line 16 displays a single quote
and a double quote. Notice that there are two double quotes in a row at the end of this
line. Finally, line 17 prints the values of ch1 and ch2.

Working with Floating-Point Values

Not all numbers are whole numbers. When you need to use numbers that have decimals,
you must use different data types. As with storing whole numbers, you can use different
data types, depending on the size of the numbers you are using and the amount of mem-
ory you want to use. The two primary types are float and double.

float

A float is a data type for storing numbers with decimal places. For example, in calculat-
ing the circumference or area of a circle, you often end up with a result that is not a
whole number. Any time you need to store a number such as 1.23 or 3.1459, you need a
nonintegral data type.

The float data type stores numbers in 4 bytes of memory. As such, it can store a number
. -45 38
from approximately 1.5 X 10 to 3.4 x 10 .

Nﬂtﬂ 10" is equivalent to 10 x 10, 37 times. The result is 1 folloz/sved by 38 zeros, or
100,000,000,000,000,000,000,000,000,000,000,000,000. 10 " is 10+10, 44
times. The result is 44 zeros between a decimal point and a 1, or
.000000000000000000000000000000000000000000001.

[‘:a““““ A float can retain only about seven digits of precision, which means that it
is not uncommon for a float to be off by a fraction. For example, subtract-
ing 9.90 from 10.00 might result in a number different from .10; it might

result in a number closer to .099999999. Generally, such rounding errors are
not noticeable.
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double

Variables of type double are stored in 8 bytes of memory. This means that they can be
much bigger than a float. A double can generally be from 5.0 x 10" to 1.7x10™. The
precision of a double is generally from 15 to 16 digits.

Nlltﬂ C# supports the 4-byte precision (32 bits) and 8-byte precision (64 bits) of
the IEEE 754 format, so certain mathematical functions return specific val-
ues. If you divide a number by 0, the result is infinity (either positive or neg-

ative). If you divide 0 by 0, you get a Not-a-Number value. Finally, 0 can be
both positive and negative. For more on this, check your C# documentation.

Gaining Precision with Decimal

C# provides another data type that can be used to store special decimal numbers: the
decimal data type. This data type was created for storing numbers with greater precision.
When you store numbers in a float or a double, you can get rounding errors. For exam-
ple, storing the result of subtracting 9.90 from 10.00 in a double could result in the string
0.099999999999999645 instead of .10. If this math is done with decimal values, the .10 is

stored.
“l] If you are calculating monetary values or doing financial calculations in
which precision is important, you should use a decimal instead of a float or
a double.

A decimal number uses 16 bytes to store numbers. Unlike the other data types, there is no
. . . -28
unsigned version of decimal. A decimal variable can store a number from 1.0 X 10 to
. 28 . . . .. ..
approximately 7.9 x 10 . It can do this while maintaining precision to 28 places.

Storing Boolean Values

The last of the simple data types is the Boolean. Sometimes you need to know whether
something is on or off, true or false, or yes or no. Boolean numbers are generally set to
one of two values: o or 1.

C# has a Boolean data type called a bool. As you can see in Listing 2.4, a bool is stored
in 1 byte of memory. The value of a bool is either true or false, which are C# keywords.
This means that you can actually store true and false in a data type of bool.
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[‘: t' Yes, no, on, and off are not keywords in C#. This means that you cannot set
duton :
a Boolean variable to these values. Instead, you must use true or false.

Working Checked Versus Unchecked Code

Earlier in today’s lesson, you learned that if you put a number that is too big into a vari-

able, an error is produced. Sometimes you do not want an error produced. In those cases,
you can have the compiler avoid checking the code. This is done with the unchecked key-
word, as illustrated in Listing 2.8.

LisTING 2.8 Unchecked.cs—Marking Code as Unchecked

1: // Unchecked.cs

N
3:

4: using System;

5:

6: class Unchecked

7: |

8: public static void Main()

9: {

10: int vall = 2147483647,

11: int val2;

12:

13: unchecked

14: {

15: val2 = valtl + 1;

16: }

17:

18: Console.WriteLine( "valil is {@}", vall);
19: console.WriteLine( "val2 is {0}", val2);
20: }
21: }

vall is 2147483647
val2 is -2147483648
This listing uses unchecked in Line 13. The brackets in Line 14 and 16 enclose
the area to be unchecked. When you compile this listing, you do not get any
errors. When you run the listing, you get what might seem like a weird result. The num-
ber 2,147,483,647 is the largest number that a signed int variable can hold. As you see in
Line 10, this maximum value has been assigned to var1. In Line 15, the unchecked line, 1
is added to what is already the largest value var1 can hold. Because this line is
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unchecked, the program continues to operate. The result is that the value stored in var1
rolls to the most negative number.

This operation is similar to the way an odometer works in a car. When the mileage gets
to the maximum, such as 999,999, adding 1 more mile (or kilometer) sets the odometer
to 000,000. It isn’t a new car with no miles; it is simply a car that no longer has a valid
value on its odometer. Rather than rolling to 0, a variable rolls to the lowest value it can
store. In this listing, that value is -2,147,483,648.

Change Line 13 to the following, and recompile and run the listing:
13: checked

The program compiled, but will it run? Executing the program causes an error. If you are
asked to run your debugger, you’ll want to say no. The error that you get will be similar
to the following:

Exception occurred: System.OverflowException: An exception of type

System.OverflowException was thrown.
at Unchecked.Main()

On later days, you’ll see how to deal with this error in your program. For now, you
should keep in mind that if you believe there is a chance of putting an invalid value into
a variable, you should force checking to occur. You should not use the unchecked keyword
as a means of simply avoiding an error.

Data Types Simpler Than .NET

The C# data types covered so far are considered simple data types. The simple data types
are sbyte, byte, short, ushort, int, uint, long, ulong, char, float, double, bool, and decimal
In yesterday’s lesson, you learned that C# programs execute on the Common Language
Runtime (CLR). Each of these data types corresponds directly to a data type that the
CLR uses. Each of these types is considered simple because there is a direct relationship
with the types available in the CLR and, thus, in the .NET Framework. Table 2.4 presents
the .NET equivalent of the C# data types.

TaBLE 2.4 C# and .NET Data Types

C# Data Type .NET Data Type
sbyte System.SByte
byte System.Byte
short System.Int16
ushort System.UInt16

int System.Int32
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TABLE 2.4 continued

C# Data Type .NET Data Type
uint System.UInt32
long System.Int64
ulong System.UInt64
char System.Char
float System.Single
double System.Double
bool System.Boolean
decimal System.Decimal

If you want to declare an integer using the .NET equivalent declaration—even though
there is no good reason to do so—you use the following:

System.Int32 my_variable = 5;

As you can see, System.Int32 is much more complicated than simply using int. Listing
2.9 shows the use of the .NET data types.

LISTING 2.9 net_vars.cs—Using the .NET Data Types

1: // net_vars

2: // Using a .NET data declaration

K
4:

5: using System;

6:

7: class net_vars

8: {

9: public static void Main()

10: {

11: System.Int32 my_variable = 4;

12: System.Double PI = 3.1459;

13:

14: Console.WritelLine("\nmy_variable is {@}", my_variable );
15: Console.WriteLine("\nPI is {0}", PI );
16: }

17: }

my_variable is 4
Output

PI is 3. 1459
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This is a tough one. If you guessed int, you are wrong. Because there is a decimal
included with the 100, it iS a double.

Understanding the Integer Literal Defaults

When you use an integer value, it is actually put into an int, uint, long, Or ulong, depend-
ing on its size. If it will fit in an int or a uint, it will be. If not, it will be put into a long
or a ulong. If you want to specify the data type of the literal, you can use a suffix on the
literal. For example, to use the number 10 as a literal 1ong value (signed or unsigned),
you write it like the following:

10L;

You can make an unsigned value by using a u or a u. If you want an unsigned literal 1ong
value, you can combine the two suffixes: ul.

Nﬂtﬂ The Microsoft C# compiler gives you a warning if you use a lowercase / to
declare a long value literal. The compiler provides this warning to make you

aware that it is easy to mistake a lowercase / with the number 1.

Understanding Floating-Point Literal Defaults

As stated earlier, by default, a decimal value literal is a double. To declare a literal that is
of type float, you include f or F after the number. For example, to assign the number 4.4
to a float variable, my_float, you use the following:

my float = 4.4f;

To declare a literal of type decimal, you use a suffix of m or m. For example, the following
line declares my_decimal to be equal to the decimal number 1.32.

my_decimal = 1.32m;

Working with Boolean Literals (true and false)

We have already covered Boolean literals. The values true and false are literal. They
also happen to be keywords.

Understanding String Literals

When you put characters together, they make words, phrases, and sentences. In program-
ming parlance, a group of characters is called a string. A string can be identified because
it is contained within a set of double quotes. For example, the Console.WriteLine routine
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uses a string. A string literal is any set of characters between double quotes. The follow-
ing are examples of strings:

"Hello, World!"
"1234567890"

Because the numbers are between quotation marks, the last example is treated as a string
literal rather than as a numeric literal.

N[llﬂ You can use any of the special characters from Table 2.3 inside a string.

Creating Constants

In addition to using literals, sometimes you want to put a value in a variable and freeze
it. For example, if you declare a variable called P1 and you set it to 3.14159, you want it
to stay 3.14159. There is no reason to ever change it. Additionally, you want to prevent
people from changing it.

To declare a variable to hold a constant value, you use the const keyword. For example,
to declare P1 as stated, you use the following:

const float PI = 3.1459;

You can use PI in a program; however, you will never be able to change its value. The
const keyword freezes its contents. You can use the const keyword on any variable of any
data type.

“[l To help make it easy to identify constants, you can enter their names in all
capital letters.

A Peek at Reference Types

To this point, you have seen a number of different data types. C# offers two primary
ways of storing information: by value (byval) and by reference (byref). The basic data
types that you have learned about store information by value.

When a variable stores information by value, the variable contains the actual information.
For example, when you store 123 in an integer variable called x, the value of x is 123. The
variable x actually contains the value 123.
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value.

FIGURE 2.2 /‘\
By reference versus by % ¢

Storing information by reference is a little more complicated. If a variable stores by ref-
erence rather than storing the information in itself, it stores the location of the informa-
tion. In other words, it stores a reference to the information. For example, if x is a “by
reference” variable, it contains information on where the value 123 is located; it does not
store the value 123. Figure 2.2 illustrates the difference.

L {
% / 123 % } Memory
/ / / /

- —~

X_byref X_byval

The data types used by C# that store by reference are listed here:

¢ Classes
* Strings
* Interfaces
e Arrays
* Delegates

Each of these data types is covered in detail throughout the rest of this book.

Summary

Today’s lesson was the longest in the book. It builds some of the foundation that will be
used to teach you C#. Today you started by learning about some of the basic parts of a
C# application. You learned that comments help make your programs easier to under-
stand.

In addition, you learned about the basic parts of a C# application, including whitespace,
C# keywords, literals, and identifiers. Looking at an application, you saw how these parts
are combined to create a complete listing. This included seeing a special identifier used
as a starting point in an application: Main().

After you examined a listing, you dug into storing basic information in a C# application
using variables. You learned how the computer stores information. You focused on the
data types that store data by value, including int, uint, long, ulong, bool, char, short,
ushort, float, double, decimal, byte, and ubyte. In addition to learning about the data
types, you learned how to name and create variables. You also learned the basics of
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setting values in these variables, including the use of literals. Table 2.5 lists the data
types and information about them.

TABLE 2.5 C# Data Types

C# Data NET Data Size Low High

Type Type in Bytes Value Value

sbyte System.Sbyte 1 -128 127

byte System.Byte 1 0 255

short System.Int16 2 -32,768 32,767

ushort System.UInt1i6 2 0 65,535

int System.Int32 4 -2,147,483,648 2,147,483,647

uint System.UInt32 4 0 4,294,967,295

long System.Int64 8 -9,223,372,036, 9,223,372,036,854,775,807
854,775,808

ulong System.UInte4 8 0 18,446,744,073,709,551,615

char System.Char 2 0 65,535

float System.Single 4 1.5x10 " 3.4x10"

double System.Double 8 5.0x10 " 1.7x1010™

bool System.Boolean 1 false (0) true (1)

decimal System.Decimal 16 1.0x10" approx. 7.9x10”

Q&A

Q Why shouldn’t all numbers be declared as the larger data types instead of the
smaller data types?

A Although it might seem logical to use the larger data types, this would not be effi-
cient. You should not use any more system resources (memory) than you need.

=)

What happens if you assign a negative number to an unsigned variable?

A The compiler returns an error saying that you can’t assign a negative number to an
unsigned variable if you do this with a literal. If you do a calculation that causes an
unsigned variable to go below o, you get erroneous data. On later days, you will
learn how to check for these erroneous values.

Q A decimal value is more precise than a float or a double value. What happens
with rounding when you convert from these different data types?
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A When converting from a float, double, Oor decimal to one of the whole-number vari-

able types, the value is rounded. If a number is too big to fit into the variable, an
€ITor OCCUrs.

When a double is converted to a float that is too big or too small, the value is rep-
resented as infinity or e, respectively.

When a value is converted from a float or a double to a decimal, the value is
rounded. This rounding occurs after 28 decimal places and occurs only if neces-
sary. If the value being converted is too small to be represented as a decimal, the
new value is set to e. If the value is too large to store in the decimal, an error
occurs.

For conversions from decimal to float or double, the value is rounded to the nearest
value that the float or double can hold. Remember, a decimal has better precision
than a float or a double. This precision is lost in the conversion.

What other languages adhere to the Common Type System (CTS) in the
Common Language Runtime (CLR)?

Microsoft Visual Basic .NET (Version 7) and Microsoft Visual C++ .NET (Version
7) both support the CTS. Additionally, versions of a number of other languages are
ported to the CTS. These include Python, COBOL, Perl, Java, and more. Check out
the Microsoft Web site for additional languages.

Workshop

The Workshop provides quiz questions to help you solidify your understanding of the
material covered and exercises to provide you with experience in using what you’ve
learned. Try to understand the quiz and exercise answers before continuing to the next
day’s lesson. Answers are provided on the CD.

Quiz

1.

What three types of comments can you use in a C# program and how is each of the
three types of comments entered into a C# program?

What impact does whitespace have on a C# program?

3. Which of the following are C# keywords?

field, cast, as, object, throw, baseball, catch, football, fumble, basketball
What is a literal?

5. What by value data types are available in C#?

What is the difference between a signed variable and an unsigned variable?
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7. What is the smallest data type that you can use to store the number 55?

8. What is the biggest number that a type short variable can hold?

9. What numeric value is the character B?

10. Name three of the reference data types.

11. Which floating-point data type has the best precision?

12. What .NET data type is equivalent to the C# int data type?

Exercises

1. Enter, compile, and run the following program. What does it do?

1:

9:
10:
11:
12:
13:
14:
15:

0N O WN

// Ex0201.cs - Exercise 1 for Day 2

A
class Ex0201
{
public static void Main()
{
int ctr;
for( ctr = 1; ctr <= 10; ctr++ )
{
System.Console.Write("{0:D3} ", ctr);
}
}
I3

2. Bug Buster: The following program has a problem. Enter it in your editor and
compile it. Which lines generate error messages?

—_

—_

S ©Wo~NOOU~WN

// Bugbust.cs

I
class Bugbust
{
public static void Main()
{
System.Console.WriteLine("\nA fun number is {1}", 123 );
}
}

3. Change the range of values in Listing 2.6 to print the lowercase letters.

4. Write the line of code that declares a variable named xyz of type float, and assign
the value of 123.456 to it.
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5. Which of the following variable names are valid?
a. X
b. pI
C. 12months
d. sizeof
€. nine

6. Bug Buster: The following program has a problem. Enter it in your editor and
compile it. Which lines generate error messages?
1: //BugBuster

using System;

2
3
4.
5: class BugBuster
6
7
8

{
public static void Main()

: {
9: double my_double;
10: decimal my_decimal;
11:
12: my_double = 3.14;
13: my_decimal = 3.14;
14:
15: Console.WriteLine("\nMy Double: {0}", my_double);
16: Console.WriteLine("\nMy Decimal: {@}", my_decimal);
17:
18: }
19: 1}

7. On Your Own: Write a program that declares two variables of each data type and
assigns the values 10 and 1.879 to each variable.
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DAY 3

Manipulating Values in
Your Programs

Now that you know how to store information in variables, you’ll want to do
something with that information. Most likely, you’ll want to manipulate it by
making changes to it. For example, you might want to use the radius of a circle
to find the area of the circle. Today you...

Learn two ways of displaying basic information.

Discover the types and categories of operators available in C#.
Manipulate information using the different operators.

Change program flow using the if command.

Understand which operators have precedence over others.
Investigate variable and value conversions.

Explore bitwise operations—if you’re brave enough.
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Notice that each word is on a separate line. If you execute the two lines using the write()
routine instead, you get the results you want:

Hello World!

As you can see, the difference between the two routines is that writeLine() automatically
goes to a new line after the text is displayed, whereas write() does not.

Displaying Additional Information

In addition to printing text between quotation marks, you can pass values to be printed
within the text. Consider the following example:

int nbr = 456;
System.Console.WriteLine("The following is a number: {0}", nbr);

This prints the following line:
The following is a number: 456

As you can see, the {0} gets replaced with the value that follows the quoted text. In this
case, the value is that of a variable, nbr, which equals 456. The format is as shown here:

System.Console.WriteLine("Text", value);

Text is almost any text that you want to display. The {e} is a placeholder for a value. The
brackets indicate that this is a placeholder. The o is an indicator for using the first item
following the quotation marks. A comma separates the text from the value to be placed in
the placeholder.

You can have more than one placeholder in a printout. Each placeholder is given the next
sequential number:

System.Console.Write("Value 1 is {0} and value 2 is {1}", 123, "Brad");
This prints the following line:
Value 1 is 123 and value 2 is Brad

Listing 3.1 presents System.Console.Write and System.Console.WriteLine in action.

LisTING 3.1 Display.cs—Using WriteLine() and write()

: // Display.cs - printing with WritelLine and Write

1
2

3:

4: class Display
5: {

6

public static void Main()
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LisTiING 3.1 continued

7: {

8:

9: int iNbr = 321;

10: double dNbr = 123.45;

11:

12: System.Console.WriteLine("First WritelLine Line");

13: System.Console.WriteLine("Second WriteLine Line");

14:

15: System.Console.Write("First Write Line");

16: System.Console.Write("Second Write Line");

17:

18: // Passing literal parameters

19: System.Console.WriteLine("\nWriteLine: Parameter = {0}", 123 );
20: System.Console.Write("Write: Parameter = {0}", 456);

21:

22: // Passing variables

23: System.Console.WriteLine("\nWritelLine: valil = {0} val2 = {1}",
24: iNbr, dNbr );

25: System.Console.Write("Write: vall = {@} val2 = {1}", iNbr, dNbr);
26: }

27: }

Remember that to compile this listing from the command line, you enter the following:
csc Display.cs

If you are using an integrated development tool, you can select the Compile option.

First WritelLine Line

Second WriteLine Line
First Write LineSecond Write Line
WriteLine: Parameter = 123
Write: Parameter = 456
WriteLine: vall = 321 val2 = 123.45
Write: vall = 321 val2 = 123.45

This listing defines two variables that will be printed later in the listing. Line 9
ANALYSIS . . oo
declares an integer and assigns the value 321 to it. Line 10 defines a double and
assigns the value 123.45.

Lines 12—13 print two pieces of text using System.Console.WriteLine(). You can see from
the output that each of these prints on a separate line. Lines 15—-16 show the
System.Console.Write() routine. These two lines print on the same line. There is no return
linefeed after printing. Lines 19-20 show each of these routines with the use of a para-
meter. Lines 23 and 25 also show these routines printing multiple values from variables.

You will learn more about using these routines throughout this book.
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- The first placeholder is numbered 0, not 1.
Gaution

Manipulating Variable Values with Operators

Now that you understand how to display the values of variables, it is time to focus on
manipulating the values in the variables. Operators are used to manipulate information.
You have used a number of operators in the programming examples up to this point.
Operators are used for addition, multiplication, comparison, and more.

Operators can be broken into a number of categories:

* The basic assignment operator

* Mathematical/arithmetic operators

» Relational operators

* The conditional operator

* Other operators (type, size)
Each of these categories and the operators within them are covered in detail in the fol-
lowing sections. In addition to these categories, it is important to understand the structure
of operator statements. Three types of operator structures exist:

e Unary

* Binary

e Ternary

Unary Operator Types

Unary operators are operators that impact a single variable. For example, to have a nega-
tive 1, you type this:

-1
If you have a variable called x, you change the value to a negative by using this line:
-X

The negative requires only one variable, so it is unary. The format of a unary variable is
one of the following, depending on the specific operator:

[operator][variable]
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or

[variable][operator]

Binary Operator Types

Whereas unary operator types use only one variable, binary operator types work with two
variables. For example, the addition operator is used to add two values. The format of the
binary operator types is as follows:

[variablel][operator][variable2]

Examples of binary operations in action are shown here:
5+ 4

3 -2

100.4 - 92348.67

You will find that most of the operators fall into the binary operator type.

Ternary Operator Types

Ternary operators are the most complex operator type to work with. As the name implies,
this type of operator works on three variables. C# has only one true ternary operator, the

conditional operator. You will learn about it later today. For now, know that ternary oper-
ators work with three variables.

Understanding Punctuators

Before jumping into the different categories and specific operators within C#, it is impor-
tant to understand about punctuators. Punctuators are a special form of operator that
helps you format your code, do multiple operations at once, and simply signal informa-
tion to the compiler. The punctuators that you need to know about are listed here:

* Semicolon—The primary use of the semicolon is to end each C# statement. A
semicolon is also used with a couple of the C# statements that control program
flow. You will learn about the use of the semicolon with the control statements on
Day 4, “Controlling Your Program’s Flow.”

* Comma—The comma is used to stack multiple commands on the same line. You
saw the comma in use on Day 2, “Understanding C# Programs,” in a number of the
examples. The most common time to use the comma is when declaring multiple
variables of the same type:

int vari, var2, var3;
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* Parentheses, ()—Parentheses are used in multiple places. You will see later in
today’s lesson that you can use parentheses to force the order in which your code
will execute. Additionally, parentheses are used with functions.

* Braces, {}—Braces are used to group pieces of code. You have seen braces used to
encompass classes in many of the examples. You also should have noticed that
braces are always used in pairs.

Punctuators work the same way punctuation within a sentence works. For example, you
end a sentence with a period or another form of punctuation. In C#, you end a “line” of
code with a semicolon or other punctuator. The word line is in quotation marks because a
line of code might actually take up multiple lines in a source listing. As you learned on
Day 2, whitespace and new lines are ignored.

Nﬂtﬂ You can also use braces within the routines that you create to block off
code. The code put between two braces, along with the braces, is called a
block.

Moving Values with the Assignment
Operator

It is now time to learn about the specific operators available in C#. The first operator that
you need to know about is the basic assignment operator, which is an equals sign (=).
You’ve seen this operator already in a number of the examples in earlier lessons.

The basic assignment operator is used to assign values. For example, to assign the value
142 to the variable x, you type this:

X = 142;

This compiler places the value that is on the right side of the assignment operator in the
variable on the left side. Consider the following:

X =y = 123;

This might look a little weird; however, it is legal C# code. The value on the right of the
equals sign is evaluated. In this case, the far right is 123, which is placed in the variable

y. Then the value of y is placed in the variable x. The end result is that both x and y
equal 123.
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ﬂﬂlllil]ll You cannot do operations on the left side of an assignment operator. For
example, you can’t do this:

1T+x=y;
Nor can you put literals or constants on the left side of an assignment
operator.

Working with Mathematical/Arithmetic
Operators

Among the most commonly used operators are the mathematical operators. All the basic
math functions are available within C#, including addition, subtraction, multiplication,
division, and modulus (remaindering). Additionally, compound operators make doing
some of these operations more concise.

Adding and Subtracting

For addition and subtraction, you use the additive operators. As you should expect, for
addition, the plus operator (+) is used. For subtraction, the minus (-) operator is used.
The general format of using these variables is as follows:

NewvVal = Valuel + Value2;
NewvVal2 = Valuel - Value2;

In the first statement, value2 is being added to valuet and the result is placed in Newval.
When this command is done, valuet and value2 remain unchanged. Any pre-existing val-
ues in Newval are overwritten with the result.

For the subtraction statement, value2 is subtracted from valuet and the result is placed in
Newval2. Again, valuetl and value2 remain unchanged, and the value in Newval2 is over-
written with the result.

valuet and value2 can be any of the value data types, constants, or literals. You should
note that Newval must be a variable; however, it can be the same variable as valuet or
value2. For example, the following is legal as long as variablet is a variable:

Variable1l = Variableil - Variable2;

In this example, the value in variable2 is subtracted from the value in variablei. The
result is placed into variable1, thus overwriting the previous value that variablet held.
The following example is also valid:
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Variablel = Variablel - Variableil;

In this example, the value of variable1 is subtracted from the value of variablet. Because
these values are the same, the result is e. This o value is then placed into variable1, over-
writing any previous value.

If you want to double a value, you enter the following:
Variableil = Variablel + Variablef;
variablei is added to itself, and the result is placed back into variablet. The end result is

that you double the value in variablet.

Doing Multiplicative Operations

An easier way to double the value of a variable is to multiply it by two. Three multiplica-
tive operators commonly are used in C#:

* For multiplication, the multiplier (or times) operator, which is an asterisk (*)

» For division, the divisor operator, which is a forward slash (/)

* For obtaining remainders, the remaindering (also called modulus) operator, which
is the percentage sign (%)

Multiplication and division are done in the same manner as addition and subtraction. To
multiply two values, you use the following format:

NewVal = Valuel * Value2;

For example, to double the value in val1 and place it back into itself (as seen with the
last addition example), you can enter the following:

Vali = valtl * 2;

This is the same as this line:

vall = 2 * valt;

Again, division is done the same way:
NewVal = Valuel / Value2;

This example divides valuet by value2 and places the result in Newval. To divide 2 by 3,
you write the following:

answer = 2 / 3;

Sometimes when doing division, you want only the remainder. For example, I know that
3 will go into 4 one time; however, I also would like to know that I have 1 remaining.
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You can get this remainder using the remaindering (also called modulus) operator, which
is the percentage sign (%). For example, to get the remainder of 4 divided by 3, you enter
this:

Val = 4 % 3;
The result is that val is 1.

Consider another example that is near and dear to my heart. You have three pies that can
be cut into six pieces. If 13 people each want a piece of pie, how many pieces of pie are
left over for you?

To solve this, take a look at Listing 3.2.

LiSTING 3.2 Pie.cs—Number of Pieces of Pie for Me

1: // Pie.cs - Using the modulus operators

N N R R LR E R R R R

3: class Pie

4: {

5: public static void Main()

6: {

7: int PiecesForMe = 0;

8: int PiecesOfPie = 0;

9:

10: PiecesOfPie = 3 * 6;

11:

12: PiecesForMe = PiecesOfPie % 13;

13:

14: System.Console.WriteLine("Pieces Of Pie = {0}", PiecesOfPie);
15: System.Console.WriteLine("Pieces For Me = {0}", PiecesForMe);
16: }

17: }

Pieces Of Pie = 18
Output Pieces For Me 5

Listing 3.2 presents the use of the multiplication and modulus operators. Line 10

illustrates the multiplication operator, which is used to determine how many
pieces of pie there are. In this case, there are six pieces in three pies (so, 6 X 3). Line 12
then uses the modulus operator to determine how many pieces are left for you. As you
can see from the information printed in Lines 14—15, there are 18 pieces of pie, and 5
will be left for you.
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Working with the Compound Arithmetic Assignment
Operators

You’ve learned about the basic assignment operator; however, there are also other assign-
ment operators—the compound assignment operators (see Table 3.1).

TaBLE 3.1 Compound Arithmetic Assignment Operators

Operator Description Noncompound Equivalent
+= X += 4 X =X+ 4
-= X -= 4 X =X - 4
*= X *= 4 X =x * 4
/= X /= 4 X =X/ 4
%= X %= 4 X =X % 4

The compound operators provide a concise method for performing a math operation and
assigning it to a value. For example, if you want to increase a value by 5, you use the fol-
lowing:

X = X + 5;
Or, you can use the compound operator:
X += 5;

As you can see, the compound operator is much more concise.

'I'il] Although the compound operators are more concise, they are not always
the easiest to understand in code. If you use the compound operators, make
sure that what you are doing is clear, or remember to comment your code.

Doing Unary Math

All the arithmetic operators that you have seen so far have been binary. Each has
required two values to operate. A number of unary operators also work with just one
value or variable. The unary arithmetic operators include the increment operator (++) and
the decrement operator (--).

These operators add 1 to the value or subtract 1 from the value of a variable. The follow-
ing example adds 1 to x:

+4X
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LisTING 3.3 Prepost.cs—Using the Increment and Decrement Unary Operators

1: // Prepost.cs - Using pre- versus post-increment operators
P S R TR PR R
3:
4: class Prepost
5: {
6: public static void Main()
7: {
8: int Vall = 0;
9: int Val2 = 0;
10:
11: System.Console.WriteLine("vall = {0} Val2 = {1}", Vall, Val2);
12:
13: System.Console.WriteLine("Vall (Pre) = {0} Val2 = (Post) {1}",
14: ++Vall, Val2++);
15:
16: System.Console.WriteLine("Vall (Pre) = {0} Val2 = (Post) {1}",
17: ++Vall, Val2++);
18:
19: System.Console.WriteLine("Vall (Pre) = {0} Val2 = (Post) {1}",
20: ++Vall, Val2++);
21: }
22: }
Valt = @ Val2 =0
OIUNN .11 (pre) - 1 val2 = (Post) 0
Vali (Pre) = 2 Val2 = (Post) 1
(Pre) = 3 Val2 = (Post) 2

Vali

ANALYSIS

It is important to understand what is happening in Listing 3.3. In Lines 8-9, two

variables are again being initialized to e. These values are printed in Line 11. As
you can see from the output, the result is that val1 and val2 equal e. Line 13, which con-
tinues to Line 14, prints the values of these two variables again. The values printed,
though, are ++val1 and val2++. As you can see, the pre-increment operator is being used
on valt, and the post-increment operator is being used on va12. The results can be seen in
the output. Vall is incremented by 1 and then printed. val2 is printed and then incre-
mented by 1. Lines 16 and 19 repeat these same operations two more times.

Do Don'T
Do use the compound operators to make Don't confuse the post-increment and

your math routines concise.

pre-increment operators. Remember that
the pre-increment adds before the vari-
able, and the post-increment adds after
it.



196 Day 3

Making Comparisons with Relational
Operators

Questions are a part of life. In addition to asking questions, it is often important to com-
pare things. In programming, you compare values and then execute code based on the
answer. The relational operators are used to compare two values. The relational opera-
tors are listed in Table 3.2.

TaBLE 3.2 Relational Operators

Operator Description

> Greater than

< Less than

== Equal to

1= Not equal to

>= Greater than or equal to
<= Less than or equal to

When making comparisons with relational operators, you get one of two results: true or
false. Consider the following comparisons made with the relational operators:

5 < 10 5 is less than 10, so this is true.

5> 10 5 is not greater than 1e, so this is false.
5 == 10 5 does not equal 1o, so this is false.

5 1= 10 5 does not equal 10, so this is true.

As you can see, each of these results is either true or false. Knowing that you can check
the relationship of values should be great for programming. The question is, how do you
use these relations?

Using the if Statement

The value of relational operators is that they can be used to make decisions to change the
flow of the execution of your program. The if keyword can be used with the relational
operators to change the program flow.

The if keyword is used to compare two values. The standard format of the if command
is as follows:

if( vall [operator] val2)
statement(s);
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operator is one of the relational operators; val1 and val2 are variables, constants, or liter-
als; and statement(s) is a single statement or a block containing multiple statements.
Remember that a block is one or more statements between brackets.

If the comparison of valt to val2 is true, the statements are executed. If the comparison
of vali to val2 is false, the statements are skipped. Figure 3.1 illustrates how the if com-
mand works.

FIGURE 3.1

The if command.

true
Statement(s)

false

Applying this to an example helps make this clear. Listing 3.4 presents simple usage of
the if command.

LisTiING 3.4 iftest.cs—Using the if Command

1: // iftest.cs- The if statement

L e

3:

4: class iftest

5: {

6: public static void Main()

7: {

8: int vall = 1;

9: int Val2 = 0;

10:

11: System.Console.WriteLine("Getting ready to do the if...");
12:

13: if (valt == Val2)

14: {

15: System.Console.WriteLine("If condition was true");
16: }

17: System.Console.WriteLine("Done with the if statement");
18: }

19: }

Getting ready to do the if...
(OJV Il Done with the if statement
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This listing uses the if statement in Line 13 to compare two values to see
NALYSIS whether they are equal. If they are, it prints Line 15. If not, it skips Line 15.
Because the values assigned to vali and val2 in Lines 8-9 are not equal, the if c