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## Introduction

The MATLAB ${ }^{\circledR} \mathrm{C}$ Math Library makes the mathematical core of MATLAB available to application programmers. The library is a collection of approximately 350 mathematical routines written in C. Programs written in any language capable of calling $C$ functions can call these routines to perform mathematical computations.

The MATLAB C Math Library is based on the MATLAB Ianguage. The mathematical routines in the MATLAB C Math Library areC callable versions of a feature of the MATLAB language. However, you do not need to know MATLAB or own a copy of MATLAB in order to use the MATLAB C Math Library. If you have purchased the MATLAB C Math Library, then the only additional software you need is an ANSI C compiler.

This book assumes that you are familiar with general programming concepts such as function calls, variable declarations, and flow of control statements. You also need to be familiar with the general concepts of C and linear algebra. The audience for this book is C programmers who need a matrix math library or MATLAB programmers who want the performance of C. This book will not teach you how to program in either MATLAB or C.

While the library provides a great many functions, it does not contain all of MATLAB. The MATLAB C M ath Library consists of mathematical functions only. It does not contain any H andle Graphics ${ }^{\circledR}$ or Simulink ${ }^{\circledR}$ functions. N or does it contain those functions that require the MATLAB interpreter, most notably eval () andi nput (). In addition, multidimensional arrays, cell arrays, structures, and objects are not currently supported by the library. Finally, the MATLAB C M ath Library cannot create or manipulate sparse matrices.

NOTE: Version 1.2 of the MATLAB C Math Library is a compatibility release that brings the MATLAB C Math Library into compliance with MATLAB 5. Although the MATLAB C Math Library is compatible with MATLAB 5, it does not support many of its new features.

## Library Basics

When you're using the MATLAB C M ath Library, remember these important features:

- All routines in the MATLAB C Math Library begin with the mif prefix. The name of every routine in the MATLAB C Math Library is derived from the corresponding MATLAB function. F or example, the MATLAB function si $n$ is represented by the MATLAB C Math Library function mif Si n . The first letter following the m f prefix is al ways capitalized.
- MATLAB C Math Library functions operate on arrays. Arrays in the MATLAB C Math Library are represented by the mxAr ray data type.
mxAr ray is an opaque data type. You must use functions to access its fields. The routines that you use to access and manipulate the fields of an mxAr ray begin with the mx prefix and belong to the Application Program Interface Library. See the online Help Desk for documentation on the Application Program Interface Library.
- The MATLAB C Math Library does not manage memory for you.

Arrays returned by the MATLAB C Math Library are dynamically allocated. You are responsible for freeing all returned arrays once you are done using them. If you do not free these arrays using the routine mxDest royAr ray(), your program will leak memory; if your program runs long enough, or uses large enough arrays, these memory leaks will eventually cause your program to run out of memory.

## How This Book Is Organized

This book serves as both a tutorial and a reference. It is divided into five chapters and an appendix.

- Chapter 1: Getting Ready. Theintroduction, installation instructions, and build information.
- Chapter 2: Writing Programs. Examples that demonstrate how to accomplish several basic tasks with the MATLAB C Math Library.
- Chapter 3: Using the Library. The most technical chapter that explains in detail how to use the library.
- Chapter 4: Library Routines. The functions available in the MATLAB C Math Library. The chapter groups the more than 350 library functions into functional categories and provides a short description of each function.
- Chapter 5: Directory Organization. A description of the MATLAB directory structure that positions the library's files in relation to other products from The M athWorks.
- Appendix A: Errors and Warnings. A reference to the error messages issued by the library.


## Documentation Set

The complete documentation set for the MATLAB C Math Library consists of printed and online publications. The online reference documents the $C$ Math Library functions themselves.

## Primary Sources of Information

- This book, the MATLAB C Math Library User's Guide
- The online MATLAB C Math Library Reference
- An online PDF version of the MATLAB C Math Library User's Guide
- An online PDF version of the MATLAB C Math Library Reference


## Using the $\mathbf{O}$ nline References

To look up the syntax and behavior for each of the C M ath Library functions, refer to the online MATLAB C M ath Library Reference. This reference gives you access to a reference page for each function. E ach page presents the
function's C syntax and links you to the online MATLAB Function Reference page for the corresponding MATLAB function.

If you are a MATLAB user:
1 Type hel pdesk at the MATLAB prompt.
2 From the MATLAB Help Desk, select C Math Library Reference from the Other Products section.

If you are a stand-al one Math Library user:
1 Open the HTML file $<$ rat I $a b>/$ hel $\mathrm{p} / \mathrm{mathl} \mathrm{ib}$. ht mh with your Web browser, where <wat I ab> is the top-level directory where you installed the C Math Library.

2 Select C Math Library Reference.

## Additional Sources

- Online MATLAB Application Program Interface Reference
- Online MATLAB Application Program Interface Guide
- Online MATLAB F unction Reference
- Installation Guidefor UNIX
- Installation Guide for PC and Macintosh
- Release notes for the MATLAB C Math Library


## Installing the C Math Library

The MATLAB C Math Library is available on UNIX workstations, IBM PC compatible computers running Microsoft Windows (Windows 95 and Windows NT), and Apple M acintosh computers. The installation process is different for each platform.

Note that the MATLAB C Math Library runs on only those platforms (processor and operating system combinations) on which MATLAB runs. In particular, the Math Libraries do not run on DSP or other embedded systems boards, even if those boards are controlled by a processor that is part of a system on which MATLAB runs.

## Installation with MATLAB

If you are a licensed user of MATLAB, there are no special requirements for installing the $C$ Math Library. Follow the instructions in the MATLAB Installation Guide for your specific platform:

- Installation Guidefor UNIX
- Installation Guidefor PC and Macintosh

The C M ath Library will appear as one of the installation choices that you can select as you proceed through the installation screens.
Before you can install the C Math Library, you will require an appropriate FEATURE line in your License File (UNIX or networked PC users) or an appropriate Personal License Password (non-networked PC or Macintosh users). If you do not yet have the required FEATURE line or Personal License Password, contact The M athWorks immediately:

- Via e-mail at ser vi ce@mt hwor ks. com
- Via tel ephone at 508-647-7000, ask for Customer Service
- Via fax at 508-647-7001

MATLAB Access members can obtain the necessary license data via the Web (muw. nat hwor ks. con). Click on the MATLAB Access icon and log in to the Access home page. MATLAB Access membership is free of charge.

## Installation Without MATLAB

The process for installing the C Math Library on its own is identical to the process for installing MATLAB and its tool boxes. Although you are not actually installing MATLAB, you can still follow the instructions in the MATLAB Installation Guide for your specific platform:

- Installation Guidefor UNIX
- Installation Guidefor PC and Macintosh

Before you begin installing the C Math Library, you must obtain from The MathWorks a valid License File (UNIX or networked PC users) or Personal License Password (non-networked PC or Macintosh users). These are usually supplied by fax or e-mail. If you have not already recei ved a License File or Personal License Password, contact The MathWorks by any of these methods:

- Via e-mail at ser vi ce@mat hworks. com
- Via telephone at 508-647-7000; ask for Customer Service
- Via fax at 508-647-7001

MATLAB Access members can obtain the necessary license data via the Web (ww. nat hwor ks. con). Click on the MATLAB Access icon and log in to the Access home page. MATLAB Access membership is free of charge.

Workstation Installation Details
To verify that the MATLAB C Math Library has been installed correctly, use the nbui I d script, which is documented in "Building on UNIX" on page 1-11, to verify that you can build one of the example applications. Besure to usembui I d before calling Technical Support.

To spot check that the installation worked, cd to the directory <natl ab>l ext er n/i ncl ude, where <natl ab>symbolizes the MATLAB root directory. Look for the file matlab. h.

## 田 PC Installation Details

When installing a C compiler to use in conjunction with the Math Library, install both the DOS and Windows targets and the command line tools.

The C Math Library installation adds:
$\langle$ mat I ab>> bi $n$
to your \$PATH environment variable, where <nat I ab>symbolizes the MATLAB root directory. The bi $n$ directory contains the DLLs required by stand-alone applications. After installation, reboot your machine.

To verify that the MATLAB C Math Library has been installed correctly, use the mbui I d script, which is documented in "Building on M icrosoft Windows" on page 1-17, to verify that you can build one of the example applications. Be sure to use nbui I d before calling Technical Support.
You can spot check that the installation worked by checking for the file mat I ab. h in <mat I ab>l ext ern i ncl ude and I i bmmil le. dll, I i bmat I b. dll, and I ibrec. dll in <nat I ab>> bin.

## Macintosh Installation Details

To verify that the MATLAB C Math Library has been installed correctly, use the mbui I d script, which is documented in "Building on Macintosh" on page $1-23$, to verify that you can build one of the example applications. Be sure to use mbui I d before calling Technical Support.

Power Macintosh. To spot check that the installation worked, look for the file mat I ab. h in «mat I ab>: extern: incl ude and the files I i bmat l b, I i bnmfile and I i brec in <nat I ab>: ext er n: I i b: Power Mac where <rat I ab>symbolizes the MATLAB root directory.

On a Power Macintosh, the installation script adds an alias of the «nat I ab>: ext er n: I i b: Power Mac: folder to the Syst em Fol der : Ext ensi ons: folder.

68K Macintosh. The MATLAB C Math Library consists of three static libraries on Macintoshes with the 68K series microprocessor.

To spot check that the installation worked, check for the file mat lab. h in <nat I ab>: ext er n: incl ude and the libraries I i bmat l b. o, I i bmfile. o, and I i bruc. o in <mat I ab>: ext er n: I i b: 68k: MPWwhere <mat I ab>symbolizes the MATLAB root directory.

## Building C Applications

This section explains how to build stand-alone C applications on UNIX, Microsoft Windows, and Macintosh systems.

The section begins with a summary of the steps involved in building C applications with the mbui I d script and then describes platform-specific issues for each supported platform. mbui I d helps automate the build process.

You can use the mbui I d script to build the examples presented in Chapter 2 and to build your own stand-alone C applications. You'll find the source for the examples in the <natlab>l ext er n / exampl es/ cmat h subdirectory; 《mat I ab> represents the top-level directory where MATLAB is installed on your system. See the "Directory Organization" chapter for the location of other C M ath Library files.

## Overview

On all three operating systems, you must follow three steps to build C applications with noui I d:

1 Configure mbui I d to create stand-al one applications.
2 Verify that mbui I d can create stand-alone applications.
3 Build your application.
Once you have properly configured mbui I d, you simply repeat step 3 to build your applications. You only need to go back to steps 1 and 2 if you change compilers, for example, from Watcom to MSVC, or upgrade your current compiler.
Figure 1-1 shows the configuration and verification steps on all platforms. The sections following the flowchart provide more specific details for the individual platforms.


Figure 1-1: Sequence for Creating Stand-Alone C Applications

## Packaging Stand-Alone Applications

To distribute a stand-al one application, you must include the application's executable as well as the shared libraries with which the application was linked against. The necessary shared libraries vary by platform and are listed within the individual UNIX, Windows, and Macintosh sections that follow.

## Getting Started

In order to build a stand-aloneapplication using the MATLAB C Math Library, you must supply your ANSI C compiler with the correct set of compiler and
linker switches. To help you, The MathWorks provides a command line utility called mbui I d. The mbui I d script makes it easy to:

- Set your compiler and linker settings
- Change compilers or compiler settings
- Switch between C and C++ development
- Build your application
nbui I d stores your compiler and linker settings in an "options file." Before you can use nbui I d to create an application, you must first configure it for your system. The configuration process is slightly different for each type of system.


## Building on UNIX

This section explains how to compile and link C source code into a stand-alone UNIX application.

## Configuring mbuild

To configure nbui I d, at the UNIX prompt type:

```
mbuil d -set up
```

The set up switch creates a user-specific options file for your ANSI C compiler.

NOTE: The default C compiler that comes with many Sun workstations is not an ANSI C compiler.

Executing mbuil d -set up presents a list of options files.
mbuild -setup
Using the 'mbuild -setup' command selects an options file that is pl aced in -1 matlab and used by def ault for ' mbuild' when no ot her options file is specified on the command line.

Options files control whi ch compiler to use, the compiler and link command options, and the runtime libraries to link against.

To override the def ault options file, use the 'mbuild -f' conmand (see ' mbuild -hel $\mathrm{p}^{\prime}$ for more information).

The options files available for mbuild are:
1: / matl ab/ bi n/ mbcxxopt s. sh :
Build and Iink with MATLAB C++ Math Li brary
2: / matl ab/ bi n/ mbui I dopt s. sh :
Build and Iink with MATLAB C Math Li brary
Enter the number of the options file to use as your default options file:

To select the proper options file for creating a stand-aloneC application, enter 2 and press Return. If an options file doesn't exist in your M ATLAB directory, the system displays a message stating that the options file is being copied to your MATLAB directory. If an options file already exists in your MATLAB directory, the system prompts you to overwrite it.

NOTE: The options file is stored in the MATLAB subdirectory of your home directory. This allows each user to have a separate mbui I d configuration.

Changing Compilers. If you switch between C and C++, use the mbui I d -set up command and make the desired changes. If you want to change to a different ANSI C compiler, you must edit mbui I dopt s. sh.

## Verifying mbuild

The C source code for example ex1. c is included in the «rat I ab>/ ext er n/ exampl es/ cmat h directory, where <mat I ab> represents the top-level directory where MATLAB is installed on your system. To verify that nbui I d is properly configured on your system to create stand-alone applications, copy ex1. c to your local directory and cd to that directory. Then, at the UNIX prompt, enter:
mbuil d ex1.c
This should create the file called ex1. Stand-al one applications created on UNIX systems do not have any extensions.

Locating Shared Libraries. Before you can run your stand-al one application, you must tell the system where the API and C shared libraries reside. This table provides the necessary UNIX commands depending on your system's architecture.

| Architecture | Command |
| :---: | :---: |
| HP700 | set env SHLI B_PATH \$MATLAB/ ext er $\mathrm{n} / \mathrm{l}$ i b/hp700: \$SHLI B_PATH |
| IBM RS/6000 | set env LI BPATH \$MATLAB/ ext ern/li b/i bm rs: \$LI BPATH |
| All others | set env LD_LI BRARY_PATH \$MATLAB/ ext er n/l i b/ \$Arch: \$LD_LI BRARY_PATH |
|  | where: <br> \$MATLAB is the MATLAB root directory <br> \$Ar ch is your architecture (i.e., al pha, I nx86, sgi, sgi 64, sol 2, or sun4) |

It is convenient to place this command in a startup script such as $\mathcal{H}$. cshr c. Then, the system will be able to locate these shared libraries automatically, and you will not have to reissue the command at the start of each login session. The best choice is to place the libraries in -1 . I ogi $n$, which only gets executed once.

Running Your Application. To launch your application, enter its name on the command line. For example,

```
ex1
    1 3 5
    24
```

1. $0000+7.0000 i \quad 4.0000+10.0000 i$
2. $0000+8.0000 i$
5. $0000+11.0000 i$
3. $0000+9.0000$
6. $0000+12.0000 \mathrm{i}$

## The mbuild Script

The nbui I d script supports various switches that allow you to customize the building and linking of your code. All users must execute mbui I d -set up at least once. During subsequent mbui I ds, the other switches are optional. The mbui I d syntax and options are:
mbuild [-options] [filenamel filename2 ..]

Table 1-1: mbuild Options on UNIX

| Option | Description |
| :---: | :---: |
| -c | Compile only; do not link. |
| - D<name $>$ [ $=\langle$ def $>$ ] | Define C preprocessor macro <name> [as having value $<$ def $>$ ]. |
| -f file> | Use fil e> as the options file; file> is a full path name if it is not in current directory. (N ot necessary if you use the -set up option, but useful to override the default.) |
| -F file> | Use file> as the options file. (Not necessary if you use the -set up option.) $\subset$ il e> is searched for in the fol lowing manner: <br> The file that occurs first in this list is used: <br> - ./ fil ename> <br> - \$HOME/ matlab/ fil ename> <br> - \$TMVROOT/ bi n/ <illename> |
| -g | Build an executable with debugging symbols included. |
| -h[ el p] | Help; prints a description of mbui I d and the list of options. |
| - I <pat hname> | Include ppat hname> in the list of directories to search for header files. |
| -l file> | Link against librarylib<il e> |
| -L<pat hname> | Include <pat hname> in the list of directories to search for libraries. |
| <name>=<def $>$ | Override options file setting for variable <name>. |

Table 1-1: mbuild Options on UNIX (Continued)

| Option | Description |
| :--- | :--- |
| -n | No execute flag. Using this option causes the <br> commands that would be used to compile and link <br> the target to be displayed without executing them. |
| -out put «name> | Createan executablenamed <name>. (An appropriate <br> executable extension is automatically appended.) |
| -O | Build an optimized executable. |
| -set up | Set up the default compiler and libraries. This <br> switch should be the only argument passed. |
| -U<name> | Undefine C preprocessor macro <name>. |
| - v | Verbose; print all compiler and linker settings. |

## Customizing mbuild

If you need to change the switches that mbui I d passes to your compiler or linker, use the verbose switch, -v , as in:
mbuild -v filename.c [filename1.c filename2.c ..]
to generate a list of all the current compiler settings. If you need to change settings, use an editor to make changes to your options file, which is in your local MATLAB directory, typically $\not-1$ mat I ab. Y ou can also embed the settings obtained from the verbose switch into an integrated devel opment environment (IDE) or makefile. Often, however, it is easier to call mbui I d from your makefile. See your system documentation for information on writing makefiles.
mbui I d -set up copies a master options file to your local MATLAB directory and then edits the local file. If you want to make your edits persist through repeated uses of mbuil d -set up, you must edit the master file itself: <mat lab>/ bi $\mathrm{n} /$ mbuil dopt s. sh.

NOTE: Any changes that you make to the local options file will be overwritten the next time you execute nbuil d -set up.

## Distributing Stand-Alone UN IX Applications

To distribute a stand-alone application, you must include the application's executable and the shared libraries against which the application was linked. This package of files includes:

- Application (executable)
- I i bmfifile. ext
- I i bmat I b. ext
- I i bncc. ext
- I i bnat. ext
- I i bmx. ext
- I i but. ext
where. ext is
. a on IBM RS/6000 and Sun4; . so on Solaris, Alpha, Linux, and SGI; and . sl on HP 700.

F or example, to distribute the ex1 examplefor Solaris, you need to include ex1, I i bmff i le. so, li bmat I b. so, I i brcc. so, I i bmat. so, li bmx. so, and li but. so. The path variable must reference the location of the shared libraries.

## Building on Microsoft Windows

This section explains how to compile and link C codeinto stand-alone Windows applications.

## Configuring mbuild

To configure nbui I d, at the DOS command prompt type:

```
mbuild -set up
```

The set up switch creates an options file for your ANSI C compiler.
You must run mbuil d -set up before you create your first stand-al one application; otherwise, when you try to create an application with mbui I d, you will get the message

Sorry! No options file was found for mbuild. The nbuild script must be able to find an options file to define compiler flags and
ot her settings. The default options file is \$scri pt_di rect ory<br>\$OPTFI LE_NAME.

To fix this problem run the following:
mbuil d -setup
This will configure the location of your compiler.
Running mbui I d with the set up option presents you with a list of questions. Y ou will be asked to specify which library to link against and which compiler to use. Do not select the MATLAB C++M ath Library unless you have purchased it.

This example shows how to select the Microsoft Visual $\mathrm{C} / \mathrm{C}++$ compiler:
mbuild -setup
Wel come to the utility for setting up compilers
for building math library applications files.

Choose your default Math Li br ary:
[1] MATLAB C Math Li brary
[2] MATLAB C++ Math Li brary

Math Li brary: 1
Choose your $\mathrm{C} / \mathrm{C}++$ compiler:
[1] Borl and $\mathrm{C} / \mathrm{C}++\quad$ (version 5.0 or version 5.2)
[2] M crosoft Visual C++ (version 4.2 or version 5.0)
[3] Wat com C/C++ (version 10.6 or version 11)
[ 0] None
compiler: 2
If we support more than one version of the compiler, you are asked for a specific version. F or example,

Choose the versi on of your $\mathrm{Cl} \mathrm{C}++$ compiler:
[1] M crosoft Visual $\mathrm{C}+4$ 4. 2
[2] M crosoft Vi sual $\mathrm{C}++5.0$
versi on: 2

Next, you are asked to enter the root directory of your ANSI compiler installation:

```
Please enter the location of your C/ C++ compiler: [ c:\msdev]
```

Finally, you must verify that the information is correct:

```
Pl ease verify your choi ces:
```

```
Compiler: M crosoft Vi sual C++ 5.0
```

Location: c: \mゅdev
Li brary: C math Iibrary
Are these correct?([y]/n): y

Def ault options file is being updated...
If you respond to the verification question with $n$ (no), you get a message stating that no compiler was set during the process. Simply run mbuil d -set up once again and enter the correct responses for your system.

Changing Compilers. If you want to change your ANSI (system) compiler, make other changes to its options file (e.g., change the compiler's root directory), or switch between C and $C++$, use the mbuil d -set up command and make the desired changes.

## Verifying mbuild

C source code for example ex1. c is included in the
 top-level directory where MATLAB is installed on your system. To verify that nbuil $d$ is properly configured on your system to create stand-alone applications, enter at the DOS prompt:
mbuild ex1.c
This creates the file called ex1. exe. Stand-al one applications created on Windows 95 or NT always have the extension . exe. The created application is a 32-bit Microsoft Windows console application.

You can now run your stand-alone application by launching it from the command line. For example,

```
ex1
    1 3 5
24
```

| $1.0000+7.0000 i$ | $4.0000+10.0000 i$ |
| :--- | :--- |
| $2.0000+8.0000 i$ | $5.0000+11.0000 i$ |
| $3.0000+9.0000 i$ | $6.0000+12.0000 i$ |

## The mbuild Script

The nbui I d script supports various switches that allow you to customize the building and linking of your code. All users must execute nbuil d -set up at least once. During subsequent nbuil ds , the other switches are optional. The nbui I d syntax and options are:
nbuild [-options] [filenamel filename2 ..]

Table 1-2: mbuild Options on Microsoft Windows

| Option | Description |
| :---: | :---: |
| -c | Compile only; do not link. |
| -Dename> | Define C preprocessor macro <name>. |
| -f file> | Use $<i l e>$ as the options file; file $>$ is a full pathname if it is not in the current directory. (N ot necessary if you use the -set up option.) |
| -g | Build an executable with debugging symbols included. |
| -h[ el p] | Help; prints a description of nbuil $d$ and the list of options. |

Table 1-2: mbuild Options on Microsoft Windows (Continued)

| Option | Description |
| :---: | :---: |
| - I <pat hname> | Include <pat hname> in the list of directories to search for header files. |
| -output <name> | Create an executable named «nane>. (An appropriate executable extension is automatically appended.) |
| -0 | Build an optimized executable. |
| -set up | Set up the default compiler and libraries. This switch should be the only argument passed. |
| -U<name> | Undefine C preprocessor macro <name>. |
| -v | Verbose; print all compiler and linker settings. |

## Customizing mbuild

If you need to change the switches that mbui I d passes to your compiler or linker, use the verbose switch, -v , as in:
mbuild -v filename.c [filename1.c filename2. c ..]
to generate a list of all the current compiler settings. If you need to change the settings, use an editor to make changes to the options file that corresponds to your compiler. The local options file is called compopt s. bat. It is located in the <nat I ab> bi $n$ directory. You can also embed the settings obtained from the verbose switch into an integrated development environment (IDE) or makefile. Often, however, it is easier to call mbui I d from your makefile. See your system documentation for information on writing makefiles.
nbuil d -set up copies a master options file to a current options file and then edits the current options file. If you want to make your edits persist through repeated uses of nbuil d -set up, you must edit the master file itself. The
current and master options files are in the same directory, typically natlabl bi $n$.

| Compiler | Master Options File |
| :--- | :--- |
| Borland C, Version 5.0 or 5.2 | bcccomp. bat |
| Microsoft Visual C, Version 4.2 | msvccomp. bat |
| Microsoft Visual C, Version 5.0 | msvc50comp. bat |
| Watcom C, Version 10.6 | wat ccomp. bat |
| Watcom C, Version 11 | wat 11ccomp. bat |

NOTE: Any changes that you make to the current options file will be overwritten the next time you execute nbui I d -set up.

## Shared Libraries (DLs)

All the Dynamic Link Libraries (DLLs) for the MATLAB C Math Library are in the directory
<mat I ab>>1 bi n
The relevant libraries for building stand-alone applications are WIN32 DLLs. Before running a stand-alone application, you must ensure that the directory containing the DLLs is on your path.
The. def files for the Microsoft and Borland compilers are in the <nat I ab>> ext er $n \backslash i n c l$ ude directory; mbui I d dynamically generates import libraries from the. def files.

## Distributing Stand-Alone Microsoft Windows Applications

To distribute a stand-alone application, you must include the application's executable as well as the shared libraries against which the application was linked. This package of files includes:

- Application (executable)
- I i bmmi ile. dl I
- I i bmatl b. dl|
- I i brac. dll
- I i bmat. dll
- I i bmx. dl|
- |i but. dl|

For example, to distribute the Windows version of the ex1 example, you need to include ex1. exe, I i bmmi l e. dl I, I i bmat I b. dl I, I i bmec. dl I, I i bmat. dl I, I i bmx. dlI, and I i but. dl I.

The DLLs must be on the system path. You must either install them in a directory that is already on the path or modify the PATH variable to include the new directory.

## Building on Macintosh

This section explains how to compile and link C code into a stand-alone Macintosh application.

NOTE: CodeWarrior users who do not have MATLAB installed on their systems cannot use mbui I d. You should look at the sample projects included in the mat l ab: ext er n: exampl es: cmat h: codewar ri or folder, view the settings, make modifications if necessary, and apply them to your own projects.

## Configuring mbuild

To configure mbui I d, use
mbuild -set up

NOTE: You must run nbuil d -set up before you create your first stand-alone application; otherwise, when you try to create a stand-alone application, you will get the error

An mbuildopts file was not found or specified. Use "nbuild -setup" to configure nbuild for your compiler.

Run the set up option from the MATLAB prompt if you are a MATLAB user or the MPW shell prompt.

```
mbuild -setup
```

Executing mbui I d with the set up option displays a dialog with a list of compilers whose options files are currently included in the «mat I ab>: ext er n: scri pts: folder. This figure shows MPW MrC selected as the desired compiler.


Click Ok to select the compiler. If you previously selected an options file, you are asked if you want to overwrite it. If you do not have an options file in your《watl ab>: exter n: script s: folder, mbuil d -set up creates the appropriate options file for you.

NOTE: If you select MPW, mbui I d -set up asks you if you want to create User St art up•MATLAB_MEX and User St ar t upTS•MATLAB_MEX, which configures MPW and ToolServer for building stand-alone applications.

When this message displays, mbui I d is configured properly:
MBUI LD -set up compl ete.
Changing Compilers. If you want to change your current compiler, use the nbuil d -set up command.

## Verifying mbuild

C source code for example ex1. c is included in the <mat I ab>: ext ern: exampl es: cmat h directory. To verify that mbui I d is properly configured on your system to create stand-alone applications, enter at the MATLAB or MPW shell prompt:
mbuild ex1.c
This should create the file called ex1, a stand-alone application. You can now run your stand-al one application by double-clicking its icon. The results should be:

| 1 | 3 | 5 |
| :--- | :--- | :--- |
| 2 | 4 | 6 |


| 1. $0000+7.0000 i$ | $4.0000+10.0000 i$ |
| :--- | :--- |
| $2.0000+8.0000 i$ | $5.0000+11.0000 i$ |
| 3. $0000+9.0000 i$ | $6.0000+12.0000 i$ |

## The mbuild Script

The mbui I d script supports various switches that allow you to customize the building and linking of your code. All users must execute mbui I d -set up at least once. During subsequent mbui I ds, the other switches are optional. The mbui I d syntax and options are:
mbuild [-options] [filename1 filename2 ..]
Table 1-3: mbuild Options on Macintosh

| Option | Description |
| :---: | :---: |
| -c | Compile only; do not link. |
| -D<name> [ = def >] | Define C preprocessor macro <name $>$ [as having value <def $>$.] |
| -f file> | Use fil e> as the options file. (Not necessary if you use the -set up option.) If 8 il e> is specified, it is used as the options file. If $8 i l$ e $>$ is not specified and there is a file called ntbui I dopts in the current directory, it is used as the options file. <br> If $f i l e>$ is not specified and nbuil dopts is not in the current directory and there is a file called nbuil dopts in the directory unt I ab>: ext er n: script s: , it is used as the options file. Otherwise, an error occurs. |
| -9 | Build an executable with debugging symbols included. |
| -h[ el p] | Help; prints a description of nbui I d and the list of options. |

Table 1-3: mbuild Options on Macintosh (Continued)

| Option | Description |
| :---: | :---: |
| - I <pat hname> | Include $<$ pat hname> in the list of directories to search for header files. |
| <nane>=<def > | Override options file setting for variable <name>. |
| -output <name> | Create an executable named <name>. |
| -0 | Build an optimized executable. |
| -setup | Set up the default compiler and libraries. This switch should be the only argument passed. |
| -v | Verbose; print all compiler and linker settings. |

## Customizing mbuild

If you need to change the switches that mbui I d passes to your compiler or linker, use the verbose switch, -v , as in:
mbuild -v filename. c [filename1.c filename2. c ..]
to generate a list of all the current compiler settings. If you need to change the switches, use an editor to make changes to your options file, nbui I dopts. Y ou can also embed the settings obtained from the verbose switch into an integrated development environment (IDE) or makefile. Often, however, it is easier to call mbui I d from your makefile. See your system documentation for information on writing makefiles.
mbui I d -set up copies a master options file to a current options file and then edits the current options file. If you want to make your edits persist through repeated uses of nbui I d -set up, you must edit the master file itself.

| Compiler | Master Options File |
| :--- | :--- |
| CodeWarrior v10 and v11 | mbui I dopt s. CW |
| CodeWarrior PRO v1 (Power <br> Macintosh only) | mbui I dopt s. CWPRO |
| MPW ETO 21, 22, and 23 (Power <br> Macintosh only) | mbui I dopt s. MPWC |

## Distributing Stand-Alone Macintosh Applications

To distribute a stand-alone application, you must include the application's executable and the shared libraries against which the application was linked. These lists show which files should be included on the Power Macintosh and 68K Macintosh systems:

## Power Macintosh.

- Application (executable)
- I i bmmile
- I i bmatlb
- I i brac
- I i bmat
- li bmx
- I i but

68K Macintosh.

- Application (executable)

For example, to distribute the Power Macintosh version of the ex1 example, you need to include ex1, I i bmmile, I i bmat I b, I i brac, I i bmx, and I i but. To distribute the 68K Macintosh version of the ex1 example, you only need to include the application, ex1, since 68 K libraries are static.

## Troubleshooting mbuild

This section identifies some of the more common problems that may occur when configuring mbui I d to create applications.

## Options File N ot W ritable

When you run mbui I d -set up, nbui I d makes a copy of the appropriate options file and writes some information to it. If the options file is not writable, the process will terminate and you will not be able to use nbui I d to create your applications.

## Directory or File N ot W ritable

If a destination directory or file is not writable, ensure that the permissions are properly set. In certain cases, make sure that the file is not in use.

## mbuild Generates Errors

On UNIX, if you run mbui I d fil ename and get errors, it may be because you are not using the proper options file. Run mbui I d -set up to ensure proper compiler and linker settings.

## Compiler and/ or Linker Not Found

On Microsoft Windows, if you get errors such as unr ecogni zed command or file not found, make sure the command line tools are installed and the path and other environment variables are set correctly.

## mbuild Not a Recognized Command

If nbui I d is not recognized, verify that $<$ mat I ab> bi $n$ is on your path. On UNIX, it may be necessary to rehash.

## Verification of mbuild Fails

If none of the previous solutions addresses your difficulty with mbui I d, contact Technical Support at The M athWorks at support @nat hworks. comor 508 647-7200.

## Building on Your Own

To build any of the examples or your own applications without mbui I d, compile the file with an ANSI C compiler. You must set the include file search path to contain the directory that contains the file mat I ab. h; compilers typically use
the -I switch to add directories to the include file search path. See Chapter 5 to determine where matl ab. h is installed. Link the resulting object files against thelibraries in this order:

1 MATLAB M-File Math Library (I i bmfilie)
2 MATLAB Compiler Library (I i brac)
3 MATLAB Built-In Library (I i bmatl b)
4 MATLAB MAT-file Library (I i bmat)
5 MATLAB Application Program Interface Library (I i bmx)
6 ANSI C Math Library (I i bm)
Specifying the libraries in the wrong order on the command line typically causes linker errors. N ote that on the PC if you are using the Microsoft Visual C compiler, you must manually build the import libraries from the. def files. If you are using the Borland C Compiler, you can link directly against the. def files. If you are using Watcom, you must build them from the DLLs.

On some platforms, additional libraries are necessary; see the platform-specific section of the mbui I d script for the names and order of these libraries on the platforms we support.

## Writing Programs
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The best way to learn how to use the library is to see it in use. This chapter contains six examples. The first five are straightforward, each illustrating a particular aspect of the MATLAB C Math Library. The example, "Passing Functions as Arguments," is longer and more complex, more like a real application.
The subjects of the six examples are:

- Creating and Printing Arrays
- Writing Simple Functions
- Calling Library Routines
- Handling Errors
- Saving and Loading Data
- Passing F unctions as Arguments

Each example presents a complete working program. The numbers to the left of code statements reference annotations presented in a "Notes" section that immediately follows each example. An "Output" section that shows the output produced by the example is presented next. You can find the code for each example in the smat lab>l ext er n/ exampl es/ cmath directory where drat I ab> represents the top-level directory of your installation. See "Building C Applications" in Chapter 1 for information on building the examples.

## Introduction

In this book, the examples are presented before the technical details of the library. Hopefully, you will find this organization convenient. However, before exploring the examples, you need to know a little more about how the MATLAB C Math Library works. The next two sections explain the array access functions and the physical memory layout of an array. M acintosh programmers should also read the section Macintosh Print Handlers.

## Array Access Functions

Some of the functions used in the examples do not begin with the prefix mif ; they begin with $m x$ instead. The $m x$ functions are the array creation, deletion, and access functions that are part of the MATLAB Application Program Interface Library. For example, the examples demonstrate how to use the function $m \times C r$ eat eDoubl eMat rix() to createa matrix that stores double values and the function mxDest royArray() to free an array.

You use these functions when you work with arrays. J ust like the mathematical routines in the MATLAB C Math Library, these functions most often require mxAr ray * arguments and return a pointer to an mxArray. Refer to the section "Array Access Functions" in Chapter 5 for a complete list of the functions and to the online Application Program InterfaceReferencefor details on their behavior and arguments.

## Array Storage: MATLAB vs. C

In reading the example code, it is important to note that the MATLAB C Math Library stores its arrays in column-major order, unlike C, which stores arrays in row-major order. Static arrays of data that are declared in C and that initialize MATLAB C Math Library arrays must store their data in column-major order. For this reason, we recommend not using two-dimensional C language arrays because the mapping from $C$ to MATLAB can become confusing.

As an example of the difference between C's row-major array storage and MATLAB's column-major array storage, consider a 3-by-3 matrix filled with the numbers from one to nine.

| 1 | 4 | 7 |
| :--- | :--- | :--- |
| 2 | 5 | 8 |
| 3 | 6 | 9 |

N otice how the numbers follow one another down the columns. If you join the end of each column to the beginning of the next, the numbers are arranged in counting order.

To recreate this structure in C, you need a two-dimensional array:

```
stati c doubl e square[][ 3] ={{1, 4, 7}, {2, 5, 8}, {3, 6, 9}};
```

Notice how the numbers are specified in row-major order; the numbers in each row are contiguous. In memory, C lays each number down next to the last, so this array might have equivalently (in terms of memory layout) been declared:
static double square[] =\{1, 4, 7, 2, 5, 8, 3, 6, 9\};
To a C program, these arrays represent the matrix first presented: a 3-by-3 matrix in which the numbers from one to nine follow one another in counting order down the columns.

However, if you initialize a 3-by-3 MATLAB mxAr ray structure with either of these $C$ arrays, the results will bequite different. MATLAB stores its arrays in col umn-major order. MATLAB treats the first three numbers in the array as the first col umn, the next three as the second column, and the last three as the third column. Each group of numbers that $C$ considers to be a row, MATLAB treats as a column.

To MATLAB, the C array above represents this matrix:
123
$4 \quad 5 \quad 6$
$7 \quad 8 \quad 9$
Note how the rows and columns are transposed.
In order to construct our first matrix, where the counting order proceeds down the columns rather than across the rows, the numbers need to be stored in the $C$ array in column-major order.
static doubl e square[] = \{1, 2, 3, 4, 5, 6, 7, 8, 9\};
This array, when used to initialize a MATLAB array, produces the desired result.

## Macintosh Print Handlers

If you areusing theMATLAB C Math Library on an AppleM acintosh computer and using mbui I d or the example projects provided in the <matl ab>: ext er n: exampl es: cmat h: codewarri or: directory to build the examples, you may skip this section. However, if you are using a different method to build the examples, this section describes how to ensure that the output from the examples displays properly.
The MATLAB C Math Library uses print f , by default, to display its output. Macintosh computers, unlike UNIX workstations or machines running Microsoft Windows, do not have command-line shells. This means that all Macintosh programs must use some type of window or dialog box to display output. E ach M acintosh compiler handles the output from thepr i nt f function in a different, nonstandard, way.
Because the M ATLAB C M ath Library supports more than one compiler on the M acintosh, there is no one appropriate choice for the default print handler. If you want to see output from the examples, you must install a print handler. You have two choices. You may either write and install a print handler (quite a simple task, actually), or you may use the slightly riskier method of using printf as your print handler.

If you want to install a print handler, read "AppleM acintosh Example" on page 3-41. If you'd like to use pri nt $f$, add the following line of code to each example, just after the variable declarations within the mai $n()$ routine.
mif Set Print Handl er ( (void (*) (const char $\left.{ }^{*}\right)$ ) printf);
This approach is only safe if your compiler returns values in the registers rather than on the stack. It is known to work with both the M etrowerks and MPW compilers; try it at your own risk on other compilers.

Explaining in detail why installing a default print handler is necessary is beyond the scope of this document. Basically, you can't use the default print handler because the simple input/output library can't intercept the call to CoWt te in the MATLAB Built-in Library because that library is shipped as a shared library.

## Example 1: Creating and Printing Arrays

This program creates two arrays and then prints them. The primary purpose of this example is to present a simple yet complete program. The code, therefore, demonstrates only one of the ways to create an array. Each of the numbered sections of code is explained in more detail below.

```
/* ex1.c */
# ncl ude <st di o. h>
#j ncl ude <stdlib.h>
## ncl ude <string.h>
# ncl ude "mat ab. h"
static doubl e real _data[] = { 1, 2, 3, 4, 5, 6 };
static doubl e cpl x_data[] = { 7, 8, 9, 10, 11, 12 };
mai n()
{
    /* Create two matrices */
    mxArray *mat 0 = mxCreateDoubl eMatrix(2, 3, mxREAL);
    mxArray *mat 1 = mxCreateDoubl eMatrix( 3, 2, mxCOMPLEX);
    memcpy(mxGet Pr(mat 0), real_data, 6 * si zeof(doubl e));
    memcpy(mxGet Pr(mat 1), real _data, 6 * si zeof(doubl e));
    memcpy(mxGet Pi (mat 1), cpl x_data, 6 * si zeof(doubl e));
    /* Print the matrices */
    ml fPrintMatrix(mat0);
    mlfPrintMatrix(mat1);
    /* Free the matrices */
    mxDest royArray(mat 0);
    mxDest royArray(mat 1);
    ret urn(EXI T_SUCCESS);
}
```


## N otes

1 Include " mat I ab. h". This file contains the declaration of the mxAr ray data structure and the prototypes for all the functions in the library. st dl i b. h contains the definition of EXI T_SUCCESS.

2 Declare two static arrays of real numbers that are subsequently used to initialize matrices. The data in the arrays is interpreted by the MATLAB C Math Library in column-major order. The first array, real _dat a, stores the data for the real part of both matrices, and the second, $\mathrm{cpl} \mathrm{x}_{-}$dat a, stores the imaginary part of mat 1 .

3 Create two full matrices with mxCreateDoubl eMat rix(). mxCreat eDoubl eMat rix() takes three arguments: the number of rows, the number of columns, and a predefined constant indicating whether the matrix is complex (has an imaginary part) or real. It returns a full matrix: a matrix for which all elements in the matrix are allocated physical storage. This is in contrast to a sparse matrix in which only the nonzero elements have storage allocated. (Note that the library does not support sparse matrices at this time.)
mxCreat eDoubl eMat rix() allocates an mxAr ray structure and storage space for the elements of the matrix, initializing each entry in the matrix to zero. The first matrix, nat 0 , does not have an imaginary part, therefore its complex flag is mxREAL. The second matrix, mat 1, has an imaginary part, so its complex flag is mxCOMPLEX. nat 0 has two rows and three columns, and mat 1 has three rows and two columns.

4 Copy the data in the static array into the matrices. Using memepy in this way is the standard programming idiom for initializing a matrix from user-defined data. Y ou will see similar code throughout the examples. Both matrices have six elements in their real parts. mat 1 has six elements in its imaginary part. Note that if an array has both a real and complex part, both parts must be the same size.

5 Print the matrices. mf frint Matrix() calls the installed print handler, which in this example is the default print handler. See the section "Print

Handlers" in Chapter 3 for details on modifying and installing a print handler.

6 Free the matrices. All matrices returned by MATLAB C Math Library routines must be manually freed. The library does not maintain a list of allocated matrices or perform any garbage collection. If you do not free your matrices after you are finished using them, your program will leak memory. If your matrices are large enough, or your program runs long enough, the program will eventually run out of memory.

## O utput

The program produces this output:

| 1 | 3 | 5 |
| :--- | :--- | :--- |
| 2 | 4 | 6 |


| $1.0000+7.0000 i$ | $4.0000+10.0000 i$ |
| :--- | :--- |
| $2.0000+8.0000 i$ | $5.0000+11.0000 i$ |
| $3.0000+9.0000 i$ | $6.0000+12.0000 i$ |

## Example 2: Writing Simple Functions

This example demonstrates how to write a simple function that takes two mxArray* arguments and returns an mxAr ray* value. The function computes the average of the two input matrices. Each of the numbered sections of code is explained in more detail below.

```
/* ex2.c*/
## ncl ude <st di o. h>
## ncl ude <stdlib.h>
# ncl ude <string.h>
# ncl ude "mot ab.h"
static doubl e dataO[] = { 2, 6, 4, 8 };
static double datal[] = { 1, 5, 3, 7 };
/* Cal cul at es (ml + m2) / 2 */
mxArray *average(mxArray *m1, mxArray *m2)
{
    mxArray *sum *ave, *two = mifScal ar(2);
    sum = ml fPI us(m1, m2);
    ave = m| fRdi vi de(sum two);
    mxDestroyArr ay(sum);
    mxDestroyArray(t wo);
    ret urn ave;
}
mai n()
{
    /* Create two matrices */
(5) mxArray *mat 0 = mxCreat eDoubl eMatrix(2, 2, mxREAL);
    mxArray *mat 1 = mxCreat eDoubl eMatrix(2, 2, mxCOMPLEX);
    mxArray *mat 2;
    mencpy(mxGet Pr(mat 0), data0, 4 * si zeof(doubl e));
    memcpy(mxGet Pr(mat 1), dat al, 4 * si zeof(doubl e));
```

(4)
(6)
(7)
(8)
(8) mxDest royArray(nat 0) ; mxDest royArray( mat 1) ; mxDest royArray(mat2) ;
ret urn(EXI T_SUCCESS);
\}

## N otes

1 Include " matl ab. h". This file contains the declaration of the mxAr ray data structure and the prototypes for all the functions in the library. st dl ib. h contains the definition of EXI T_SUCCESS.

2 Declare two static four-element arrays that are used subsequently to initialize the 2-by-2 matrices. The numbers in these arrays are placed in column-major order, as that is how the MATLAB C Math Library will interpret them.

3 Declare the function aver age. This function takes two mxAr ray* arguments, adds the matrices together, and divides the result by two. It computes the element-wise average of the two matrices. Note that the divisor, t wo, must be a matrix as well; aver age creates it using mh f Scal ar, a MATLAB C Math Library utility function.

4 Add, with mf fPI us, the two input matrices together, and return theresult in a newly allocated matrix. Then divide, with mif Rdi vi de, that sum by a scalar (1-by-1) matrix containing the number two. The mif Rdi vi de
operation (array right division) returns the average of the two matrices. aver age will return this value.

Before returning from aver age, however, free both the intermediate sum matrix (the result of the call to mf fPI us) and the scal ar matrix $t$ wo. If these matrices are not freed, the function will leak memory.

5 Create the initial 2-by-2 matrices. Note the use of memepy to initialize the newly allocated matrices with data. This is the same programming idiom used in the first example.

6 Calculate the average of the two matrices.
7 Print the results. Both mif PrintMatrix() and mif Printf() use the installed print handling routine to display their output. Because this exampl edoes not register a print handling routine, the default print handler displays all output. The default print handler uses printf. See the section "Print Handlers" in Chapter 3 for details on registering print handlers.

8 Finally, free the initial input matrices and the result of the averagefunction.

## 0 utput

When the program runs, it produces this output:

```
    2 4
    8
+
    1 3
    5 7
/ 2 =
    1.5000 3.5000
    5.5000 7.5000
```


## Example 3: Calling Library Routines

This example uses the singular value decomposition function nh f Svd to illustrate how to call library routines that take multiple optional arguments. The example demonstrates the subtleties of the MATLAB C M ath Library calling convention that the calls to ml f Rivi de and mf fI us in the previous example did not demonstrate.

```
/* ex3.c */
# ncl ude <st di o.h.
# ncl ude <stdlib. h>
## ncl ude <string.h>
# ncl ude "mmt ab. h"
static double data[] = { 1, 3, 5, 7, 2, 4, 6, 8 };
mai n()
{
    /* Create the i nput matrix */
    mxArray *X = mxCreat eDoubl eMatrix(4, 2, mxREAL);
    mxArray *U, *S, *V, *Zero = m|fScal ar(0.0);
    mencpy(mxGet Pr(X), data, 8 * si zeof(doubl e));
    /* Compute the si ngul ar val ue decomposition and print it */
    U = mhfSvd(NULL, NULL, X, NULL);
        mlfPrintf("One input, one output:\nU = \n");
        mfPrint Matrix(U);
        mxDest royArray(U);
    /* Multiple output arguments */
    U = mhfSvd(&S, &V, X, NULL);
        mlfPrintf("One input, three outputs:\n");
        mlfPrintf("U = \n"); md fPrintMatrix(U);
        mlfPrintf("S = \n"); mfPrintMatrix(S);
        mlfPrintf("V = \n"); m| frintMatrix(V);
        mxDest royArray(U);
        mxDest royArray(S);
        mxDest royArray(V);
```

```
    mxDestroyArray(X);
    mxDestroyArray(Zero);
    ret ur n( EXI T_SUCCESS);
}
```


## N otes

1 Include " mat I ab. h". This file contains the declaration of the mxAr ray data structure and the prototypes for all the functions in the library. st dl i b. h contains the definition of EXI T_SUCCESS.

2 Dedlare the eight-element static array that subsequently initializes the m f Svd input matrix. The elements in this array appear in column-major order. The MATLAB C M ath Library stores its array data in column-major order, unlike C, which stores array data in row-major order.

3 Create and initialize the $\mathrm{ml} f$ Svd input arrays, X and Zer o. Zer o is a 1-by-1 array created with mifScal ar(). Declare mxArray* variables, $U, S$, and $V$, to be used as output arguments in later calls to ml f Svd.

4 mf fod can be called in three different ways. Call it the first way, with one input matrix and one output matrix. Note that the optional inputs and outputs in the parameter list are set to NULL. Optional, in this case, does not mean that the arguments can be omitted from the parameter list; instead it
means that the argument is optional to the workings of the function and that it can be set to NULL.

Print the result of the call to m f Svd and then freetheresult matrix. Freeing return values is essential to avoid memory leaks.

If you want to know more about the function mif Svd() or the calling conventions for the library, refer to the online MATLAB C Math Library Reference.

5 Call mif Svd the second way, with three output arguments and one input argument. The additional output arguments, S and V , appear first in the argument list. Because the return value from $m \mathrm{f}$ Svd corresponds to the first output argument, U , only two output arguments, S and V , appear in the argument list, bringing the total number of outputs to three. The next argument, X , is the required input argument. Only the final argument, the optional input, is passed as NULL.

Print and then free all of the output matrices.
6 Call mil f Svd the third way, with three output arguments and two input arguments. Print and then free all of the output matrices.

Notice that in this call, as in the previous one, an ampersand ( $\mathcal{L}$ ) precedes the two additional output arguments. An ampersand always precedes each output argument because the address of the mxArray* is passed. The presence of an \& is a reliable way to distinguish between input and output arguments. Input arguments never have an \& in front of them.

7 Last of all, free the two input matrices.

## Output

When the program is run, it produces this output:

```
One i nput, one output:
U =
    14. }269
    0.6268
One i nput, three out puts:
U =
    0.1525 0.8226 -0.3945 -0.3800
    \begin{array} { l l l l } { 0 . 3 4 9 9 } & { 0 . 4 2 1 4 } & { 0 . 2 4 2 8 } & { 0 . 8 0 0 7 } \end{array}
    0.5474 0.0201 0.6979 -0.4614
    0.7448 -0.3812 -0.5462 0.0407
S =
    14.2691 0
        0 0.6268
        0
        0
V =
    0.6414 -0.7672
    0.7672 0.6414
Two i nputs, three outputs:
U =
            0.1525 0. 8226
            0.3499 0.4214
            0.5474 0.0201
            0.7448-0.3812
S =
            14.2691 0
            0 0.6268
V =
            0.6414 -0.7672
            0.7672 0.6414
```


## Example 4: Handling Errors

The MATLAB C Math Library's default response to an error is to call exi t (), which terminates an application. In some cases, program termination may be unacceptable. F or this reason, the library provides an Application Programming Interface (API) to control the error handling mechanism.

This example demonstrates a user-defined error handler and the use of two C system calls, set j mp() and I ongj $m p()$. Together they provide a more flexible response to an error than the default library response. This example only provides a brief description of how set mp() and I ongj mp() work. For more details, consult your system's documentation.
Due to its length, this example is split into two parts. In a working program, both parts would be placed in the same file. The first part includes the proper header files, declares two filestatic variables, and contains the definition of the error handling routine.

```
/* ex4.c */
## ncl ude <stdi o. h>
# ncl ude <stdlib. h>
# ncl ude <string.h>
(1) # ncl ude <setj mp. h>
(2) # ncl ude " natl ab. h"
(3) static double data[] ={ 1, 2, 3, 4, 5, 6 };
(4) static j mp_buf env;
/* User-defined error handling routine. */
(5) void Error Handl er(const char* nmg, bool i sError)
{
    if (isError)
    {
            mhfPrintf("ERROR: %ゅ\ n", msg);
            l ongj mp(env, - 1);
    }
    else /* just a warning */
    {
        mhfPrintf("WARNI NG: %ゅ\n", msg);
    }
}
```


## N otes

1 Include<set j mp. $\mathrm{h}>$. This filecontains the definition of thetypej mp_buf and the prototypes for the functions set mp() and I ongj mp() .

2 Include " mat I ab. h". This file contains the declaration of the mxAr ray data structure and the prototypes for the functions in the library. st dl i b. h contains the definition of EXI T_SUCCESS.

3 Declare an array that will be used in the main program to initialize two matrices. Arrange the elements of the C array in column-major order.

4 Declare the static j mp_buf variable, env. set j mp() will store various types of system-specific data in env. I ongj mp () will use the data to "return" to the point where setj mp() was invoked.

5 Define the error handler. If the argument isError is true, Error Handl er calls the print handler to display the string contained in msg and then calls I ongj $m()$. If isError is false, a warning is printed and the application continues.

N ote that if you do not call I ongj $m p()$ from your error handler, the library will call exit() and terminate your application.

6 Call I ongj mp() to transfer control back to the if/el se statement where set mp ( ) was first called. The second argument to I ongj $m p(),-1$, is the value that set j mp() will return. Be sure to make this value nonzero, to distinguish a return induced by I ongj mp() from a normal return.

The second section of code contains the main program. The error in the program occurs in step 7 when two matrices of unequal size are added together.

```
nai n()
{
    /* Create two matrices of different sizes */
(1) mxArray *mat 0 = mxCreat eDoubl eMat rix(2, 3, mxREAL);
    mxArray * mat 1 = mxCreat eDoubl eMatrix(3, 2, mxREAL);
    /* These poi nters must be decl ared as vol atile
    ** si nce their val ues may be changed i nsi de the setj mp bl ock;
    ** we need to access these val ues if a longj mp occurs.
    */
(2) mxArray *vol atile mat2 = NULL;
mxArray *vol atile mat3 = NULL;
mxArray *vol atile zero = NULL;
(3) memepy(mxGet Pr(mat 0), data, 6 * si zeof(doubl e));
memcpy(mxGet Pr(mat 1), data, 6 * si zeof(doubl e));
    if ( setj mp(env) = 0)
    {
        /* Set the error handl er */
(5) mu f Set ErrorHandl er (ErrorHandl er);
        /* Create a scal ar matrix */
        zero = ml f Scal ar(0);
            /* Di visi on by zero will produce a warni ng */
            mat2 = ml fRdi vi de( mat 1, zero);
            /* I|l egal operation: matrix di mensions not equal */
            mat3 = mlfPI us(nat 0, nat 1);
            mh fPri nt Matrix(mat 3);
            /* Free the matrices */
            mxDest royAr ray(mat 2) ;
            mxDest royAr ray(mat 3) ;
            mxDestroyArray(zero);
}
```

(9)

```
        el se
        {
            mlfPrintf("Caught an error! Recovering!\n");
        /* Cl ean up matri ces al l ocated bef ore the error occurred. */
            if (mat2)
                mxDest royAr ray(mat 2) ;
            if (mat3)
                mxDest r oyAr r ay( mat 3) ;
        if (zero)
                mxDest royArray(zero);
    }
    /* Free the matrices */
        mxDestroyArray(mat 0) ;
        mxDestroyArray(mat 1);
    r et ur n( EXI T_SUCCESS) ;
}
```


## N otes

1 Create and initialize two matrices. The first matrix has two rows and three columns and the second has three rows and two columns. The same techniques used in previous examples are used here: a call to $m x C r$ eat eDoubl eMat rix() creates a matrix and a subsequent call to memppy( ) initializes the matrix with data.

2 Dedare the variables that will be set within the set j mp block as volatile. When a variable is declared as vol atile, it is not stored in a register. Y ou can, therefore, set a value to the variable inside the if block where set mp is called and still retrieve the value if a I ongj m occurs to the el se portion of the if-el se statement.

3 Copy the data into the two matrices using $m \operatorname{met} \operatorname{Pr}()$ to access the real portion of the matrix.

4 Call set mp() and initialize env. set mp() is a special function that has the potential to return more times than it is called. When explicitly called, as in this if -statement, it initializes the mpbuf variableenv and returns a
normal status of 0 . However, set j mp ( ) can also return when it has not been called. Calling the I ongj mp() function (which never returns) causes control to return from a corresponding set mp() . When set mp() returns as a result of a longj mp() , setj mp() returns a nonzero status.

Error handling with set mp() and I ongj mp () requires an if-statement like this one. The first branch (where set j $m p($ ) returns 0 ) contains your data-processing code. Control always enters this first branch. The el se branch contains error handling code. Any call tol ongj $\mathrm{mp}($ ) that results from an error in the first branch causes set $\mathrm{mp}($ ) to return again (with a nonzero status) and control to transfer to the error handling code in the el se branch.

If an error occurs within the first branch of the if -statement, the error handler calls I ongj mp() . How does I ongj mp() know where to transfer control? The first call to set j $\mathrm{mp}($ ) "marks" its position in your program. When I ongj mp() is ready to transfer control back to your code, it transfers control to that "mark" as a return from set j mp(). While the first call to set j $m p()$ returns 0 , subsequent calls return the second argument passed to I ongj $\mathrm{mp}($ ). An if-el se statement that tests the return from set mp () can therefore distinguish between a normal return from set j mp() and a return that indicates that an error has occurred.

5 Call mf Set Error Handl er () toreplacethe default error handler provided by the MATLAB C Math Library with the user-defined error handler, Error Handl er () , defined in the first part of this example. Note that any errors that occur prior to the first call to mif Set ErrorHandl er () still cause the program to exit.

6 Deliberately causes a warning. The library calls the registered error handler, Error Handl er ( ), with the parameter i sErr or set to FALSE. After Error Handl er () prints the warning, the program continues.

7 Deliberately causes an error by calling mif PI us with two input matrices of unequal size. wif Pl us requires identically sized matrices. When mb fPI us detects that its two inputs are of different sizes, it invokes the registered error handler.

8 If all the code in the if-block executes without error, the matrices mat 2, mat 3, and zero are freed.

9 Handle any errors that occur. The error-handling code in this example is quite short and simply displays another error message. Be sure to note how the call tol ongj mp ( ) in the error handler transfers control back to the main routine via a second return from set j mp() . The error handler itself does not return, and the program does not terminate.

After printingtheerror message, "Caught an err or! Recover ing!", freethe matrices that may have been allocated in the set j mp block before the error occurred. If an error hadn't occurred, the mxDestroyAr ray() statements in the if -block would have cleaned up these matrices.

10 F ree the matrices, mat 0 and nat 1, which were used as input arguments to mif Pl us() and mifRivi de().

## 0 utput

When run, the program produces this output:
WARNI NG: Di vide by zero.
ERROR: Matrix di mensions must agree.
Caught an error! Recovering!
A more sophisticated error handling mechanism could do much more than simply print an additional error message. If this statement were in a loop, for example, the code could discover the cause of the error, correct it, and try the operation again.

## Example 5: Saving and Loading Data

This example demonstrates how to use the functions mf Save( ) and ml f Load( ) to write your data to a disk file and read it back again. mil f Load() and m f Save( ) operate on MAT-files, which use a special binary file format that ensures efficient storage and cross-platform portability. MATLAB can read and write MAT-files, too, so you can use mid Load( ) and mif Save( ) to share data with MATLAB applications or with other applications developed with the MATLAB C++ or C M ath Library.

The MATLAB C M ath Library functions mil Save() and mf Load() implement the MATLAB I oad and save functions. Note, however, that not all the variations of the MATLAB I oad and save syntax are implemented for the MATLAB C Math Library. See the section "U sing mlfL oad( ) and mlfSave( )" in Chapter 3 for further information on the two functions.

```
/* ex5.c */
# ncl ude <stdl i b. h>
(1) # ncl ude "mat l ab. h"
mai n()
{
    mxArray *x, *y, *z, *a, *b, *c;
    mxArray *r1, *r2, *r3;
    mxArray *four = m| f Scal ar(4);
    mxArray *seven = m| fcal ar(7);
    (3) }x=m|fRand(four, four)
    y = mf fMagic(seven);
    z = mhfEig(NULL, x, NULL);
    /* Save (and name) the variabl es */
    mlfSave("ex5. mat", "w", "x", x, "y", y, "z", z, NULL);
    /* Load the named variabl es */
    mlfLoad("ex5. mat", "x", &a, "y", &b, "z", &c, NULL);
```

```
/* Check to be sure that the variabl es are equal */
    rl = m|flsequal(a, x, NULL);
    r2 = mfl sequal(b, y, NULL);
    r3 = nhfl sequal (c, z, NULL);
    if (*mxGet Pr (r 1) = 1.0 &&
        *mxGet Pr(r2) = 1.0 &&
        *mxGet Pr(r3) = 1.0)
    {
        mlfPrintf("Success: all variables equal.\n");
    }
el se
    {
        mlfPrintf("Failure: I oaded val ues not equal to saved
            val ues.\n");
    }
```

(7)

```
mxDestroyArray(four);
    mxDestroyArray(seven);
    mxDestroyArray(x);
    mxDestroyArray(y);
    mxDestroyArray(z);
    mxDestroyArray(a);
    mxDestroyArray(b);
    mxDestroyArray(c);
    mxDestroyArray(r1);
    mxDestroyArray(r2);
    mxDestroyArray(r3);
    ret urn( EXI T_SUCCESS);
}
```


## Notes

1 Include " mat I ab. h". This file contains the dedaration of the mxAr ray data structure and the prototypes for all the functions in the library. st dl i b. h contains the definition of EXI T_SUCCESS.

2 Declare and initialize variables. $x, y$, and $z$ will be written to the MAT-file using mil Save( ) . a, b, and c will store the data read from the MAT-file by
mif Load( ) . r 1, r 2, and r 3 will contain the results from comparing the saved data to the original data.

TheC M ath Library utility function mif Scal ar() is used to initialize 1-by-1 arrays that hold an integer or double value. four and seven point to arrays that are used to initialize data.

3 Assign data to the variables that will be saved to a file. x stores a 4-by-4 array that contains randomly-generated numbers. y stores a 7-by-7 magic square. $z$ contains the eigenvalues of $x$.

4 Save three variables to the file " ex5. mat ". Y ou can save any number of variables to the file identified by the first argument to mif Save(). The second argument specifies the mode for writing to the file. Here " w' indicates that mif Save( ) should overwrite the data. Other values include " u" to update (append) and "w4" to overwrite using V4 format. Subsequent arguments come in pairs: the first argument in the pair (a string) labels the variable in the file; the contents of the second argument is written to the file. A NULL terminates the argument list.

Note that you must provide a name for each variable you save. When you retrieve data from a file, you must provide the name of the variable you want to load. Y ou can choose any name for the variable; it does not have to correspond to the name of the variable within the program. Unlike arguments to most MATLAB C M ath Library functions, the variable name (and filename) are not mxAr ray arguments; you can pass a string directly to mil Save() and mif Load().

5 Load the named variables from the file " ex5. nat ". N ote that the function mi f Load() does not follow the standard C Math Library calling convention where output arguments precede input arguments. The output arguments, $a, b$, and $c$, are interspersed with the input arguments.

Pass arguments in this order: the filename, then the name/variable pairs themselves, and finally a NULL to terminate the argument list. An important difference between the syntax of $m \mathrm{f}$ Load( ) and mas Save() is the type of the variable portion of each pair. Because you're loading data into a variable, mil load( ) needs the address of the variable: \&a, \&b, \&c. a, b, and c are output arguments whereas $x, y$, and $z$ in the $m$ f Save( ) call were input arguments.

N otice how the name of the output argument does not have to match the name of the variable in the MAT-file.

NOTE: m f Load() is not a type-safe function. It is declared as mh Load( const char *file, ...). The compiler will not complain if you forget to include an \& in front of the output arguments. However, your application will fail at runtime.

6 Compare the data loaded from the file to the original data that was written to the file. $a, b$, and c contain the loaded data; $x, y$, and $z$ contain the original data. Each call to mifI sEqual () returns a scalar mxAr ray containing TRUE if the compared arrays are the same type and size, with identical contents.

7 U se mxGet Pr() to access the value stored in each scalar mxAr ray. If each of the three values is equal to 1 (or TRUE), then all variables were equal. The calls to $m \times G e t \operatorname{Pr}()$ are necessary because $C$ requires that the condition for an if statement be a scalar Boolean, not a scalar mxAr ray.

8 Free each of the matrices used in the examples.

## 0 utput

When run, the program produces this output:
Success: all variables equal.

## Example 6: Passing Functions As Arguments

This example demonstrates how you work with the C Math Library "function-functions," functions that execute a function that you provide. The C Math Library function presented in this example, m fode23( ), is a function-function. Other function-functions include mif Fzer os(), mif Fmin(),


In this example, you'll learn:

- How the function-functions use mf f Feval ()
- How mif Feval () works
- How to extend mif Feval () by writing a "thunk function"

The main program in this example computes the trajectory of the Lorenz equation using the ordinary differential equation solver mf Ode23(). Given a function $F$, and a set of initial conditions expressing an ODE, mif Ode23( ) integrates the system of differential equations, $y^{\prime}=F(t, y)$, over a given time interval. mi f Ode23( ) integrates a system of ordinary differential equations using second and third order Runge-K utta formulas. In this example, the name of the function to be integrated is I or enz.

## How function-functions Use mlfFeval()

A function-function uses mif Feval () to execute the function passed to it. For instance, m f Ode23( ) in this example calls mh f Feval () to execute the function I or enz().Thefunction-function passes the name of thefunction to be executed to $m \mathrm{fFeval}()$ along with the arguments required by the function. In this example, the string array containing "I or enz" is passed to m f Feval () along with the other arguments that were passed to ml f Ode23().
mif Feval () is in charge of executing any function passed to it. Because these functions take different arbitrary numbers of input and output arguments, mif Feval () uses a non-standard calling convention. Instead of listing each argument explicitly, mif Feval () works with arrays of input and output arguments, allowing it to handle every possible combination of input and output arguments on its own.
The prototype for mif Feval ():
mf feval (int nl hs, mxArray **pl hs, int nrhs, mxArray **prhs, char * name);

Each function-function, therefore, constructs an array of input arguments (pr hs) and an array of output arguments (pl hs), and then passes those two arrays, along with the number of arguments in each array ( nr hs and nl hs ) and the name of the function (nare), to ml f Feval () , which executes the function.

## How mlfFeval() Works

m f Feval () uses a built-in table to find out how to execute a particular function. The built-in table provides m f Feval () with two pieces of information: a pointer that points to the function to be executed and a pointer to what's called a "thunk function."

As shipped, mid feval () 's built-in table contains each function in the MATLAB C Math Library. If you want mif Feval () to know how to execute a function that you've written, you must extend the built-in table by creating a local function table that identifies your function for mh $f$ Feval ().

It's the thunk function, however, that actually knows how to execute your function. In this example, the thunk function, _I or enz_t hunk_f cn_, executes I or enz( ). A thunk function's actions are solely determined by the number of input and output arguments to the function it is calling. Therefore, any functions that have the same number of input and output arguments can share the same thunk function. F or example, if you wrote three functions that each take two inputs and produce three outputs, you only need to write one thunk function to handle all three.
mif Feval () calls the thunk function through the pointer it retrieved from the built-in table, passing it a pointer to the function to be executed, the number of input and output arguments, and the input and output argument arrays. Thunk functions also use the ml Feval () calling convention.

The thunk function then translates from the calling convention used by min Feval ( ) (arrays of arguments) to the standard C Math Library calling convention (an explicit list of arguments), executes the function, and returns the results to $\mathrm{m} f$ Feval ( ) .

## Extending the mlfFeval() Table

In order to extend the built-in mf f Feval () table, you must:
1 Write the function that you want a function-function to execute.
2 Write a thunk function that knows how to call your function.

3 Declare a local function table and add the name of your function, a pointer to your function, and a pointer to your thunk function to that table.

4 Register the local table with mif Feval ().
Note that your program can't contain more than 64 local function tables; each table can contain an unlimited number of functions.

## Writing a Thunk Function

A thunk function must:
1 Ensure that the number of arguments in the input and output arrays matches the correct number of arguments required by the function to be executed. Remember that functions in the MATLAB C Math Library can have optional arguments.

2 Extract the input arguments from the input argument array.
3 Call the function that was passed to it.
4 Place the results from the function call into the output array.

NOTE You don't need to write a thunk function if you want a function-function to execute a MATLAB C Math Library function. A thunk function and an entry in the built-in table already exist.

This example is longer than the preceding four; because of its length, it has been divided into three sections. In a working program, all of the sections would be placed in a single file. The first code section specifies header files,
declares global variables including the local function table, and defines the I or enz function.

```
/* ex6.c */
```

\# ncl ude <st di o. h>
\#incl ude <stdlib.h>
\# ncl ude <string.h>
\# ncl ude <math. $h>$
(1) \# ncl ude "matlab. h"
(2) doubl e SI GMA, RHO, BETA;
(3) static miffuncTabEnt MFuncTab[] = \{
\{"I orenz", ( mifFuncp) I orenz, _I orenz_thunk_fcn_ \}, \{ NULL, NULL, NULL\}
\};
(4) mxArray *I or enz( mxAr ray *tm mxArray *ym)
\{
mxArray *ypm
doubl e *y, *yp;
(5) $y p m=m x C r$ eat eDoubl eMat $r i x(3,1, m x R E A L)$; $y=m x G e t \operatorname{Pr}(y m)$;
yp $=m x G e t \operatorname{Pr}(y p m) ;$
(6) $\mathrm{yp}[0]=-\mathrm{BETA} \mathrm{H}^{*}[0]+\mathrm{y}[1] * y[2]$;
yp[ 1] $=-$ SI GMA*y[ 1] + SI GMA*y[2];
yp[ 2] = -y[0]*y[ 1] + RHO*y[1] - y[2];
ret urn(ypm) ;
\}

## N otes

1 Include " mat I ab. h". This file contains the declaration of the mxAr ray data structure and the prototypes for all the functions in the library. st dl i b. h contains the definition of EXI T_SUCCESS.

2 Declare SI GMA, RHO, and BETA, which are the parameters for the Lorenz equations. The main program sets their values, and the I or enz function uses them.

3 Declare a static global variable, MFuncTab[ ], of type nh f FuncTabEnt. This variable stores a function table entry that identifies the function that mif Ode23() calls. A tableentry contains three parts: a string that names the function ("I orenz" ), a pointer tothefunction itself (( mf Funcp) I or enz), and a pointer to the thunk function that actually calls I or enz, (_l or enz_t hunk_f cn_). The table is terminated with a \{NULL, NULL, NULL\} entry.

Before you call mif Ode23() in the main program, pass this variable to the function mif Feval Tabl eSet up( ), which adds your entry to the built-in function table maintained by the MATLAB C Math Library. N ote that a table can contain more than one entry.

4 Define the Lorenz equations. The input is a 1-by-1 array, tm containing the value of $t$, and a 3-by-1 array, ym containing the values of $y$. The result is a new 3-by-1 array, ypm containing the values of the three derivatives of the equation at time $=t$.

5 Create a 3-by-1 array for the return value from the I or enz function. The third argument, the constant mxREAL, specifies that this array has no imaginary part.

6 Calculate the values of the Lorenz equations at the current time step. (I or enz doesn't use the input time step, $\mathrm{t} m$ which is provided by mif Ode23.) Store the values directly in thereal part of the array that I or enz returns. yp points to the real part of ypm the return value.

The next section of this example defines the thunk function that actually calls I or enz. Y ou must writea thunk function whenever you want to pass a function that you've defined to one of MATLAB's function-functions.

```
static int _lorenz_thunk_fcn_(mlfFuncp pFunc, int nl hs,
                                    mxArray **। hs, i nt nrhs,
                                    mxArray **rhs )
    {
        typedef mxArray *(*PFCN_1_2)( mxArray * , mxArray *);
        mxArray *Out;
    if (nl hs > 1 || nrhs > 2)
    {
        ret urn(0);
    }
    Out =(*((PFCN_1_2) pFunc))(
                                (nrhs > 0 ? rhs[0] : NULL),
                                (nrhs > 1 ? rhs[1] : NULL)
                                    );
    if ( nl hs > 0)
        I hs[ 0] = Out;
    ret urn(1);
}
```


## Notes

1 Define the thunk function that calls the I or enz function. A thunk function acts as a translator between your function's interface and the interface needed by the MATLAB C M ath Library.

The thunk function takes five arguments that describe any function with two inputs and one output (in this example the function is always I or enz( ) ): an ml f Funcp pointer that points tol or enz(), an integer ( nl hs ) that indicates the number of output arguments required by I or enz( ), an array of mxAr ray's (l hs) that stores the results from I orenz( ) , an integer (nr hs) that indicates the number of input arguments required by I or enz( ) , and an array of mxArray's (rhs) that stores the input values. Thel hs (left-hand side)
and $r$ hs (right-hand side) notation refers to the output arguments that appear on the left-hand side of a MATLAB function call and the input arguments that appear on the right-hand side.

2 Define the typefor thel or enz function pointer. The pointer tol or enz comes into the thunk function with the type mf f uncp, a generalized type that applies to any function.
m f Funcp is defined as follows:
typedef void (*mifFuncp) (void)
The function pointer type that you define here must precisely specify the return type and argument types required by I or enz. The program casts pFunc to the type you specify here.

The name PFCN_1_2 makes it easy to identify that the function has 1 output argument (the return) and 2 input arguments. Usea similar naming scheme when you write other thunk functions that require different numbers of arguments. For example, use PFCN_2_3 to identify a function that has two output arguments and three input arguments.

3 Verify that the expected number of input and output arguments have been passed. I or enz expects two input arguments and one output argument. (The return value counts as one output argument.) Exit the thunk function if too many input or output arguments have been provided. Note that the thunk function relies on the called function to do more precise checking of arguments.

4 Call I or enz, casting pFunc, which points to the I or enz function, to the type PFCN_1_2. Verify that the two expected arguments are provided. If at least one argument is passed, pass thefirst element from the array of input values (rhs[ 0]) as the first input argument; otherwise pass NULL. If at least two arguments are provided, pass the second element from the array of input values (rhs[1] ) as the second argument; otherwise pass NULL as the second
argument. The return froml or enz is stored temporarily in the local variable Out.

This general calling sequence handles optional arguments. It is technically unnecessary in this example because I or enz has no optional arguments. However, it is an essential part of a general purpose thunk function.

N ote that you must cast the pointer to I or enz to the function pointer type that you defined within the thunk function.

5 Assign the value returned by I or enz to the appropriate position in the array of output values. The return value is always stored at the first position, I hs[ 0]. If there were additional output arguments, values would be returned in I hs[ 1], I hs[ 2], and so on.

6 Return success.

The next section of this example contains the main program. K eep in mind that in a working program, all parts appear in the same file.

```
i nt mai n( )
{
```

    mxArray *tm *ym *tsm *ysm
    mxArray *l orenz_function = mxCreateString("I orenz");
    double tspan[] = \{ 0.0, 10.0 \};
    double y0[] = \{ 10.0, 10.0, 10.0 \};
    double *t, *y1, *y2, *y3;
    int k, n;
    (2) miffeval Tabl eSetup ( MFuncTab);
(3) $\mathrm{SI} G M A=10.0$;
RHO = 28. 0 ;
BETA $=8.0 / 3.0$;
tsm $=m x$ Creat eDoubl eMatrix(2, 1, mxREAL);
ysm $=m x$ Creat eDoubl eMatrix(1, 3, mxREAL);
(5) memppy (mxGet Pr(tsm), tspan, si zeof(tspan));
mempy(mxGet Pr(ysm), y0, si zeof(y0));
t m = m f Ode23( \&ym NULL, NULL, NULL, NULL, I orenz_f unction,
tsm ysm NULL, NULL);
(7) $n=m x G e t M(t m)$;
$\mathrm{t}=\mathrm{mxGet} \operatorname{Pr}(\mathrm{tm})$;
$\mathrm{y} 1=m \times G e t \operatorname{Pr}(\mathrm{ym})$;
y2 = y1 + n;
$\mathrm{y} 3=\mathrm{y} 2+\mathrm{n} ;$
(8)

```
mfPrintf(" t y1 y2 y3\n");
for (k = 0; k < n; k++) {
        mhfPrintf("%.3f %%. 3f %. 3f %%. 3f \n",
            t[k], y1[k], y2[k], y3[k]);
    }
```

```
        /* Free the matrices. */
        mxDestroyArray(tsm);
        mxDestroyArray(ysm);
        mxDestroyArray(tm);
        mxDestroyArray(ym);
        mxDestroyArr ay(I or enz_f unct i on);
        ret urn(EXI T_SUCCESS);
}
```


## N otes

1 Declare and initialize variables. I orenz_f uncti on stores the name of the function to be integrated. t span stores the start and end times. y0 is the initial value for thel or enz iteration and contains the vector 10. 0, 10. 0, 10. 0 . Note that the MATLAB C Math Library requires that you assign the function name to an mxArray before you pass it to ml f Ode23( ).

2 Add your function table entry to the MATLAB C Math Library built-in f eval function table by calling wf f Feval Tabl eSet up( ). The argument, MFuncTab, associates the string "I or enz" with a pointer to the I or enz function and a pointer tothel or enz thunk function. When mif Ode23() calls mf feval (), mf f Feval () accesses the library's built-in function table to locate the function pointers that are associated with a given function name, in this example, the string "I or enz".

3 Assign values to the equation parameters: SI GMA, RHO, and BETA. These parameters are shared between the main program and the I or enz function. The I or enz function uses the parameters in its computation of the values of the Lorenz equations.

4 Create two arrays, tsmand ysm which are passed as input arguments to the m f Ode23 function.

5 Initializet smtothevalues stored in tspan. Initializeysmtothevalues stored in yo.

6 Call the library routine mif Ode23(). The return value and the first argument store results. Pass the name of the function and the two required
input arguments. You must pass NULL arguments to a MATLAB C Math Library function whenever you do not supply the value of an optional input or output argument.
mil Ode23() calls mif Feval () to evaluate the I orenz function. m f Feval () searches thefunction tablefor a given function name. When it finds a match, it composes a call to the thunk function that it finds in the table, passing the thunk function the pointer to the function to be executed, also found in the table. In addition, mif Feval () passes thethunk function arrays of input and output arguments. Thethunk function actually executes thetarget function.

7 Prepare results for printing. The output consists of four columns. The first column is the time step and the other columns are the value of the function at that time step. The values arereturned in onelong column vector. If there are $n$ time steps, the values in column 1 occupy positions 0 through $n-1$ in the result, the values in column 2, positions $n$ through $2 \mathrm{n}-1$, and so on.

8 Print one line for each time step. The number of time steps is determined by the number of rows in the array t mreturned from ml f Ode23. The function mxGet Mreturned the number of rows in its mxAr ray argument.

9 Free all arrays and exit. F ailure to free these arrays causes a memory leak.

## Output

The output from this program is several pages long. Here are the last lines of the output:

| t | y 1 | y 2 | y 3 |
| ---: | ---: | ---: | ---: |
| 9.390 | 41.218 | 12.984 | 2.951 |
| 9.405 | 39.828 | 11.318 | 0.498 |
| 9.418 | 38.530 | 9.995 | -0.946 |
| 9.430 | 37.135 | 8.678 | -2.043 |
| 9.442 | 35.717 | 7.404 | -2.836 |
| 9.455 | 34.229 | 6.117 | -3.409 |
| 9.469 | 32.711 | 4.852 | -3.778 |
| 9.484 | 31.185 | 3.632 | -3.972 |
| 9.500 | 29.657 | 2.477 | -4.029 |
| 9.518 | 28.123 | 1.402 | -3.989 |
| 9.539 | 26.563 | 0.415 | -3.899 |
| 9.552 | 25.635 | -0.116 | -3.845 |
| 9.565 | 24.764 | -0.576 | -3.807 |
| 9.580 | 23.861 | -1.014 | -3.796 |
| 9.598 | 22.818 | -1.478 | -3.833 |
| 9.620 | 21.682 | -1.948 | -3.964 |
| 9.645 | 20.488 | -2.429 | -4.245 |
| 9.674 | 19.280 | -2.960 | -4.761 |
| 9.709 | 18.143 | -3.618 | -5.642 |
| 9.750 | 17.275 | -4.545 | -7.097 |
| 9.798 | 17.162 | -6.000 | -9.461 |
| 9.843 | 18.378 | -7.762 | -12.143 |
| 9.873 | 20.156 | -9.147 | -13.971 |
| 9.903 | 22.821 | -10.611 | -15.464 |
| 9.931 | 26.021 | -11.902 | -16.150 |
| 9.960 | 29.676 | -12.943 | -15.721 |
| 9.988 | 32.932 | -13.430 | -14.014 |
| 10.000 | 34.012 | -13.439 | -12.993 |
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This chapter describes the technical details of the MATLAB C Math Library. It serves more as a reference guide than a tutorial. Be sure to read the section "Calling Conventions" on page 3-3; otherwise, read only those sections that interest you.

This chapter explains how to:

- Call the C Math Library functions
- Use the indexing functions to index into an array
- Use the mif Load() and mif Save() functions
- Write your own print handler for output to a GUI
- Provide your own memory management routines
- Handle the errors generated by the library
- Reduce the size of the MATLAB M-File M ath Library


## Calling Conventions

The MATLAB C M ath Library includes over 350 functions. Every routine in the MATLAB C M ath Library works the same way as its corresponding routine in MATLAB. This section describes the calling conventions that apply to the library functions, including how the $C$ interface to the functions differs from the MATLAB interface. Once you understand the calling conventions, you can translate any call to a MATLAB function into a $C$ call.

You'll find a completereference for the library functions in the onlineMATLAB C Math Library Reference accessible from the Help Desk. That reference lists the arguments and return value for each function, shows you how to call each version of a function, and lets you access the documentation for the MATLAB version of the function.

## How to Call Functions

 functions to demonstrate how to translate a MATLAB call to a function into a MATLAB C Math Library call. E ach of the functions demonstrates a different aspect of the calling conventions, including what data type to use for $C$ input and output arguments, how to handle optional arguments, and how to handle MATLAB's multiple output values in C.

## O ne 0 utput Argument, Required Input Arguments

For many functions in the MATLAB C Math Library, the translation from interpreted MATLAB to C is very simple. F or example, in interpreted MATLAB, you invoke the cosine function, cos, like this:

$$
Y=\cos (X) ;
$$

where both $X$ and $Y$ are arrays.
Using the MATLAB C M ath Library, you invoke cosine in much the same way:

$$
Y=m f \cos (X) ;
$$

where both $X$ and $Y$ are pointers to mxAr ray structures.

## 0 ptional Input Arguments

Some MATLAB functions take optional input and output arguments. tril, for example, which returns the lower triangular part of a matrix, takes either one
input argument or two. The second input argument, $k$, if present, indi cates which diagonal to use as the upper bound; $k=0$ indicates the main diagonal, and is the default if no $k$ is specified. In interpreted MATLAB you invoke tril either as
L = tril (X)
or

$$
\mathrm{L}=\operatorname{tril}(\mathrm{X}, \mathrm{k})
$$

where $L, X$, and $k$ are arrays. $k$ is a 1-by-1 array.
Since C does not permit the simultaneous coexistence of two functions with the same name, the MATLAB C M ath Library version of thetril function always takes two arguments. The second argument is optional. The word "optional" means that the input or output is optional to the working of the function; however, some value must always appear in that argument's position in the parameter list. Therefore, if you do not want to pass the second argument, you must pass NULL in its place.

The two ways to call the MATLAB C Math library version of tril are:

$$
\mathrm{L}=\mathrm{ml} \text { f Tril }(\mathrm{X}, \mathrm{NULL}) ;
$$

and

$$
\mathrm{L}=\mathrm{mf} \operatorname{Tril}(\mathrm{X}, \mathrm{k}) ;
$$

where $\mathrm{L}, \mathrm{X}$, and k are pointers to mxAr r ay structures.

## Optional O utput Arguments

MATLAB functions may also have optional or multiple output arguments. For example, you invoke thef i nd function, which locates nonzero entries in arrays, with one, two, or three output arguments:

```
k = find(X);
[i,j] = find(X);
[i,j,v] = find(X);
```

In interpreted MATLAB, fi nd returns one, two, or three values. In C, a function cannot return more than one value. Therefore, the additional arrays must be passed to fi nd in the argument list. They are passed as pointers to mxAr ray pointers (mxAr ray** variables). Output arguments always appear
before input arguments in the parameter list. In order to accommodate all the combinations of output arguments, the MATLAB C Math Library mif Fi nd() function takes three arguments, the first two of which are mxAr r ay** parameters corresponding to output values.
Using the MATLAB C Math Library, you call mif Fi nd like this:

$$
\begin{aligned}
& \mathrm{k}=\mathrm{m} \mathrm{f} \text { Fi nd(NULL, NULL, X); } \\
& \mathrm{i}=\mathrm{mdfFind}(\& j, N U L L, X) \text {; } \\
& \mathrm{i}=\mathrm{mffind}(\& \mathrm{j}, \& \mathrm{v}, \mathrm{X}) \text {; }
\end{aligned}
$$

where $i, j, k, v$, and $x$ are mxAr ray* variables.
The general rule for multiple output arguments is: the function return value, an mxArray*, corresponds to the first output argument; all additional output arguments are passed into the function as mxArray** parameters.

## O ptional Input and Output Arguments

MATLAB functions may have both optional input and optional output arguments. Consider theMATLAB functionsvd. Thesvd referencepage begins like this:

## Purpose

Singular value decomposition

## Syntax

$$
s=\operatorname{svd}(X)
$$

$[\mathrm{U}, \mathrm{S}, \mathrm{V}]=\operatorname{svd}(\mathrm{X})$
$[\mathrm{U}, \mathrm{S}, \mathrm{V}]=\operatorname{svd}(\mathrm{X}, 0)$
The function prototypes given under the Syntax heading are not similar to those in a C language reference guide. Y et they contain enough information to tell you how to call the corresponding MATLAB C M ath Library routine, nh f Svd, if you know how to interpret them.

The first thing to notice is that thesyntax lists three ways to call svd. The three calls to svd differ both in the number of arguments passed to svd and in the number of values returned by svd. N otice that there is one constant among all three calls - the X input parameter is always present in the parameter list. X is therefore a required argument; the other four arguments ( $\mathrm{U}, \mathrm{S}, \mathrm{V}$, and 0 ) are optional arguments.

This translates to C in a straightforward fashion. The MATLAB C M ath Library function mf f Svd has an argument list that encompasses all the combinations of arguments the MATLAB svd function accepts. All the arguments to ml f Svd are pointers. The return value is a pointer as well. Input arguments and return values are always declared as mxAr ray*, output arguments as mxArray**.

```
mxArray *m| fvd(mxArray **S, mxArray **V, mxArray *X,
    mxArray *Zero);
```

The return value and the parameters S and V represent the output arguments of the corresponding MATLAB function svd. The parameters $X$ and Zer o correspond to the input arguments of svd. Noticethat all theoutput arguments are listed before any input argument appears; this is a general rule for MATLAB C Math Library functions.
mif Svd has four arguments in its parameter list and one return value for a total of five arguments. Five is also the maximum number of arguments accepted by theMATLAB svd function. Clearly, mif Svd can accept just as many arguments as svd. But because $C$ does not permit arguments to be left out of a parameter list, there is still the question of how to specify the various combinations.

The svd reference page from the online MATLAB F unction Referenceindicates that there are three valid combinations of arguments for svd: one input and one output, one input and three outputs, and two inputs and three outputs. All MATLAB C Math Library functions have the same number of inputs and outputs as their MATLAB interpreted counterparts. The mif Svd() reference page that you find in the online MATLAB C Math Library Reference accessible from the Help Desk begins like this:

## Purpose

Singular value decomposition

## Syntax

```
mxArray *X;
mxArray *Zero = mhfScal ar(0);
mxArray *U, *S, *V;
S = ml f Svd(NULL, NULL, X, NULL);
U = m|fSvd(&S, &V, X, NULL);
U = mif Svd(&S, &V, X, Zero);
```

In C, a function can return only one value. To overcome this limitation, the MATLAB C Math Library places all output parameters in excess of the first in the function argument list. The MATLAB svd function can have a maximum of three outputs, therefore the wif Svd function returns one value and takes two output parameters, for a total of three outputs.
Notice that where the svd function may be called with differing numbers of arguments, the ml f Svd function is always called with the same number of arguments: four; mif Svd always returns a single value. However, the calls to nh f Svd are not identical: each has a different number of NULLs in the argument list. Each NULL argument takes the place of an "optional" argument.

## Mapping Rules

Though this section has focused on just a few functions, the principles presented apply to the majority of the functions in the MATLAB C M ath Library. In general, a MATLAB C Math Library function call consists of a function name, a set of input arguments, and a set of output arguments. In addition to being classified as input or output, each argument is either required or optional.

Thetype of an argument determines whereit appears in the function argument list. All output arguments appear before any input argument. Within that division, all required arguments appear before any optional arguments. The order, therefore, is: required outputs, optional outputs, required inputs, optional inputs.
To map a MATLAB function call to a MATLAB C Math Library function call, follow these steps:

1 Capitalize the first letter of the MATLAB function name that you want to call, and add the prefix ml f.

2 Examine the MATLAB syntax for the function:
Map from the call with the largest number of arguments. Determine which input and output arguments are required and which are optional.

3 Make the first output argument the return value from the function.
4 Pass any other output arguments as the first arguments to the function.

5 Pass a NULL argument wherever an optional output argument does not apply to the particular call you're making.

6 Pass the input arguments to the C function, fol lowing the output arguments.
7 Pass a NULL argument wherever an optional input argument does not apply to the particular call.

Passing the wrong number of arguments to a function causes compiler errors. Passing NULL in the place of a required argument causes runtime errors.

NOTE: The online MATLAB C Math Library Reference does the mapping between MATLAB and C functions for you. Access the Reference from the Help Desk.

## How to Call Operators

Every operator in MATLAB is mapped directly to a function in the MATLAB C Math Library. Invoking MATLAB operators in C is simply a matter of determining the name of the function that corresponds to the operator and then calling the function as explained above. The section "Operators and Special Functions" on page 4-5 lists the MATLAB operators and the corresponding MATLAB C Math Library functions.

## Ex ceptions

## mlfLoad( ) and mlfSave( )

The $m \mathrm{f}$ Load( ) and mill Save( ) functions do not follow the standard calling conventions for the library. They each take a variable, null-terminated list of arguments. The argument list for each function includes pairs of arguments where the argument representing the name of the variable to be loaded or saved is a const char *, rather than an mxArray * or an mxAr ray **. In addition, the standard order for output and input arguments in not followed: mif Load() intersperses input and output arguments.
"Example 5: Saving and Loading Data" in Chapter 2 demonstrates how to call the functions.

## mlfFeval( )

mif Feval () is able to execute any function passed to it. Because the functions it executes can take different arbitrary numbers of input and output arguments, ml f Feval () uses a nonstandard calling convention. Instead of listing each argument explicitly, mif Feval () works with arrays of input and output arguments, allowing it to handle every possible combination of input and output arguments on its own.
"Example 6: Passing Functions As Arguments" in Chapter 2 explains the calling convention in detail.

## Functions with Variable, Null-Terminated Argument Lists

A group of functions in the MATLAB C Math Library functions takes a variable number of arguments. Y ou must terminate the argument list with a NULL argument.

Refer to the online MATLAB C Math Library Referencefor the complete syntax of these functions:

```
mlfCat();
mlfChar();
mlfFprintf ();
mlfHorzcat();
miflsequal ();
ml f Reshape();
mlfSprintf ();
mlfStr 2mat();
mlfStrcat();
mlfStrvcat();
mf Vertcat();
```


## Indexing and Subscripts

The MATLAB interpreter provides a sophisticated and powerful indexing operator that accesses and modifies multiple array elements. The MATLAB C++ Math Library also supports an indexing operator. The MATLAB C Math Library provides the same indexing functionality as the MATLAB interpreter and the $\mathrm{C}++\mathrm{M}$ ath Library but through a different mechanism. Instead of an indexing operator, the MATLAB C Math Library provides indexing functions.

Conceptually, the indexing functions in C are very similar to the indexing operations in MATLAB. In MATLAB, you can access, modify, and delete elements of an array. For example, $A(3,1)$ accesses the first element in row three of matrix A. In the MATLAB C Math Library, the functions:

- mif ArrayRef ()
- mifArrayAssi gn()
- mil farrayDel et e()
allow you to do exactly the same thing.
The functions support both one and two-dimensional indexing and follow the MATLAB convention for array indices: indices begin at one rather than zero. Three-dimensional and higher indexing is not supported.

This diagram illustrates the terminology used in this chapter.


The indexing functions apply a subscript to a target array just as the MATLAB syntax in the diagram does. An array subscript consists of one or two indices passed as mxAr ray * arguments to one of the indexing functions. F or example, thetwo-dimensional indexing expression mif $\operatorname{Ar}$ rayRef ( A, one, t hree, NULL) applies the subscript ( 1,3 ) to A and returns the element at row one, column three. mif ArrayRef (A, ni ne, NULL), a one-dimensional indexing expression, returns the ninth element of array $A$. The arguments one, three , and ni ne are mxArray $*$ variables that each point to a scalar array containing 1,3 , and 9 respectively.

An index mxAr ray argument can contain a scalar, vector, matrix, or the result from a call to the special function mif Cr eat eCol onl ndex( ). A scalar subscript selects a scalar value. A subscript with vector or matrix indices selects a vector or matrix of values. The mif Creat eCol onl ndex( ) index, which loosely interpreted means "all," selects, for example, all the columns in a row or all the rows in a column. You can also use them f Col on() function, which is patterned after the MATLAB colon operator, to specify a vector subscript. F or example, mif Col on(one, ten, NULL) specifies the vector [ $\left.\begin{array}{lllllllll}1 & 2 & 3 & 4 & 5 & 6 & 7 & 8 & 10\end{array}\right]$. The one and $t$ en arguments contain scalar arrays.

To modify the data in an array, use the wif Ar rayAssi gn( ) function. For example,
mifArrayAssi gn(A, fortyfive, three, one, NULL);
writes the value 45 into the element at row three, column one of array A. If you assign a value to a location that does not exist in the array, the array grows to include that element.

The function mif Ar rayDel et e() removes elements from an array. For example,
mifArrayDel ete(A, three, one, NULL);
removes the el ement at row three, column one. Note that removing an element from a matrix reshapes the matrix into a vector.

TIP: for-loops provide an easy model for thinking about indexing. A one-dimensional index is equivalent to a single for-loop; a two-dimensional index is equivalent to two nested $f$ or -loops. The size of the subscript determines the number of iterations of the for-loop. The value of the subscript determines the values of the loop iteration variables.

The next sections show you how to:

- Call the indexing functions
- Use two-dimensional, one-dimensional, and logical subscripts
- Make assignments and deletions using indexing


## How to Call the Indexing Functions

Using the three indexing functions mif ArrayRef (), mf farrayAssi gn(), and mif ArrayDel et e( ) is straightforward once you understand how each forms and applies the subscript. The three functions work in a similar way.

The prototypes for the three functions:

```
mxArray *m| fArrayRef(mxArray *array, ... );
voi d mifArrayAssi gn(mxArray *destination,
    mxArray *source, mAArray * index1, ...);
voi d ml fArrayDel ete(mxArray *destination, mxArray *i ndex1, ...);
```


## Specifying the Target Array

Each indexing function takes a target array as its first argument. The subscript is applied to this array.

- For mif $\operatorname{Arr}$ ayRef ( ) , supply the array that you want to extract elements from as the first mxAr ray argument.
- F or mif Ar rayAssi gn( ), supply the array that you want to change el ements of (be assigned to) as the first mxAr ray argument.
- For mif Ar rayDel et e( ), supply the array that you want to delete elements from as the first mxAr ray argument.


## Specifying the Subscript

The indexing functions apply a subscript to the target array. Each function constructs a subscript from the mxAr ray arguments that you supply as indices. The functions are defined to accept a variable number of indices. Supply one index mxAr ray argument to perform one-dimensional indexing. Supply two index mxArray arguments to perform two-dimensional indexing.

- mifArrayRef () extracts the elements specified by the subscript from the target array and returns the result in a new mxArray. mif ArrayRef () is the only indexing function to return a value.
- mi f Ar rayAssi gn( ) changes the elements in the target array indi cated by the subscript. Note that the subscript is applied to the first mxAr ray argument, the target array, not the second mxArr ay argument, which is the source array that contains the new values.
- mi f Arr ayDel et e( ) del etes from the target array the elements specified by the subscript.


## Specifying a Source Array for Assignments

mh f ArrayAssi gn( ) requires one more argument than the other two indexing functions: a pointer to an mxArr ay that contains the new values for the target array. The function interprets only one subscript; that subscript applies to the target array, not the source array.

Note that mif ArrayDel et e() does not require a source array. The function assumes that you are applying a null array to the specified elements.

NOTE: To indicate the end of the argument list for each of these functions, supply NULL as the last argument. The functions do not follow the standard calling conventions.

The next sections provide information on how the indexing functions work. Refer to the online C Math Library F unction Reference for more detail on the interface for the three functions.

## Assumptions for the Code Examples

The $C$ code included in the fol lowing sections demonstrates how to perform indexing with the MATLAB C M ath Library. F or the most part, each example only presents the call to an indexing function. As you read the examples, assume that the code relies on declarations, assignments, and deletions that follow these conventions.

Scalar mxArr ay variables are named after the number they represent. For example,

```
    mxArray *one = m| f Scal ar(1);
```

    mxArray *two = mf fcal ar (2) ;
    declares two scalar arrays; one is equal to 1 and t wo to 2.

By convention, the pointer to the mxAr r ay that represents the col on operator is called col on and stores the result of a call to ml f Creat eCol onl ndex( ).

```
mxArray *col on;
col on = mhfCreateCol onl ndex();
```

The source matrices are created using the mxCreat eDoubl eMat rix() function. A static array of data is copied intothematrix with themxGet $\operatorname{Pr}()$ function. For example, this code creates matrix A:

```
static doubl e A_array_data[] = {1, 2, 3, 4, 5, 6, 7, 8, 9};
mxArray *A = mxCreateDoubl eMatrix(3, 3, 0);
memcpy(mxGet Pr(A), A_array_data, 9 * sizeof(doubl e));
```

Matrix A, which is used throughout the examples, is equal to:
147
258
369
See "Example 1: Creating Arrays and Array I/O" in Chapter 3 for a complete example of how to use these functions.

Each mxAr ray must be deleted after the program finishes with it.

```
mxDestroyArray(A);
mxDestr oyArray(one);
mxDest royArray(two);
mxDestroyArray(col on);
```

Many of the examples use the mf f Hor zcat () and min Vert cat () functions to create the vectors and matrices that are used as indices. mif Horzcat () concatenates its arguments horizontally; mif Vert cat () concatenates its arguments vertically. E ach argument to these two functions must be a pointer to an existing mxArray.

Refer to the online MATLAB C Math Library Reference for more information on mif Scal ar(), mif CreateCol onl ndex(), mxCreat eDoubl eMatrix(), mxGet $\operatorname{Pr}()$, m f Horzcat(), and mif Vertcat().

## Using mlfArrayRef( ) for Tw o-Dimensional Indexing

A two-dimensional subscript contains two indices. The first index is the row index; the second is the column index. When you use the MATLAB C Math

Library to perform two-dimensional indexing, you pass mf farrayRef () two index arrays as arguments that together represent the subscript: the first index array argument stores the row index and the second the column index. E ach index array can store a scalar, vector, matrix, or the result from a call to the function ml Cr eat eCol onl ndex() .

The size of the indices rather than the size of the subscripted matrix determines the size of the result; the size of the result is equal to the product of the sizes of the two indices. For example, assume matrix $A$ is set to:

147
258
369
If you index matrix A with a 1-by-5 vector and a scalar, the result is a five-element vector: five elements in the first index times one element in the second index. If you index matrix A with a three-element row index and a two element column index, the result has six elements arranged in three rows and two columns.

The next section describes how to use two-dimensional indices to extract scalars, vectors, and submatrices from a matrix. All examples work with example matrix A. "Assumptions for the Code Examples" on page 3-13 explains the conventions used in the examples.

## Example Matrix A

147
258
369

## Selecting a Single Element

Use two scalar indices to extract a single element from an array.
For example,

$$
B=m \mathrm{f} \operatorname{Ar} \mathrm{rayRef}(\mathrm{~A}, \mathrm{t} \text { wo, } \mathrm{t} \text { wo, NULL) ; }
$$

selects the element 5 from the center of matrix A (the element at row 2 , column 2).

## Selecting a Vector of Elements

Use one vector and one scalar index, or one matrix and one scalar index, to extract a vector of elements from an array. You can use the functions mif Horzcat(), mifVertcat(), or mif CreateCol onl ndex() to make the vector or matrix index, or use an mxAr ray variable that contains a vector or matrix returned from other functions.

The indexing routines iterate over the vector index or down the columns of the matrix index, pairing each element of the vector or matrix with the scalar index. Think of this process as applying a (scalar, scalar) subscript multiple times; the result of each selection is collected into a vector.

For example,
mxArray *vector_i ndex, *B;
vector_i ndex = mif Horzcat (one, three, NULL);
$B=m i f$ ArrayRef (A, vector_i ndex, two, NULL);
selects the first and third element (or first and third rows) of column two:
4
6

If you reverse the positions of the indices (A( 2, [ 1 3]) in MATLAB):
$B=m$ farrayRef(A, two, vector_i ndex, NULL);
you select the first and third elements (or first and third columns) of row two:
28
If the vector index repeats a number, the same element is extracted multiple times. For example,
mxArray *vector_i ndex, *B;
vector_i ndex = mif Horzcat(three, three, NULL);
B = mif ArrayRef(A, two, vector_i ndex, NULL);
returns two copies of the element at $A(2,3)$ :
88

Large vectors work just as well as small vectors in these examples. F or example, the expression

```
mxArray *vector_i ndex, *B;
vect or_i ndex = ml f Horzcat (t wo, t wo, t wo, t wo, t wo, NULL);
B = m f ArrayRef( A, two, vect or_i ndex, NULL);
```

makes five copies of the element at $A(2,2)$.

NOTE: You can pass mif Horzcat() or mf Vertcat() any number of arguments. Remember that you cannot nest calls to either function.

The mf End() function, which corresponds to the MATLAB end() function, provides another way of specifying a vector index. Given an array, a dimension ( 1 = row , 2 = column), and the number of indices in the subscript, mif End( ) returns the index of the last element in the specified dimension. Y ou then use that scalar array to generate a vector index.

Given the row dimension, mif End( ) returns the number of columns. Given the column dimension, it returns the number of rows. The number of indices in the subscript corresponds to the number of index arguments you pass to mif ArrayRef ().

This code selects all but the first element in row three, just as

```
A(3, 2: end)
```

does in MATLAB.

```
mxArray *end, *i ndex, *t wo, *B;
two = mifScal ar(2);
end = mlfEnd(A, two, two);
i ndex = mlfCol on(t wo, end, NULL);
B = m|fArrayRef(A, three, i ndex, NULL);
```

The first argument (t wo) to ml End( ) identifies the dimension where m f End( ) is used, here the column dimension. The second argument (t wo) indicates the number of indices in the subscript; for two-dimensional indexing, it is always two. This code selects these elements from matrix A:

69

Selecting a Row or Column. Use a col on index and a scalar index to select an entire row or column. For example,

```
B = m| f ArrayRef(A, one, col on, NULL);
```

selects the first row:
147
mif Ar rayRef ( A , col on, two, NULL) selects the second column:
4
5
6
Remember that the variable col on points to an mxArr ay created by ml f Cr eat eCol onl ndex( ) and one and t wo point to scalar arrays.

## Selecting a Matrix

Use two vector indices, or a vector and a matrix index, to extract a matrix. You can usethefunction mif HorzCat(), mh Vertcat (), or mif CreateCol onl ndex() to make each vector or matrix index, or use mxArr ay variables that contain vectors or matrices returned from other functions.

The indexing code iterates over both two vector indices in a pattern similar to a doubly nested for-loop:

```
for each el ement l in the row index
    for each el ement J in the col umm i ndex
    sel ect the matrix el ement A(I,J)
```

F or each of the indicated rows, this operation (A([1, 2], [1, 3, 2]) in MATLAB) selects the column elements at the specified column positions. F or example,

```
mxArray *row_vect or_i ndex, *col umn_vector_i ndex, *B;
row_vect or_i ndex = nh f Horzcat (one, two, NULL);
col um_vector_i ndex = ml f Horzcat(one, three, two, NULL);
B = m f ArrayRef(A, row_vect or_i ndex, col umm_vector_i ndex, NULL);
```

selects the first, third, and second (in that order) elements from rows one and two, yielding:

174
285
Notice that the result has two rows and three columns. The size of the result matrix always matches the size of the index vectors: the row index had two elements; the column index had three elements. The result is 2-by-3.

The indexing routines treat a matrix index as one long vector, moving down the columns of the matrix. The loop for a subscript composed of a matrix in the row position and a vector in the column position works like this:

```
for each col um I in the row index matrix B
    for each rowJ in the Ith col um of B
        for each el ement K in the col umm i ndex vector
            sel ect the matrix el ement A(B(I,J), K)
```

For example, let the matrix $B$ equal:
11
23
Then the expression

```
X = ml f ArrayRef(A, B, one_t wo, NULL);
```

performs the same operation as $A(B,[1,2])$ in MATLAB and selects the first, second, first, and third elements of columns one and two:

14
25
14
36
Selecting Entire Rows or Columns. Usea col on index and a vector or matrix index to select multiple rows or columns from a matrix. F or example,
mxArray *vector_i ndex, *B;
vect or_i ndex = m f Horzcat (two, three, NULL);

performs the same operation as $A([2,3]$, : ) in MATLAB and selects all the elements in rows two and three:

258
369
You can use the col on index in the row position as well. F or example, the expression

```
mxArray *vector_i ndex, *B;
vector_i ndex = mif Horzcat(three, one, NULL);
B = m| f ArrayRef(A, col on, vector_i ndex, NULL);
```

performs the same operation as A( : , [ 3,1$]$ ) in MATLAB and selects all the elements in columns three and one, in that order:

71
82
93
Subscripts of this form make duplicating the rows or columns of a matrix easy.
Selecting an Entire Matrix. Using the col on index as both the row and column index selects the entire matrix. Although this usage is valid, referring to the matrix itself without subscripting is much easier.

## Using mIfArrayRef( ) for One-Dimensional Indexing

A one-dimensional subscript contains a single index. When you use the MATLAB C M ath Library to perform one-dimensional indexing, you pass m $\mathrm{f} \operatorname{Ar} \operatorname{ray} \operatorname{Ref}()$ a pointer to one array that represents the index. The index array can contain a scalar, vector, matrix, or the return from a call to the mif Creat eCol onl ndex( ) function. The size and shape of the one-dimensional index determine the size and shape of the result. For example, a one-dimensional column vector index produces a onedimensional col umn vector result.

To apply a one-dimensional subscript to a two-dimensional matrix, you need to know how to go from the one-dimensional index value to a location inside the matrix. A one-dimensional index is like an offset. It tells you how far to count from the beginning of the matrix to reach the element you want.

To count one-dimensionally through a two-dimensional matrix, begin at the first element in the matrix $(1,1)$ and count down the columns until you have counted up to the index value. When you come to the bottom of a column, continue at the top of the next column.

For example, for the 3-by-3 example matrix A,
147
258
369
the enumeration is:

| Col um 1: | $A(1,1)$ | $A(1)$ |
| :--- | :--- | :--- |
|  | $A(2,1)$ | $A(2)$ |
|  | $A(3,1)$ | $A(3)$ |
| Col um 2: | $A(1,2)$ | $A(4)$ |
|  | $A(2,2)$ | $A(5)$ |
|  | $A(3,2)$ | $A(6)$ |
| Col um 3: | $A(1,3)$ | $A(7)$ |
|  | $A(2,3)$ | $A(8)$ |
|  | $A(3,3)$ |  |

The one-dimensional indexing expression mf frrayRef (A, four, NULL) accesses the first element in the second column, $A(1,2)$. Its value is 4 . (The variable four is a pointer to an mxAr ray created by mif Scal $\operatorname{ar}(4)$.)

The elements themselves are visited in this order: $\begin{array}{llllllll}2 & 3 & 4 & 5 & 6 & 7 & 9 . & \text { Note }\end{array}$ that matrix $A$ is specially chosen so that $A(1)=1, A(2)=2$, and so on.

Theformal rulefor a one-dimensional scalar index: Given an M-by-Narray Rand a scalar integer index $X$, the one-dimensional indexing expression m f Ar rayRef ( $\mathrm{R}, \mathrm{X}$, NULL) selects the element R(row, col um), where row
equals rem( $X-1, M$ ) +1 and col um equals cei $I(X / M)$. remf ) is the remainder function.

NOTE: The range for a one-dimensional index is from 1, the first element of the array, to $M^{*} N$, the last element in an $M-$ by- $N$ array. Contrast this range with the two ranges for a two-dimensional index where the row value varies from 1 to M , and the column value from 1 to N .

The following sections demonstrate how to select a single element with a one-dimensional scalar index, a vector with a one-dimensional vector index, a submatrix with a one-dimensional matrix index, and all elements in the matrix with the col on index. All examples work with example matrix A. "Assumptions for the Code Examples" on page 3-13 explains the conventions used in the examples.

## Example Matrix A

147
258
369
Notice that the value of each element in A is equal to that element's position in the column-major enumeration order. F or example, the third element of A is the number 3 and the ninth element of $A$ is the number 9 .

## Selecting a Single Element

Use a scalar index to select a single element from the array. F or example,

```
B = m|fArrayRef(A, fi ve, NULL);
```

performs the same operation as $A(5)$ in MATLAB and selects the fifth element of $A$, the number 5 .

## Selecting a Vector

Use a vector index to select multiple elements from an array. For example,
mxArray *vect or_i ndex, B;
vector_i ndex = mif Horzcat (two, fi ve, ei ght, NULL);
$B=$ mifArrayRef(A, vector_i ndex, NULL);
performs the same operation as A( [ $2,5,8]$ ) in MATLAB and selects the second, fifth and eighth elements of the matrix $A$ :

258
Because the index is a 1-by-3 row vector, the result is also a 1-by-3 row vector.
The code
mxArray *vector_i ndex, B;
vector_i ndex = mf Vertcat(two, fi ve, ei ght, NULL);
$B=\operatorname{ml}$ frrayRef $(A$, vector_index, NULL);
selects the same elements of $A$, but returns the result as a column vector because the call to mh f Vert cat () produced a column vector:

2
5
8

A( [ $2 ; 5 ; 8]$ ) in MATLAB performs the same operation. Note the semicolons.
The mf End() function, which corresponds to the MATLAB end() function, provides another way of specifying a vector index. Given an array, a dimension ( 1 = row , 2 = column), and the number of indices in the subscript, mif End( ) returns the index of the last element in the specified dimension. You then use that scalar array to generate a vector index.

Given the row dimension for a vector or scalar array, mif End( ) returns the number of columns. Given the column dimension for a vector or scalar array, it returns the number of rows. For a matrix, m f End( ) treats the matrix like a vector and returns the number of elements in the matrix.

Note that the number of indices in the subscript corresponds to the number of index arguments that you pass to min $\operatorname{ArrayRef}()$.

This code selects all but the first five elements in matrix A, just as
A( 6: end)
does in MATLAB.

```
mxArray *end, *i ndex, *one, *t wo, *B;
one = ml f Scal ar(1);
t wo = ml fScal ar(2);
six = ml fScal ar(6);
end = mlfEnd(A, one, one);
i ndex = mlfCol on( si x, end, NULL);
B = ml f ArrayRef(A, i ndex, NULL);
```

The second argument (one) to mif End() identifies the dimension where mif End( ) is used, here the row dimension. The third argument (one) indicates the number of indices in the subscript; for one-dimensional indexing, it is al ways one. This code selects these elements from matrix A:

## 6789

## Selecting a Matrix

Use a matrix index to select a matrix. A matrix index works just like a vector index, except the result is a matrix rather than a vector. For example, let B be the index matrix:

12
32
Then,
X = mifArrayRef(A, B, NULL);
is
12
32
Note that the example matrix A was chosen so that mif $\operatorname{Ar} r$ ayRef ( $A, X, N U L L$ ) equals $X$ for all types of one-dimensional indexing. This is not generally the case. F or example, if A were changed to $A=m \mathrm{f}$ Magi c ( three ) ;

816
357
492
and B remains the same, then mif $\operatorname{Ar}$ rayRef ( $\mathrm{A}, \mathrm{B}, \mathrm{NULL}$ ) would equal
83
43

NOTE: In both cases, si ze( $A(B)$ ) is equal to size( $B$ ). This is a fundamental property of one-dimensional indexing.

## Selecting the Entire Matrix As a Column Vector

Use the col on index to select all the elements in an array. The result is a column vector. For example,
$B=$ mf $\operatorname{ArrayRef}(A$, col on, NULL);
is:
1
2
3
4
5
6
7
8
9

The col on index means "all." Think of it as a context-sensitive function. It expands to a vector array containing all the indices of the dimension in which it is used (its context). In the context of an M-by-N array A, A( : ) in MATLAB notation is equivalent to $A\left(\left[1: M^{*} N\right]\right.$ ' ). When you use col on, you don't have to specify M and N explicitly, which is convenient when you don't know M and N .

## Using mlfArray Ref( ) for Logical Indexing

Logical indexing is a special case of both one- and two-dimensional indexing. A logical index is a vector or a matrix that consists entirely of ones and zeros.
Applying a logical subscript to a matrix selects the elements of the matrix that correspond to the nonzero elements in the subscript.

Logical indices are generated by the relational operator functions (mf Lt() ,
 mif Logi cal (). Because the MATLAB C Math Library attaches a logical flag to a logical matrix, you cannot create a logical index simply by assigning ones and zeros to a vector or matrix.

You can form a two-dimensional logical subscript by combining a logical index with a scalar, vector, matrix, or col on index.

## Example Matrices A and B

A
147
258
369
B (a logical array)
101
010
101

## Selecting from a Matrix

This section demonstrates several ways to use a logical index when selecting elements from a matrix.

- A one-dimensional matrix index
- A pair of logical vector indices for two-dimensional indexing
- A col on index and a logical vector index for two-dimensional indexing
"Assumptions for the Code Examples" on page 3-13 explains the conventions used in the examples.

Using a Logical Matrix as a One-Dimensional Index. When you use a logical matrix as an index, the result is a column vector. For example, if the logical index matrix $B$ equals

101
010
101
Then

```
X = miffrrayRef(A, B, NULL);
```

equals
1
3
5
7
9

Notice that B has ones at the corners and in the center, and that the result is a column vector of the corner and center elements of $A$.

If the logical index is not the same size as the subscripted array, the logical index is treated like a vector. For example, if $B=1$ ogi cal ([ $10 ; 01]$ ), then

X = mifArrayRef(A, B, NULL);
equals
1
4
since $B$ has a zero at positions 2 and 3 and 1 at positions 1 and 4. Logical indices behave just like regular indices in this regard.

Using Two Logical Vectors as Indices. Two vectors can be logical indices into an M -by-N matrix A . The size of a logical vector index often matches the size of the dimension it indexes though this is not a requirement.
For example, let $B=1$ ogi cal ( $\left[\begin{array}{lll}1 & 0 & 1\end{array}\right]$ ) and $C=1$ ogical ([ $\left.\begin{array}{lll}0 & 1 & 0\end{array}\right]$ ), two vectors that do match the sizes of the dimensions where they are used. Then,

X = mifArrayRef(A, B, C, NULL);
equals
4
6

B, the row index vector, has nonzero entries in the first and third elements. This selects the first and third rows. C, the column index vector, has only one nonzero entry, in the second element. This selects the second column. The result is the intersection of the two sets selected by $B$ and $C$ : all the elements in the second columns of rows one and three.

Or, let B = I ogi cal ([ 10$]$ ) and C = I ogi cal ([ 0 1]), two vectors that do not match the sizes of the dimensions where they are used. Then

```
X = mifArrayRef(A, B, C, NULL);
```

equals
4

This is tricky. B, the row index, selects row one but does not select row two. C, the column index, does not select column 1 but does not select column 2. There is only one element in array A in both row 1 and column two, the element 4.

Using $\mathbf{O}$ ne col on Index and $\mathbf{O n e}$ Logical Vector as Indices. This type of indexing is very similar to the two vector case. Here, however, the col on index selects all of the elements in a row or column, acting like a vector of ones the same size as the dimension to which it is applied. The logical index works just like a nonlogical index in terms of size.

For example, let the index vector $B=I$ ogi cal ([ $\left.\begin{array}{lll}1 & 0 & 1\end{array}\right]$ ) and the mxAr ray * variable col on be created by mif Creat eCol onl ndex(). Then

```
X = mifArrayRef(A, col on, B, NULL);
```

equals
17
28
39
The col on index selects all rows, and B selects the first and third columns in each row. The result is the intersection of these two sets: the first and third columns of the matrix.

For comparison,

$$
X=\text { ml f ArrayRef (A, B, col on, NULL); }
$$

equals
147
369
B selects the first and third rows, and the col on index selects all the columns in each row. The result is the intersection of the sets selected by each index: the first and third rows of the matrix.

## Selecting from a Row or Column

This section demonstrates how to use a logical index to select elements from a row or column.

## Using a Scalar and a Logical Vector.

Let matrix $X$ be a 4-by-4 magic square

$$
\begin{aligned}
& X=\text { magi } c(4) \text {; } \\
& 16 \quad 2 \quad 3 \quad 13 \\
& \begin{array}{llll}
5 & 11 & 10 & 8
\end{array} \\
& \begin{array}{llll}
9 & 7 & 6 & 12
\end{array} \\
& \begin{array}{llll}
4 & 14 & 15 & 1
\end{array}
\end{aligned}
$$

Let B be a logical matrix that indicates which elements in row two of matrix X are greater than 9 . B is the result of the greater than operation:
target_row = mf $\operatorname{ArrayRef}(X$, two, col on, NULL) ;
$B=$ ml f Gt (target_row, ni ne) ;
and contains the vector
0110
In MATLAB, $B=(A(2,:)>9)$ performs the same operation.
Use B as a logical index that selects those elements from matrix $X$.
$\mathrm{C}=\mathrm{m} \mathrm{f} \operatorname{Ar} \mathrm{rayRef}(\mathrm{X}, \mathrm{t}$ wo, $\mathrm{B}, \mathrm{NULL}$ );
selects these el ements:
1110

## Using mlfArrayAssign( ) for Assignments

Use the function mif ArrayAssi gn( ) to make assignments that involve indexing. The arguments to ml f Ar rayAssi gn( ) consist of a destination array, a source array, and one or two index arrays that represent the subscript. The subscript specifies the elements that are to be modified in the destination array; the source array specifies the new values for those elements. The subscript is only applied to the destination array.

You can use five different kinds of indices:

- Scalar
- Vector
- Matrix
- col on
- Logical

The examples below do not present all possible combinations of these index types. You are encouraged to experiment with other combinations.

NOTE: The size of the destination mxAr ray (after the subscript has been applied) and the size of the source mxAr ray must be the same.

The examples work with matrix A. "Assumptions for the Code Examples" on page 3-13 explains the conventions used in the examples.

## Example Matrix A

$\mathrm{A}=$
147
258
369

## Assigning to a Single Element

Use one or two scalar indices to assign a value to a single element in a matrix. For example,
mif ArrayAssi gn(A, seventeen, two, one, NULL);
changes the element at row two and column one to the integer 17. Here, both the source and destination (after the subscript has been applied) are scalars, and thus exactly the same size.

## Assigning to Multiple Elements

Use a vector index to modify multiple elements in a matrix.

A col on index frequently appears in the subscript of the destination because it allows you to modify an entire row or column. For example, this code

```
source = ndfCol on( one, three, NULL);
mlfArrayAssi gn(A, source, two, col on, NULL);
```

replaces the second row of an M-by-3 matrix with the vector 123 . If we use the example matrix A, A is modified to contain:

147
123
369
You can also use a logical index to select multiple elements. F or example, the assignment statement

```
l ogi cal _i ndex = mffGt(A, five);
source = mdfHorzcat(sevent een, sevent een, sevent een, sevent een,
    NULL);
mlfArrayAssi gn(A, source, l ogi cal _i ndex, NULL);
```

changes all the elements in A that are greater than 5 to 17:

| 1 | 4 | 17 |
| ---: | ---: | ---: |
| 2 | 5 | 17 |
| 3 | 17 | 17 |

## Assigning to a Portion of a Matrix

Use two vector indices to generate a matrix destination. For example, let the vector index B equal 1 2, and the vector index C equal 2 3. Then,
source_matrix = mif Vertcat (one_four, three_t wo, NULL); mf ArrayAssi gn(A, source_matrix, B, C, NULL);
copies a 2-by-2 matrix into the second and third columns of rows one and two: the upper right corner of $A$. The example matrix A becomes:

114
232
369

You can also use a logical matrix as an index. For example, let B be the logical matrix:

011
011
000
Then,
mifArrayAssign(A, source_matrix, B, NULL);
changes A to:
114
232
369

## Assigning to All Elements

You can use the col on index to replace all elements in a matrix with alternate values. The col on index, however, is infrequently used in this context because you can accomplish approximately the same result by using assignment without any indexing. For example, although you can write
source = m f Rand(three, NULL);
mif ArrayAssi gn(A, source, col on, NULL);
writing
A = mifRand(three, NULL);
is simpler.
The first statement reuses the storage already allocated for A. The first statement will be slightly slower, because the elements from the source must be copied into the destination.

NOTE: mf Rand(three, NULL) is equivalent to mifRand(three, three).

## Using mlfArray Delete( ) for Deletion

Use the function mif ArrayDel et e( ) to delete elements from an array. This function is equivalent to the MATLAB statement, $A(B)=[]$. Instead of specifying a subscript for the elements you want to replace with other values, specify a subscript for the elements you want removed from the matrix. The MATLAB C Math Library removes those elements and shrinks the array.

F or example, to delete an element from example matrix A, you simply pass the target array and the indices that identify the elements to be removed. For example,
mf farrayDel ete(A, two, three, NULL);
deletes the third element in the second row from matrix $A$.
When you delete a single element from a matrix, the matrix is converted into a row vector that contains one fewer element than the original matrix. For example, when element ( 2,3 ) is deleted from matrix A, matrix A becomes this row vector with element 8 missing:

12345679
You can also delete more than one el ement from a matrix, shrinking the matrix by that number of elements. To retain the rectangularity of the matrix, however, you must delete one or more entire rows or columns. F or example,
m f Ar rayDel et e( A, two, col on, NULL) ;
produces this rectangular result:
147
369

NOTE: A two-dimensional subscript can contain only one scalar, vector, or matrix index. The other index used in deletion operations must be a col on index.

## C and MATLAB Index ing Syntax

The table below summarizes the differences between the MATLAB and C indexing syntax. Although the MATLAB C Math Library provides the same
functionality as the MATLAB interpreter, the syntax is very different. Refer to "Assumptions for the Code Examples" on page 3-13 to look up the conventions used for the code within the table.

NOTE: For the examples in the table, matrix X is set to the 2-by-2 matrix [ 45 ; 67 ], a different value from the 3-by-3 matrix $A$ in the previous sections.

## Example Matrix X

45
67

Table 3-1: MATLAB/C Indexing Expression Equivalence

| Description | MATLAB Expression | C Expression | Result |
| :---: | :---: | :---: | :---: |
| Extract 1, 1 element | X ( 1, 1) | ml f Ar rayRef ( X, one, one, NULL ) | 4 |
| Extract 1st element | X (1) | miffrayRef ( X, one, NULL ) | 4 |
| Extract 3rd element | X(3) | mif Ar rayRef ( X, three, NULL ) | 5 |

Table 3-1: MATLAB/C Indexing Expression Equivalence (Continued)

| Description | MATLAB Expression | C Expression | Result |
| :---: | :---: | :---: | :---: |
| Extract all elements into column vector | X ( ) | mh f ArrayRef ( X, col on, NULL ) | $\begin{aligned} & 4 \\ & 6 \\ & 5 \\ & 7 \end{aligned}$ |
| Extract 1st row | X ( 1, : ) | mh f ArrayRef ( X, one, col on, NULL ) | 45 |
| Extract 2nd row | X $2,:$ ) | mif ArrayRef ( X, t wo, col on, NULL ) | 67 |
| Extract first column | $X(:, 1)$ | mif ArrayRef ( X, col on, one, NULL ) | $\begin{aligned} & 4 \\ & 6 \end{aligned}$ |
| Extract second column | $X(:, 2)$ | mhfarrayRef ( X, col on, t wo, NULL ) | $\begin{aligned} & 5 \\ & 7 \end{aligned}$ |

Table 3-1: MATLAB/C Indexing Expression Equivalence (Continued)

| Description | MATLAB Expression | C Expression | Result |
| :---: | :---: | :---: | :---: |
| Replace first element with 9 | $X(1)=9$ | mif Ar rayAssi gn( X, ni ne, one, NULL ); | $\begin{array}{ll} \hline 95 \\ 6 & 7 \end{array}$ |
| Replace first row with [ 11 12] | $X(1,:)=\left[\begin{array}{ll}11 & 12\end{array}\right]$ | mh f ArrayAssi gn( X, el even_t wel ve, one, col on, NULL ); | $\begin{array}{rr} 11 & 12 \\ 6 & 7 \end{array}$ |
| Replace element 2, 1 with 9 | $X(2,1)=9$ | mif Ar rayAssi gn( X, <br> ni ne, <br> t wo, <br> one, <br> NULL <br> ); | $\begin{aligned} & 45 \\ & 97 \end{aligned}$ |
| Replace elements 1 and 4 with 8 (one-dimensional indexing) | $X\left(\left[\begin{array}{ll}1 & 4\end{array}\right]\right)=\left[\begin{array}{lll}8 & 8\end{array}\right]$ | m f Ar rayAssi gn( X , ei ght_ei ght, one_four, NULL ); | $\begin{array}{ll} 8 & 5 \\ 6 & 8 \end{array}$ |

## Print Handlers

Back in the days when there were only character-based terminals, input and output were very simple; programs used scanf for input and print f for output. Graphical user interfaces and windowed desktops make input and output routines more complex. The MATLAB C Math Library is designed to run on both character-based terminals and in graphical, windowed environments. Simply using print $f$ or a similar routine is fine for character-terminal output, but insufficient for output in a graphical environment.

The MATLAB C Math Library performs some output; in particular it displays error messages and warnings, but performs no input. In order to support programming in a graphical environment, the library allows you to determine how the library displays output.

The MATLAB C M ath Library's output requirements are very simple. The library formats its output into a character string internally, and then calls a function that prints the single string. If you want to change where or how the library's output appears, you must provide an alternate print handler.

## Providing Your Own Print Handler

Instead of calling print firectly, the MATLAB C Math Library calls a print handler when it needs to display an error message or warning. The default print handler used by the library takes a single argument, a const char * (the message to be displayed), and returns voi d.

The default print handler is:

```
static void DefaultPrint Handl er(const char *s)
{
    printf("%",s);
}
```

The routine sends its output to C's st dout, using the print function.
If you want to perform a different style of output, you can write your own print handler and register it with the MATLAB C Math Library. Any print handler that you write must match the prototype of the default print handler: a single const char * argument and a voi d return.
Toregister your function and change which print handler the library uses, you must call the routine on $f$ Set Pri int Handl er .
mif Set Pri nt Handl er takes a single argument, a pointer to a function that displays the character string, and returns voi d.

```
voi d ml fSet Print Handl er ( voi d ( * PH)(const char *) );
```


## Output to a GUI

When you write a program that runs in a graphical windowed environment, you may want to display printed messages in an informational dialog box. The next three sections illustrate how to provide an alternate print handler under the X Window System, Microsoft Windows, and the Macintosh.

Each example demonstrates the interface between the MATLAB C Math Library and one of the windowing systems. In particular, the examples do not demonstrate how to write a complete, working program.
Each example assumes that you know how to write a program for a particular windowing system. The code contained in each example is incomplete. F or example, application start up and initialization code is missing. Consult your windowing system's documentation if you need more information than the examples provide.

E ach example presents a simple alternative output mechanism. There are other output options as well, for example, sending output to a window or portion of a window inside an application. The code in these examples should serve as a solid foundation for writing more complex output routines.

NOTE: If you use an alternate print handler, you must call ml f Set Print Handl er before calling other library routines. Otherwise the library uses the default print handler to display messages.

## X W indows/ Motif Example

The M otif Library provides a MessageDi al og widget, which this example uses to display text messages. The MessageDi al og widget consists of a message text area placed above a row of three buttons labelled OK, Cancel, and Help.

The message box is a modal dialog box; once it displays, you must dismiss it before the application will accept other input. However, because the

MessageDialog is a child of the application and not the root window，other applications continue to operate normally．

```
/* X-W ndows/Mbtif Example */
/* Li st other X incl ude files here */
## ncl ude <Xmm Xm h>
#n ncl ude <Xmx X11.h>
# ncl ude <Xm\ MessageB. h>
static W dget message_di al og = 0;
/* the alternate print handl er */
voi d PopupMessageBox(const char *message)
{
        Arg args[1];
        Xt Set Arg(args[ 0], XnNmmesageString, message);
        Xt Set Val ues(message_di al og, args, 1);
        Xt Popup( message_di al og, Xt GrabExcl usi ve);
}
mai n()
{
    /* Start X application. Insert your own code here. */
    mai n_wi ndow = Xt Appl nitialize( /* your code */ );
    /* Create the message box wi dget as a child of */
    /* the main applicati on wi ndow. */
    message_di al og = XmCreat eMessageDi al og(mai n_wi ndow,
                            "MATLAB Message", 0, 0);
    /* Set the print handler. */
    ml f Set Print Handl er(PopupMessageBox);
    /* The rest of your program*/
}
```

This example declares two functions：PopupMessageBox（）and n⿴囗十 $n()$ ． PopupMessageBox is the print handler and is called every timethelibrary needs
to display a text message. It places the message text into the M essageDialog widget and makes the dialog box visible.

The second routine, nai $n$, first creates and initializes the X Window System application. This code is not shown, since it is common to most applications, and can be found in your $X$ Windows reference guide. mai $n$ then creates the MessageDialog object that is used by the print handling routine. Finally, mai $n$ calls mif Set Pri nt Handl er to inform the library that it should use PopupMessageBox instead of the default print handler. If this were a complete application, the main routine would also contain calls to other routines or code to perform computations.

## Microsoft Windows Example

This example uses the Microsoft Windows MessageBox dialog box. This dialog box contains an "information" icon, the message text, and a single OK button. The MessageB ox is a Windows modal dialog box; while it is posted, your application will not accept other input. You must press the OK button to dismiss the M essageB ox dialog box before you can do anything else.

This example dedares two functions. The first, PopupMessageBox, is responsible for placing the message into the M essageB ox and then posting the box to the screen. The second, nai n, which in addition to creating and starting the Microsoft Windows application (that code is not shown) calls mif Set Pri nt Handl er to set the print handling routine to PopupMessageBox.

```
/* M crosoft W' ndows exampl e */
static HMND wi ndow,
static LPCSTR title = "Message from MATLAB";
/* the alternate print handl er */
voi d PopupMessageBox(const char *message)
{
    MessageBox(wi ndow, (LPCTSTR) message, title,
                                    MB_I CONI NF ORMATI ON);
}
nai n()
{
    /* Regi ster wi ndow cl ass, provi de wi ndow procedure */
    /* Fill in your own code here. */
    /* Create application main wi ndow */
    wi ndow = Creat eW ndowEx( /* your speci fi cation */ );
    /* Set print handl er */
    ml f Set Pri nt Handl er(PopupMessageBox);
    /* The rest of the program... */
}
```

This example does no real processing. If it were a real program, the main routine would contain calls to other routines or perform computations of its own.

## Apple Macintosh Example

The Macintosh does not provide a widget or message box similar to the MessageDialog widget provided by Motif or the MessageBox dialog box available with Microsoft Windows, making this example more complex than the examples for the other two systems. This example is divided into two parts; in an actual program both parts would be stored in the same file.

The first part includes the proper header files, declares two static variables, and then declares a function, I ni t MessageBox, that uses Apple's QuickDraw to
set up a message box one-quarter the size of the screen. This message box is used repeatedly by the print handling routine. The message box is actually an instance of a TextE dit object, one of the simple objects that is built into the Macintosh operating system.

```
/* Maci ntosh example */
## ncl ude <WV ndows.h>
## ncl ude <Qui ckDraw. h>
## ncl ude <Fonts.h>
# ncl ude <Text Edit.h>
# ncl ude <stdi o. h>
static W ndowPtr theW ndow = NULL;
static TEHandl e hTE = NULL;
voi d I ni tMessageBox()
{
    Rect boundsRect;
        boundsRect = qd.screenBits.bounds;
        I nset Rect( SboundsRect,
                            ( boundsRect.ri ght -boundsRect.l ef t) / 4,
                            (boundsRect.bottomboundsRect.top) / 4);
        theW ndow = NewW ndow( NULL, &boundsRect, "\ pSi mpl e Out put",
                                    true, dBoxProc, ( W ndowPtr) -1,
                            false, 0);
        Set Port(theW ndow);
        boundsRect.bottom -= boundsRect.top;
        boundsRect.ri ght -= boundsRect.l eft;
        boundsRect.top = 0; boundsRect.left = 0;
        hTE = TENew(&boundsRect, &boundsRect);
}
```

The second part of the Macintosh example is very similar to both the X Window System and Microsoft Windows examples. It declares a print handler function called PopupMessageBox, which writes the message text into the text edit window created by I ni t MessageBox. When the program terminates, the function Cl oseSi mpl eOut put cleans up the resources allocated to the text edit window. Finally, the main routine starts up the application, calls

I ni t Mes sageBox to create the text edit window, and then sets up the print handler.

```
/* the alternate print handl er */
voi d PopupMessageBox(const char *text)
{
        TEl nsert((Ptr) text, strl en(text), hTE);
}
voi d Cl oseSi mpl eOut put (voi d)
{
        TEDi spose( hTE);
        Di sposeW ndow( theW' ndow);
}
voi d nmi n()
{
        /* Mac-specific startup code. Be sure to initialize */
        /* Qui ckDraw, Font Manager, W ndowManager and TextEdit */
        /* Set the print handler */
        I nit MessageBox();
        ml f Set Print Handl er(PopupMessageBox);
        /* Do some actual work... */
        /* Cl ean up - call this in error handl er too. */
        Cl oseSi mpl eOut put();
}
```

As is, this is not a complete program, but it should serve as enough of an example to get you started.

## Using mlfLoad( ) and mlfSave( )

The MATLAB C Math Library provides two functions, mf Load() and mif Save( ), which let you import and export array data. mi f Save() writes variables to a MAT-file as named variables; $\mathfrak{m}$ f Load( ) reads variables back in. Since MATLAB also reads and writes MAT-files, you can use m $f$ Load( ) and mif Save( ) to share data with MATLAB applications or with other applications devel oped with the MATLAB C++ or C Math Library.
mf Load( ) and mf Save( ) operate on MAT-files. A MAT-file is a binary, machine-dependent file. However, it can be transported between machines because of a machine signature in its file header. The MATLAB C Math Library checks the signature when it loads variables from a MAT-file and, if a signature indi cates that a file is foreign, performs the necessary conversion.

## mlfSave()

Using mif Save( ) , you can save the data within mxArr ay variables to disk. The prototype for mif Save() is:

```
voi d mlfSave(const char *file, const char *node, ...);
```

file points to the name of the MAT-file; mode points to a string that indicates whether you want to overwrite or update the data in the file. The variable argument list consists of at least one pair of arguments - the name you want to assign to the variable you're saving and the address of the mxAr r ay variable that you want to save. The last argument to mi f Save( ) is always a NULL, which terminates the argument list.

- You must name each mxArr ay variable that you save to disk. A name can contain up to 32 characters.
- You can save as many variables as you want in a single call to mi f Save( ).
- There is no call that globally saves all the variables in your program or in a particular function.
- The name of a MAT-file must end with the extension . mat. The library appends the extension . mat to the filename if you do not specify it.
- You can either overwrite or append to existing data in a file. Pass " w" to overwrite, " u" to update (append), or "w4" to overwrite using V4 format.
- The file created is a binary MAT-file, not an ASCII file.


## mlfLoad()

Using mif Load( ) , you can read in mxAr ray data from a binary MAT-file. The prototype for mif Load() :
voi d mfload(const char *file, ...);
file points to the name of the MAT-file; the variable argument list consists of at least one pair of arguments - the name of the variable that you want to load and a pointer to the address of an mxArr ay variable that will receive the data. The last argument to ml Load( ) is always a NULL, which terminates the argument list.

- You must indi cate the name of each mxArr ay variable that you want to load.
- You can load as many variables as you want in one call to mif Load().
- There is no call that loads all variables from a MAT-file globally.
- You do not have to allocate space for the incoming mxAr ray. mif Load( ) allocates the space required based on the size of the variable being read.
- You must specify a full path for the file that contains the data. Thelibrary appends the extension . mat to the filename if you do not specify it.
- You must load data from a binary MAT-file, not an ASCII MAT-file.

NOTE: Be sure to transmit MAT-files in binary file mode when you exchange data between machines.

For more information on MAT-files, consult the online version of the MATLAB Application Program Interface Guide.

## Memory Management

Routines in the MATLAB C Math Library allocate new arrays for their return values and for each of their output arguments. For example, when you call the version of the function mh f Svd() that takes two output arguments and one input argument:

$$
U=m \mathrm{f} \operatorname{Svd}(\& S, \& V, X, N U L L) ;
$$

where $\mathrm{U}, \mathrm{S}, \mathrm{V}$, and X are all declared as mxArray*, the library allocates new arrays for $\mathrm{U}, \mathrm{S}$, and V .

When you are finished using the arrays that the library creates for you, you must call mxDest royArray( ) to free each array. In the mif Svd( ) example, you must make three calls to mxDest royAr ray().

```
mxDestroyArray(U);
mxDestroyArray(S);
mxDestroyArray(V);
```

You must also free the arrays returned from any mx Application Program Interface Library routine that you call, for example, mxCr eat eDoubl eMat ri x() or mxCreat eString(). If the input array Xin the $m \mathrm{f} \operatorname{Svd}()$ example were created with a call to $m x C r$ eat eDoubl eMatrix( ), you would need to free $X$, too, when you are finished using it:
mxDestroyArray(X);

NOTE: If you do not free the arrays that have been allocated by the MATLAB C Math Library, your application will leak memory. If your program runs long enough, or manipulates Iarge arrays, it will eventually run out of memory. In addition, you should not nest calls to library functions.

## Setting Up Your Own Memory Management

The MATLAB C Math Library calls mxMal I oc to allocate memory and mxFr ee to free memory. These routines in turn call the standard C runtime library routines mall oc and free.

If your application requires a different memory management implementation, you can register your allocation and deallocation routines with the MATLAB C Math Library by calling the function mif Set Li braryAl I ocFcns().

You must write four functions whose addresses you then pass to mh f Set Li braryAl I ocFcns():

1 calloc_f cn is the name of the function that mxCall oc uses to perform memory allocation operations. The function that you write must have the prototype:
voi d * call ocf cn(size_t nmemb, size_t size);
Your function should initialize the memory it allocates to 0 and should return NULL for requests of size 0 .

2 free_f cn is the name of the function that mxFr ee uses to perform memory deallocation (freeing) operations. The function that you write must have the prototype:
voi d freef cn(voi d *ptr);
Make sure your function handles null pointers. free_f $\mathrm{cn}(0)$ should do nothing.

3 realloc_f cn is the name of the function that mxReall oc uses to perform memory reallocation operations. The function that you write must have the prototype:
voi d * real l ocfcn(voi d *ptr, size_t si ze);
This function must grow or shrink memory. It returns a pointer to the requested amount of memory, which contains as much as possible of the previous contents.

4 mall oc_f cn is the name of the function to be called in place of malloc to perform memory allocation operations. The prototype for your function must match:
voi d * mallocfcn(size_t n);
Your function should return NULL for requests of size 0 .
Refer to the MATLAB Application Program Interface Reference online help for more detailed information about writing these functions.

## Error Handling

Errors encountered by the MATLAB C Math Library result in error messages, which need to be made visible to the user. By default, the error handling mechanism calls the print handler to display the message and then calls exi $t$. See the section "Print Handlers" on page 3-37 for details on print handling.

The default scheme makes two assumptions: first, that errors and other messages may properly appear in the same place; and second, that it is appropriate for the program to exit when an error occurs. In some cases, one or both of these assumptions may be wrong. Therefore, the MATLAB C Math Library provides the function mf Set Error Handl er () that allows you to control how errors are displayed and handled.

There is an important difference between the print and error handlers. The print handler always returns control to the program that invoked it. When the MATLAB C Math Library issues an error, it does not expect the error handler to return. It expects your error handler to call exi t () or the function I ongj mp ().
Therefore, an error handler that you write should perform the following tasks:

- Print the error message, possibly by calling the print handling routine.
- Perform any necessary clean-up, for example, of data structures.
- Terminate the program, or call I ongj mp().

Note that if your error handler returns without calling exi t () or I ongj mp( ), the MATLAB C Math Library will call exit().

- Print the messages that are warnings rather than errors.

The error handling routine takes two arguments, a single const string that contains the error message and a Boolean value indicating whether the message is an error or a warning. Theerror handling routinereturns voi d. Any error handler that you write must have the same prototype.

Here is the code for the default error handler. N otice that the default error handler does not call exi t() or I ongj mp() ; the C M ath Library will, therefore, call exit().

```
voi d Def aul t Error Handl er(const char* nsg, bool isError)
{
    char buf[MAXERRLEN + 12];
    if (!i sError) {
        sprintf(buf, "WARNI NG: %\\n", n$g);
    } el se {
    sprintf(buf, "ERROR: %\\n", n$g);
    }
    print_handl er(buf);
}
```

The section "Print Handlers" on page 3-37 includes detailed examples that demonstrate how to set the print handling function. The examples in that section demonstratehow to bring up messages in dialog boxes on the X Window System, Microsoft Windows, and Macintosh systems. You can easily adapt those examples to the error handling mechanism.

If you want to write an error handler that does not cause the termination of your program every time an error occurs, you need to use the system calls set mp() and I ongj mp() . For an example of how to write an error handler that uses set j mp( ) and I ongj mp( ), see "Example 4: Handling Errors" on page 2-16. A detailed explanation of how these two functions work is beyond the scope of this book. For further information on the use of setj $m p()$ and I ongj $m p()$, refer to your system documentation.

## Using mlfSetErrorHandler( )

This example redirects errors to a different location than other messages. Suppose you want to direct all error messages to a file. This strategy allows a program to run unattended, since any errors produced are recorded in a file for future examination. The simplest way to log error messages in a file is to modify the print handler to send its messages to a file. The error handler may be left untouched. However, to illustrate the use of mf fet Er ror Handl er ( ), this example includes an error handler that prints Fat al Error! before it prints the error message itself.

More complex error-handling schemes are also possible. For example, you can use two files, one for the messages sent to the print handler and one for errors, or you can pipe the error message to an e-mail program that sends a notification of the error to the user who started the program. Only the first example is presented here.

```
#m ncl ude <st di o. h>
#incl ude " matl ab. h" /* I ncl ude MATLAB C Math Li brary prot ot ypes */
static FILE *fp = 0; /* Poi nter to message file */
static char[] message_file = "message.txt"; /* Msg. file name */
voi d PrintHandl er(const char *message)
{
    /* Make sure file is open, then print to it */
    if (fp)
        fprintf(fp, message);
}
/* Use the Print Handl er to "di spl ay" error messages */
voi d ErrorHandl er(const char *message, bool isError)
{
    if (isError)
    {
        Print Handl er("Fat al Error!\n");
        Print Handl er(message);
        exit(-1); /* exit() will close and flush files */
    }
    else /* just a warning */
    {
        Pri nt Handl er("WARNI NG: %\ n", message);
    }
}
```

```
mai n()
{
    fp = fopen(message_file, "w');
    if (!fp) /* Can't use PrintHandl er here... */
    {
            printf("Can't open file %, check permissions.\n",
                message_file);
            exit(-1);
    }
    ml f Set Pri nt Handl er(Pri nt Handl er);
    ml f Set Error Handl er(Error Handl er);
    /* Do some work */
}
```

This example is quite short. First, the new print handler and error handler are defined. The print handler uses f printf to send its output to a file, checking first to make sure the file is open. When an error occurs, the error handler calls the print handler to display introductory text (Fat al Error!) and then calls the print handler again with the text of the error message. Finally, the error handler calls exi $t$, which flushes and closes any open files and then terminates the program. If a warning occurs, the error handler calls the print handler to display the warning and does not terminate the program.

The mai $n$ routine is a skeleton; it opens the output file and sets up the print and error handlers by calling mif Set Pri nt Handl er () and mif Set Error Handl er(). If this were an actual application, mai $n$ would also contain code to call other routines or perform calculations of its own.

## Performance and Efficiency

The MATLAB C Math Library is delivered as a set of shared libraries (or DLLs). In general, library size is only a problem for shared libraries on machines with small amounts of physical memory. In contrast to static libraries, most shared libraries are loaded in their entirety when a user program references a routine in the library.

In some cases, the size of the Math M-File Library (I i brmf i I e) may exceed your needs. I i bmmf ile contains the compiled versions of every math M-file included in the MATLAB C M ath Library. For example, rank, gr adi ent, and hadamar d are all implemented as M -files and are therefore part of I i bmmile. Since the average application calls only a small subset of the routines in I i bmff i I e, dynamically linking against the entire M-File Library typically uses excess memory.

An alternative to dynamically linking against the entire li bmfi ile is to use the MATLAB Compiler to compile only those function M-files that your application references.

NOTE: In order to use the MATLAB Compiler to compileM-File Library files, you must own both MATLAB and the MATLAB Compiler.

## Reducing Memory

To compile only the function $M$-files that you require:
1 Add the MATLAB Compiler-compatible M-files directory to your path.
The directories containing these M-files are:
On UNIX, «mat lab>/ extern/src/ math/tbxsrc
On Windows, <rat I ab>> extern\src\math t t bxsrc
On Macintosh, <rat I ab>: extern: src: math: tbxsrc:
2 Compile each M-file that you need with the MATLAB Compiler.

3 Edit your nbui I d options file so that it does not link with I i bmfile but does link with the files you just compiled.

N ote that you will receive link errors if you have not compiled and linked in all the functions that you are using from li brmf ile.

4 Run mbui I d to build and link your application.
Your program may now make calls to the $M$-filefunctions that you compiled and statically linked with your application without dynamically linking to the entire MATLAB M ath M-File Library.

NOTE: You still need to link against the MATLAB Built-In Library (I i bmat I b) and the other supporting libraries: I i bmcc, I i bmx, and I i bmat.
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This chapter serves as a reference guide to the more than 350 functions contained in the MATLAB C Math Library.

The functions are divided into three sections:

- The Built-In Library
- The M-File Math Library
- The Application Program Interface Library

The tables that group the functions into categories include a short description of each function. Refer to the online MATLAB C Math Library Reference for a complete definition of the function syntax and arguments.

## Why Two MATLAB Math Libraries?

The MATLAB functions within the MATLAB C M ath Library are delivered as two libraries: the MATLAB Built-In Library and the MATLAB M-File Math Library. The Built-In Library contains the functions that every program using the MATLAB C Math Library needs, including for example, the elementary mathematical functions that perform matrix addition and multiplication. The M-File M ath Library is considerably Iarger than the Built-In Library and contains functions that not every program needs, such as polynomial root-finding or the two-dimensional inverse discrete F ourier transformation. Both libraries follow the same uniform naming convention and obey the same calling conventions.
We divided the MATLAB functions into two shared libraries, or DLLs, to help you write more space-efficient programs. In general, shared library size is a problem only on machines with small amounts of physical memory. In contrast to static libraries, most shared libraries are loaded in their entirety when a user program calls a routine in the library.
Most MATLAB C Math Library programs link dynamically against both math libraries, in addition to the Application Program Interface Library. (See "Building C Applications" in Chapter 1 for a completelist of the required libraries.) If you find that the size of the shared M-File M ath Library is impairing your machine's performance, you can use the MATLAB Compiler to compile only the M -file routines that you need and then statically link your application against this smaller set. The section entitled "Performance and Efficiency" in Chapter 3 provides more details on how to reduce the size of the M-File M ath Library.

NOTE You always need tolink dynamically against the MATLAB Built-In Library. There is no way to reduce its size.

## The MATLAB Built-In Library

The routines in the MATLAB Built-In Library fall into three categories:

- C callable versions of MATLAB built-in functions

Each MATLAB built-in function is named after its MATLAB equivalent. F or example, the m f Tan function is the $C$ callable version of the MATLAB built-in t an function.

- C function versions of the MATLAB operators

F or example, the $C$ callable version of the MATLAB matrix multiplication operator (*) is the function named mif Mt i mes( ).

- Routines that initialize and control how the library operates

These routines do not have a MATLAB equivalent. F or example, there is no MATLAB equivalent for the mf Set Print Handl er () routine.

NOTE: You can recognize routines in the Built-In and M-File libraries by the mif prefix at the beginning of each function name.

## General Purpose Commands

## Managing Variables

| Function | Purpose |
| :--- | :--- |
| mif For mat | Set output format. |
| mi f Load | Retrieve variables from disk. |
| m f Save | Save variables to disk. |

## Operators and Special Functions

Arithmetic Operator Functions

| Function | Purpose |
| :---: | :---: |
| m f Ldi vi de | Array left division (. |
| ). |  |
| mif M nus | Array subtraction (-). |
| mif M di vi de | Matrix left division ( $\$ ).  \hline mif Mower & Matrix power ( $\wedge$ ). |
| mf fr di vi de | Matrix right division (/). |
| mf m i mes | Matrix multiplication (*). |
| m fPl us | Array addition (+). |
| mif Power | Array power (. ^). |
| mif Rdi vi de | Array right division (. / ). |
| mif Ti mes | Array multiplication (. *). |
| mi f Unar ymi nus, mif Uni nus | Unary minus. |

## Relational Operator Functions

| Function | Purpose |
| :---: | :---: |
| mif Eq | Equality ( $=$ ). |
| ml f Ge | Greater than or equal to (>=). |
| m f Gt | Greater than ( $>$ ). |
| mif Le | Less than or equal to (<=). |
| mif Lt | Less than (<). |
| mif Neq, m f Ne | Inequality ( $\sim$ ). |

## Logical Operator Functions

| Function | Purpose |
| :---: | :---: |
| mif All | True if all elements of vector are nonzero. |
| mif And | Logical AND (\&). |
| mif Any | True if any element of vector is nonzero. |
| mif Not | Logical NOT ( $\sim$. |
| mifor | Logical OR (\|). |

## Set Operators

| Function | Purpose |
| :--- | :--- |
| mif I smember | True for set member. |
| mif Set diff | Set difference. |
| mif Set xor | Set exclusive OR. |

## Set Operators (Continued)

| Function | Purpose |  |
| :---: | :---: | :---: |
| mf f Uni on | Set union. |  |
| ml f Uni que | Set unique. |  |
| Special Operator Functions |  |  |
| Function |  | Purpose |
| mif Col on |  | Create a sequence of indices. |
| nif fr eat eCol onl ndex |  | Create an array that acts like the col on operator (: ). |
| mif Ct r anspose |  | Complex Conjugate Transpose (' ). |
| mif End |  | Index to the end of an array dimension. |
| mif Hor zcat |  | Horizontal concatenation. |
| mif Tr anspose |  | Noncomplex conjugate transpose (. ' ) |
| mif Vertcat |  | Vertical concatenation. |

## Logical Functions

| Function | Purpose |
| :--- | :--- |
| miffind | Find indices of nonzero elements. |
| miffi nite | Extract only finite elements from array. |
| miflsa | True if object is a given class. |
| mifl schar | True for character arrays (strings). |
| mifl sempty | True for empty array. |
| mifl sequal | True for input arrays of the sametype, size, and contents. |
| miflsfinite | True for finite elements of an array. |


| Function | Purpose |
| :---: | :---: |
| miflsinf | True for infinite elements. |
| mflsletter | True for elements of the string that are letters of the alphabet. |
| miflslogical | True for logical arrays. |
| mifls ${ }^{\text {nan }}$ | True for Not-a-Number. |
| miflsreal | True for noncomplex matrices. |
| miflsspace | True for whitespace characters in string matrices. |
| mif Logical | Convert numeric values to logical. |

MATLAB as a Programming Language

| Function | Purpose |
| :--- | :--- |
| mif Feval | Function evaluation. |
| mif Mfi I ename | Return a NULL array. M-file execution does not apply to <br> stand-alone applications. |

## Message Display

| Function | Purpose |
| :--- | :--- |
| ml f Er r or | Display message and abort function. |
| ml f Last Err or | Return string that contains the last error message. |
| m f War ni ng | Display warning message. |

## Elementary Matrices and Matrix Manipulation

Elementary Matrices

| Function | Purpose |
| :---: | :---: |
| mif Eye | Identity matrix. |
| mif fones | Matrix of ones (1s). |
| ml f Rand | Uniformly distributed random numbers. |
| m f Randn | Normally distributed random numbers. |
| mif Zeros | Matrix of zeros (0s). |

## Basic Array Information

| Function | Purpose |
| :---: | :---: |
| mif Di sp | Display text or array. |
| mill sempty | True for empty array. |
| mifl sequal | Truefor input arrays of the same type, size, and contents. |
| miflsl ogi cal | True for logical arrays. |
| m f Lengt h | Length of vector. |
| mif Logi cal | Convert numeric values to logical. |
| m f Ndi ms | Number of dimensions (always 2). |
| mif fi ze | Size of array. |

Special Constants

| Function | Purpose |
| :--- | :--- |
| mi f Comput er | Computer type. |
| mif Eps | Floating-point relative accuracy. |


| Function | Purpose |
| :---: | :---: |
| mifflops | Floating-point operation count. (Not reliable in stand-alone applications.) |
| mifl | Return an array with the value $0+1.0 i$. |
| mfl Iff | Infinity. |
| mif ${ }^{\text {d }}$ | Return an array with the value $0+1.0 \mathrm{i}$. |
| mlf Nan | Not-a-Number. |
| mif Pi | 3.1415926535897.... |
| mf f Real max | Largest floating-point number. |
| m f Real min | Smallest floating-point number. |

Matrix Manipulation

| Function | Purpose |
| :--- | :--- |
| mif Di ag | Create or extract diagonals. |
| mif Permite | Permute array dimensions. |
| mf Tril | Extract lower triangular part. |
| mifTriu | Extract upper triangular part. |

Specialized Matrices

| Function | Purpose |
| :--- | :--- |
| mi f Magi c | Magic square. |

## Elementary Math Functions

## Trigonemetric Functions

| Function | Purpose |
| :---: | :---: |
| m f Acos | I nverse cosine. |
| mif Asin | I nverse sine. |
| mif At an | I nverse tangent. |
| m f At an2 | Four-quadrant inverse tangent. |
| mif Cos | Cosine. |
| mif Sin | Sine. |
| m f Tan | Tangent. |

## Exponential Functions

| Function | Purpose |
| :--- | :--- |
| $m \mathrm{f} f \mathrm{Exp}$ | Exponential. |
| $\mathrm{m} f \mathrm{f}$ Log | Natural logarithm. |
| $\mathrm{ml} f$ Log2 | Base 2 logarithm and dissect floating-point numbers. |
| $m \mathrm{f}$ Pow2 | Base 2 power and scale floating-point numbers. |
| $\mathrm{m} f$ Sqrt | Square root. |

Complex Functions

| Function | Purpose |
| :--- | :--- |
| $\mathrm{ml} f \mathrm{Abs}$ | Absolute value. |
| ml f Conj | Complex conjugate. |
| mf fl mag | Imaginary part of a complex array. |

## Complex Functions (Continued)

| Function | Purpose |
| :--- | :--- |
| mifl sreal | True for noncomplex matrices |
| mif Real | Real part of a complex array. |

## Rounding and Remainder Functions

| Function | Purpose |
| :--- | :--- |
| mif Cei I | Round toward plus infinity. |
| mif Fix | Round toward zero. |
| miffl oor | Round toward minus infinity. |
| mifRem | Remainder after division. |
| mif Round | Round to nearest integer. |
| mif Si gn | Signum function. |

## Numerical Linear Algebra

Matrix Analysis

| Function | Purpose |
| :--- | :--- |
| mif Det | Determinant. |
| mi $f$ Nor $m$ | M atrix or vector norm. |
| mif Rcond | LINPACK reci procal condition estimator. |

## Linear Equations

| Function | Purpose |
| :--- | :--- |
| m f Chol | Cholesky factorization. |
| m f Chol update | Rank 1 update to Cholesky factorization. |


| Linear Equations (Continued) |  |
| :--- | :--- |
| Function | Purpose |
| mlflnv | Matrix inverse. |
| ml f Lu | Factors from Gaussian elimination. |
| ml f Qr | Orthogonal-triangular decomposition. |

## Eigenvalues and Singular Values

| Function | Purpose |
| :---: | :---: |
| mif Eig | Eigenvalues and eigenvectors. |
| mif Hess | Hessenberg form. |
| m f $\mathrm{Q}_{\mathrm{z}}$ | Generalized eigenvalues. |
| mif Schur | Schur decomposition. |
| mif Svd | Singular value decomposition. |

## Matrix Functions

| Function | Purpose |
| :--- | :--- |
| m f Expm | Matrix exponential. |

Factorization Utilities

| Function | Purpose |
| :--- | :--- |
| ml f Bal ance | Diagonal scaling to improve eigenvalue accuracy. |

## Data Analysis and Fourier Transform Functions

Basic Operations

| Function | Purpose |
| :--- | :--- |
| m f Cumpr od | Cumulative product of elements. |
| m f Cumsum | Cumulative sum of el ements. |
| m f Max | Largest component. |
| m f M n | Smallest component. |
| m f Pr od | Product of elements. |
| m f Sort | Sort in ascending order. |
| m f Sum | Sum of elements. |

Filtering and Convolution

| Function | Purpose |
| :--- | :--- |
| miffilter | One-dimensional digital filter (see online help). |

## Fourier Transforms

| Function | Purpose |
| :--- | :--- |
| mffft | Discrete Fourier transform. |

## Character String Functions

| Function | Purpose |
| :---: | :---: |
| mif fhar | Create character array (string). |
| mif Double | Convert string to numeric character codes. |
| String Tests |  |
| Function | Purpose |
| miflschar | True for character arrays. |
| miflsletter | True for elements of the string that are letters of the alphabet. |
| mifl sspace | True for whitespace characters in strings. |

## String Operations

| Function | Purpose |
| :---: | :---: |
| ml f Lower | Convert string to lower case. |
| mif St r ncmp | Compare the first n characters of two strings. |
| mif Upper | Convert string to upper case. |

## String to Number Conversion

| Function | Purpose |
| :--- | :--- |
| $m \mathrm{f}$ Sprint f | Convert number to string under format control. |
| $m \mathrm{f}$ Sscanf | Convert string to number under format control. |

## File I/ O Functions

File Opening and Closing

| Function | Purpose |
| :---: | :---: |
| mfficlose | Close file. |
| mif Fopen | Open file. |
| File Positioning |  |
| Function | Purpose |
| mif Feof | Is file position indicator at the end of the file? |
| mifferror | Inquire file I/O error status. |
| miffseek | Set file position indicator. |
| mfftell | Get file position indicator. |

Formatted I/ O

| Function | Purpose |
| :--- | :--- |
| mif Fprint $f$ | Write formatted data to file. |
| mf f Fscanf | Read formatted data from file. |

## Binary File I/ O

| Function | Purpose |
| :--- | :--- |
| mif Fread | Read binary data from file. |
| mif Fwrite | Write binary data to file. |

## String Conversion

| Function | Purpose |
| :--- | :--- |
| m f Spri nt f | Write formatted data to a string. |
| m f Sscanf | Read string under format control. |

File Import/ Export Functions

| Function | Purpose |
| :--- | :--- |
| mi f Load | Retrieve variables from disk. |
| m f Save | Save variables to disk. |

## Data Types

## Data Types

| Function | Purpose |
| :--- | :--- |
| mif Char | Create character array (string). |
| mi f Doubl e | Convert to double precision. |

## Object Functions

| Function | Purpose |
| :--- | :--- |
| ml fl assName | Return a string representing an object's class. |
| m fl sa | True if object is a given class. |

## Time and Dates

Current Date and Time

| Function | Purpose |
| :--- | :--- |
| ml fCl ock | Wall clock. |

## Utility Routines

The C M ath Library utility routines help you perform indexing, create scalar arrays, and initialize and control the library environment. Note that these functions are covered in more detail in Chapter 2 and in Chapter 3.

| Error Handling |  |
| :---: | :---: |
| Function | Purpose |
| voi d mif Set Error Handl er (voi d (* EH) (const char *, bool)); | Specify pointer to external application's error handler function. |
| mlfFeval() Support |  |
| Function | Purpose |
| voi d <br> mif Feval Tabl eSet up( mif FuncTab *nd f Uf uncTable); | Registers a thunk function table with the MATLAB C Math Library. |
| Indexing |  |
| Function | Purpose |
| voi d mi f ArrayAssi gn( mxArray *desti nation, mxArray *source, ... ); | Handle assignments that include indexing. |
| voi d milf Ar rayDel et e( mxArray *desti nation, mxArray *i ndex1, ... ); | Handle deletions that include indexing. |

## Indexing (Continued)

| Function | Purpose |
| :---: | :---: |
| ```mxArray * ml fArrayRef(mxArray *array, ... );``` | Perform array references such as X(5,:). |
| ```mxArray * mlfCol on(mxArray *start, mxArray *step, mxArray *end);``` | Generate a sequence of indices. Use this where you'd use the colon operator (: ) operator in MATLAB. <br> mif Col on( NULL, NULL, NULL) is equivalent to mil freat eCol onl ndex(). |
| ```mxArray * ml f Creat eCol onl ndex(voi d);``` | Create an array that acts like the colon operator (: ) when passed to mif ArrayRef(), <br> mif ArrayAssi gn(), and mif Ar rayDel ete(). |
| ```mxArray * ml fEnd(mxArray *array, mxArray *dim mxArray *numi ndi ces);``` | Generate the last index for an array dimension. Acts like end in the MATLAB expression A( 3,6 : end) . di mis the dimension to compute end for. Use 1 to indicate the row dimension; use 2 to indicate the column dimension. numi ndi ces is the number of indices in the subscript. |


| Function | Purpose |
| :---: | :---: |
| voi d <br> mif Set Li braryAllocFcns (calloc_proc calloc_fcn, free_proc free_fcn, realloc_proc realloc_fcn, malloc_proc malloc_fen); | Set the MATLAB C Math Library's memory management functions. Gives you complete control over memory management. |

Printing

| Function | Purpose |
| :--- | :--- |
| int <br> mfPrintf (const char $* \mathrm{fnt}, \ldots) ;$ | Format output just like printf. <br> Use the installed print handler to <br> display the output. |
| void <br> mf frint Matrix(mxArray $* m) ;$ | Print contents of matrix. |
| void <br> mf Set Print Handl er $($ void $(* P H)($ const char $*)) ;$ | Specify pointer to external <br> application's output function. |

## Scalar Array Creation

| Function | Purpose |
| :---: | :---: |
| $\begin{aligned} & \text { mxArray * } \\ & \text { mifScal ar (double v); } \end{aligned}$ | Create a 1-by-1 ar ray whose contents are initialized to the value of $v$. |
| mxArray * <br> mif Compl exScal ar(doubl e v, double i); | Create a complex 1-by-1 array whose contents are initialized to the real part vand the imaginary part i. |

## MATLAB M-File Math Library

The MATLAB M-File M ath Library contains callable versions of the M-files in MATLAB. For example, MATLAB implements the function rank in an M-file named $r$ ank. $m$ The $C$ callable version of $r$ ank is called $m f$ Rank.

NOTE: You can recognize routines in the Built-In and M-FileLibraries by the mh f prefix at the beginning of each function.

## Operators and Special Functions

Arithmetic Operator Functions

| Function | Purpose |
| :--- | :--- |
| $\mathrm{m} f \mathrm{fK}$ on | Kronecker tensor product. |

Logical Operator Functions

| Function | Purpose |
| :--- | :--- |
| mif Xor | Logical exclusive-or operation. |

Logical Functions

| Function | Purpose |
| :--- | :--- |
| $m \mathrm{fI}$ si eee | True for IEEE floating point arithmetic. |
| m fI sspace | True for whitespace characters in string matrices. |
| $m \mathrm{fI}$ sst udent | True for student editions of MATLAB. |
| $m \mathrm{fI}$ suni x | True on UNIX machines. |
| $m \mathrm{fI}$ svma | True on computers running DEC's VMS. |

## MATLAB As a Programming Language

| Function | Purpose |
| :--- | :--- |
| $m \mathrm{f}$ Nar gchk | Validate number of input arguments. |
| m f Xyzchk | Check arguments to 3-D data routines. |

## Elementary Matrices and Matrix Manipulation

Elementary Matrices

| Function | Purpose |
| :--- | :--- |
| m f f Aut omesh | True if the inputs require automatic meshgriding. |
| ml f Li nspace | Linearly spaced vector. |
| m f Logspace | Logarithmically spaced vector. |
| m f Meshgri d | X and Y arrays for 3-D plots. |

## Basic Array Information

| Function | Purpose |
| :--- | :--- |
| mifI snumeric | True for numeric arrays. |


| Function | Purpose |
| :---: | :---: |
| mif Cat | Concatenate arrays. |
| miffliplr | Flip matrix in the left/right direction. |
| mif Flipud | Flip matrix in the up/down direction. |
| mifl permute | Inverse permute array dimensions. |
| mif Repmat | Replicate and tile an array. |

## Matrix Manipulation (Continued)

| Function | Purpose |
| :--- | :--- |
| m f Reshape | Change size. |
| mi $f$ Rot 90 | Rotate matrix 90 degrees. |
| mif Shi $f t$ di m | Shift dimensions. |

Specialized Matrices

| Function | Purpose |
| :---: | :---: |
| mi f Compan | Companion matrix. |
| mif Hadamar d | Hadamard matrix. |
| m f Hankel | Hankel matrix. |
| m f flil l b | Hilbert matrix. |
| mflnvhilb | Inverse Hilbert matrix. |
| mif Pascal | Pascal matrix. |
| mif Rosser | Classic symmetric eigenvalue test problem. |
| mif Toepl itz | Toeplitz matrix. |
| m f f Vander | Vandermonde matrix. |
| mif Wil ki nson | Wilkinson's eigenvalue test matrix. |

## Elementary Math Functions

| Function | Purpose |
| :---: | :---: |
| m f Acosh | Inverse hyperbolic cosine. |
| mif Acot | Inverse cotangent. |
| mif Acoth | I nverse hyperbolic cotangent. |
| m f Acsc | I nverse cosecant. |
| mif Acsch | Inverse hyperbolic cosecant. |
| mif Asec | I nverse secant. |
| mif Asech | I nverse hyperbolic secant. |
| mf fisinh | Inverse hyperbolic sine. |
| mif At anh | I nverse hyperbolic tangent. |
| mif Cosh | Hyperbolic cosine. |
| mif Cot | Cotangent. |
| $\mathrm{m} \mathrm{f} \operatorname{Coth}$ | Hyperbolic cotangent. |
| mif Csc | Cosecant. |
| mif Csch | Hyperbolic cosecant. |
| mif Sec | Secant. |
| $n \mathrm{ffech}$ | Hyperbolic secant. |
| mlf Si nh | Hyperbolic sine. |
| ml f Tanh | Hyperbolic tangent. |


| Exponential Functions |  |
| :--- | :--- |
| Function | Purpose |
| mi f Log10 | Common (base 10) logarithm. |
| mi f Next pow2 | Next higher power of 2. |

Complex Functions

| Function | Purpose |
| :--- | :--- |
| mif Angl e | Phase angle. |
| mif Cpl xpai $r$ | Sort numbers into complex conjugate pairs. |
| mi $f$ Unwr ap | Remove phase angle jumps across $360^{\circ}$ boundaries. |

Rounding and Remainder Functions

| Function | Purpose |
| :--- | :--- |
| ml f Mbd | Modulus (signed remainder after division). |

## Specialized Math Functions

| Function | Purpose |
| :---: | :---: |
| mif Bet a | Beta function. |
| mif Bet ai nc | Incomplete beta function. |
| mif Betal n | Logarithm of beta function. |
| mif Cross | Vector cross product. |
| mifellipj | $J$ acobi elliptic functions. |
| mifelli pke | Complete elliptic integral. |
| miferf | Error function. |
| mferfc | Complementary error function. |
| miferfcx | Scaled complementary error function. |
| mf Erfinv | I nverseerror function. |
| mif Expint | Exponential integral function. |
| mif Gamma | Gamma function. |
| mil f Gammai nc | Incomplete gamma function. |
| mif Gammaln | Logarithm of gamma function. |
| mif Legendre | Legendre functions. |

## Number Theoretic Functions

| Function | Purpose |
| :--- | :--- |
| mif Fact or | Prime factors. |
| mif Gcd | Greatest common divisor. |
| mifl spri me | True for prime numbers. |


| Function | Purpose |
| :---: | :---: |
| m f Lcm | Least common multiple. |
| ml f Nchoosek | All combinations of n elements taken $k$ at a time. |
| ml f Perms | All possible permutations. |
| mif Primes | Generate list of prime numbers. |
| mif Rat | Rational approximation. |
| mif Rat s | Rational output. |

## Coordinate System Transforms

| Function | Purpose |
| :--- | :--- |
| m f f Cart 2pol | Transform Cartesian coordinates to polar. |
| m f Cart 2sph | Transform Cartesian coordinates to spherical. |
| m f Pol 2cart | Transform polar coordinates to Cartesian. |
| m f Sph2cart | Transform spherical coordinates to Cartesian. |

## Numerical Linear Algebra

| Function | Purpose |
| :---: | :---: |
| mif Nor mest | Estimate the matrix 2-norm. |
| mif Nul I | Orthonormal basis for the null space. |
| mf forth | Orthonormal basis for the range. |
| mif Rank | Number of linearly independent rows or columns. |
| mif Rr ef | Reduced row echelon form. |
| mif Subspace | Angle between two subspaces. |
| mf frace | Sum of diagonal elements. |

## Linear Equations

| Function | Purpose |
| :---: | :---: |
| mif Cond | Condition number with respect to inversion. |
| m f f Condest | 1-norm condition number estimate. |
| miftscov | Least squares in the presence of known covariance. |
| mif NnIS | Non-negative least-squares. |
| mif Pi nv | Pseudoinverse. |

Eigenvalues and Singular Values

| Function | Purpose |
| :--- | :--- |
| m $f$ Condei $g$ | Condition number with respect to eigenvalues. |
| mif Pol y | Characteristic polynomial. |
| m $f$ Pol yei $g$ | Polynomial eigenvalue problem. |


| Matrix Functions |  |
| :--- | :--- |
| Function | Purpose |
| mi f Funm | Evaluate general matrix function. |
| mi f Logm | Matrix logarithm. |
| mi f Sqrt m | Matrix square root. |

## Factorization Utilities

| Function | Purpose |
| :---: | :---: |
| m f flf 2 rdf | Complex diagonal form to real block diagonal form. |
| mif Pl aner ot | Generate a Givens plane rotation. |
| mif O del et e | Delete a column from a QR factorization. |
| mif Qrinsert | Insert a column into a QR factorization. |
| m f Rsf 2csf | Real block diagonal form to complex diagonal form. |

## Data Analysis and Fourier Transform Functions

Basic Operations

| Function | Purpose |
| :---: | :---: |
| mif Cuntr apz | Cumulative trapezoidal numerical integration. |
| mlf Mean | Average or mean value. |
| mif Medi an | Median value. |
| mif Sortr ows | Sort rows in ascending order. |
| mf fid | Standard deviation. |
| mif Trapz | Numerical integration using trapezoidal method. |

## Finite Differences

| Function | Purpose |
| :--- | :--- |
| m $f$ Del 2 | Five-point discrete $L$ aplacian. |
| mif $\operatorname{Diff}$ | Difference function and approximate derivative. |
| m f Gradi ent | Approximate gradient (see online help). |

## Correlation

| Function | Purpose |
| :--- | :--- |
| mif Cor r coef | Correlation coefficients. |
| mif Cov | Covariance matrix. |
| mif Subspace | Angle between two subspaces. |

## Filtering and Convolution

| Function | Purpose |
| :--- | :--- |
| mif Conv | Convolution and polynomial multiplication. |
| mif Conv2 | Two-dimensional convolution (see online help). |
| mif Deconv | Deconvolution and polynomial division. |
| miffilter 2 | Two-dimensional digital filter (see online help). |

Fourier Transforms

| Function | Purpose |
| :--- | :--- |
| $m f f f t 2$ | Two-dimensional discrete Fourier transform. |
| $m f f f t s h i f t$ | Shift DC component to center of spectrum. |
| $m f I f f t$ | Inverse discrete Fourier transform. |
| $m f I f f t 2$ | Two-dimensional inverse discrete Fourier transform. |

## Sound and Audio

| Function | Purpose |
| :--- | :--- |
| m f Fr eqspace | Frequency spacing for frequency response. |
| m f Li n2mu | Convert linear signal to mu-law encoding. |
| mif Mi2l in | Convert mu-law encoding to linear signal. |

## Polynomial and Interpolation Functions

Data Interpolation

| Function | Purpose |
| :---: | :---: |
| m f Gri ddat a | Data gridding. |
| mifl cubic | Cubic interpolation of 1-D function. |
| mifl nt er pl | One-dimensional interpolation (1-D table lookup). |
| mifl $n t$ er plq | Quick one-dimensional linear interpolation. |
| mifl nt er p2 | Two-dimensional interpolation (2-D table lookup). |
| mflinterpft | One-dimensional interpolation using FFT method. |

Spline Interpolation

| Function | Purpose |
| :--- | :--- |
| mif Ppval | Evaluate piecewise polynomial. |
| m f Spl i ne | Piecewise polynomial cubic spline interpolant. |

## Geometric Analysis

| Function | Purpose |
| :--- | :--- |
| m f I npol ygon | Detect points inside a polygonal region. |
| m f Pol yarea | Area of polygon. |
| mif Recti nt | Rectangle intersection area. |


| Polynomials |  |
| :---: | :---: |
| Function | Purpose |
| mif Conv | Multiply polynomials. |
| mif Deconv | Divide polynomials. |
| mif Mkpp | Make piecewise polynomial. |
| mif Poly | Construct polynomial with specified roots. |
| m f Pol yder | Differentiate polynomial (see online help). |
| mif Pol yfit | Fit polynomial to data. |
| mif Pol yval | Evaluate polynomial. |
| mif fol yval m | Evaluate polynomial with matrix argument. |
| mif Resi due | Partial-fraction expansion (residues). |
| mil Resi 2 | Residue of a repeated pole. |
| mif Roots | Find polynomial roots. |
| mil f Unmkpp | Supply information about piecewise polynomial. |

## Function-Functions and ODE Solvers

| Optimization and Root Finding |  |
| :--- | :--- |
| Function | Purpose |
| miffmin | Minimize function of one variable. |
| m $f$ Fmins | Minimize function of several variables. |
| miffopti ons | Set minimization options. |
| m $f$ frero | Find zero of function of one variable. |


| Numerical Integration (Quadrature) |  |
| :--- | :--- |
| Function | Purpose |
| mi $f$ Dbl quad | Numerical double integration. |
| m f Quad | Numerically evaluate integral, low order method. |
| mi f Quad8 | Numerically evaluate integral, high order method. |

## Ordinary Differential Equation Solvers

| Function | Purpose |
| :--- | :--- |
| m f Ode23 | Solve differential equations, low order method. |
| m f f Ode45 | Solve differential equations, high order method. |
| m f Ode113 | Solve nonstiff differential equations, variable order <br> method. |
| m f Ode15s | Solve stiff differential equations, variable order method. |
| m f Ode23s | Solve stiff differential equations, low order method. |

## ODE Option Handling

| Function | Purpose |
| :--- | :--- |
| mi f Odeget | Extract properties from opt i ons structure created with <br> odeset. |
| m f Odeset | Create or alter opt i ons structure for input to ODE <br> solvers. |

## Character String Functions

General

| Function | Purpose |
| :--- | :--- |
| m f Bl anks | String of blanks. |
| m f $f$ Debl ank | Remove trailing blanks from a string. |
| m f St r 2mat | Form text array from individual strings. |

## String Operations

| Function | Purpose |
| :---: | :---: |
| m f Fi ndstr | Find a substring within a string. |
| mif Strcat | String concatenation. |
| mif St rcmp | Compare strings. |
| mif Strjust | J ustify a character array. |
| mif Strrep | Replace substrings within a string. |
| mif Strtok | Extract tokens from a string. |
| m f St rvcat | Vertical concatenation of strings. |

## String to Number Conversion

| Function | Purpose |
| :---: | :---: |
| mfl ft 2 str | Convert integer to string. |
| mf f Mat 2 str | Convert matrix to string. |
| mif Num 2 str | Convert number to string. |
| m f Str 2 num | Convert string to number. |

Base Number Conversion

| Function | Purpose |
| :--- | :--- |
| mif Base2dec | Base to decimal number conversion. |
| mif Bi n2dec | Binary to decimal number conversion. |
| m $f$ Dec2base | Decimal number to base conversion. |
| mif Dec2bi $n$ | Decimal to binary number conversion. |
| m $f$ Dec2hex | Decimal to hexadecimal number conversion. |
| mif $\operatorname{Hex} 2 d e c$ | IEEE hexadecimal to decimal number conversion. |
| m $f$ Hex2num | Hexadecimal to double number conversion. |

## File I/ O Functions

| Formatted I/ O |  |
| :--- | :--- |
| Function | Purpose |
| m f F Fget I | Read line from file, discard newline character. |
| mi f Fget s | Read line from file, keep newline character. |
|  |  |
| File Positioning |  |
| Function | Purpose |
| mi f Fr ewi nd | Rewind file pointer to beginning of file. |
|  |  |
| Time a nd | Dates |
| Current Date and Time |  |
| Function | Purpose |
| mi f Date | Current date string. |
| mif Now | Current date and time. |

Basic Functions

| Function | Purpose |
| :--- | :--- |
| mif Dat enum | Serial date number. |
| mif Dat est $r$ | Date string format. |
| mif Dat evec | Date components. |

## Date Functions

| Function | Purpose |
| :--- | :--- |
| mif Cal endar | Calendar. |
| mi f Eomday | End of month. |
| m f Weekday | Day of the week. |

Timing Functions

| Function | Purpose |
| :--- | :--- |
| mif Et i re | Elapsed time function. |
| m f Ti c, <br> m f Toc | Stopwatch timer functions. |

## Application Program Interface Library

The Application Program Interface Library contains the array access routines for the mxAr ray data type. For example, mxCr eat eDoubl eMat ri x() creates an mxArray; mxDestroyArray() destroys one.
Refer to the online Application Program Interface Reference and the MATLAB Application Program InterfaceGuidefor a detailed definition of each function.

NOTE: You can recognize an Application Program Interface Library routine by its prefix m. These functions are a subset of the Application Program Interface Library. In the MATLAB C Math Library, these functions support arrays with at most two dimensions.

## Array Access Routines

| Function | Purpose |
| :---: | :---: |
| mxCalloc, mxFree | Allocate and free dynamic memory using MATLAB's memory manager. |
| mxCl ear Logi cal | Clear the logical flag. |
| mxCr eat eChar Ar r ay | Create an unpopulated N -dimensional string mxAr ray. |
| $m x C r$ eat eChar Mat ri xFronSt ri ngs | Create a populated 2-dimensional string mxAr ray. |
| $m \times C r$ eat eDoubl eMatrix | Create an unpopulated 2-dimensional, double-precision, floating-point mxAr ray. |
| mxCr eat eNumeri c Ar ray | Create an unpopulated N -dimensional numeric mxAr ray. |
| mxCreateString | Create a 1-by-n string mxAr r ay initialized to the specified string. |
| mxDest royAr ray | Free dynamic memory allocated by an mxCr eat e routine. |
| mxDupl i cateArray | M ake a deep copy of an array. |
| mxGet Cl assl D | Get (as an enumerated constant) an mxArray's class. |


| Function | Purpose |
| :---: | :---: |
| mxGet Cl assName | Get (as a string) an mxArray's class. |
| mxGet Dat a | Get pointer to data. |
| mxGet Di mensi ons | Get a pointer to the dimensions array. |
| mxGet El ement Si ze | Get the number of bytes required to store each data element. |
| mxGet Eps | Get value of eps. |
| mxGet I magDat a | Get pointer to imaginary data of an mxArray. |
| mxGet I nf | Get the value of infinity. |
| $m x G e t M$ mxet $N$ | Get the number of rows (M) and columns (N) of an array. |
| mxGet Name, mxSet Name | Get and set the name of an mxAr r ay. |
| mxGet NaN | Get the value of Not-a-Number. |
| mxGet Number Of Di mensi ons | Get the number of dimensions. |
| mxGet Number Of El ements | Get number of elements in an array. |
| mxGet Pi, mxGetPr | Get the real and imaginary parts of an mxAr ray. |
| mxGet Scal ar | Get the real component from the first data element of an mxArray. |
| mxGet St ri ng | Copy the data from a string mxAr r ay into a C-style string. |
| mxl sChar | True for a character array. |
| mxl sCl ass | True if mxAr ray is a member of the specified class. |
| mxl sCompl ex | True if data is complex. |
| mxl sDoubl e | True if mxAr ray represents its data as double-precision, floating-point numbers. |
| mx sEmpty | True if mxAr ray is empty. |


| Function | Purpose |
| :---: | :---: |
| mxl sFi nite | True if value is finite. |
| $m \mathrm{ml}$ s nf | True if value is infinite. |
| mxl sl nt 8 | True if mxAr ray represents its data as signed 8-bit integers. |
| mxl sl nt 16 | True if mxAr r ay represents its data as signed 16-bit integers. |
| mxl sl nt 32 | True if mxAr r ay represents its data as signed 32-bit integers. |
| mxl sLogi cal | True if mxAr r ay is Boolean. |
| mxl sNan | True if value is Not-a-Number. |
| mxl sNumeric | True if mxAr r ay is numeric or a string. |
| mxl sSi ngle | True if mxAr ray represents its data as single-precision, floating-point numbers. |
| mxl sSparse | I nquire if an mxArr ay is sparse. Always false for the MATLAB C Math Library. |
| $m \mathrm{ml}$ sUi nt 8 | True if mxAr ray represents its data as unsigned 8-bit integers. |
| mxI sUi nt 16 | True if mxAr ray represents its data as unsigned 16-bit integers. |
| mxI sUi nt 32 | True if mxAr ray represents its data as unsigned 32-bit integers. |
| mxMalloc | Allocate dynamic memory using MATLAB's memory manager. |
| mxReal l oc | Reallocate memory. |
| $m \times$ Set Dat a | Set pointer to data. |


| Array Access Routines (Continued) |  |
| :--- | :--- |
| Function | Purpose |
| $m x$ Set Di mensi ons | Modify the number of dimensions and/or the size of each <br> dimension. |
| $m x$ Set I magDat a | Set imaginary data pointer for an mxArray. |
| $m x$ Set Logi cal | Set the logical flag. |
| $m$ Set $M \quad m$ Set $N$ | Set the number of rows (M) and col umns (N) of an array. |
| $m x$ Set Pi $\quad m x$ Set Pr | Set the real and imaginary parts of an mxAr ray. |

## Fortran Interface

| Function | Purpose |
| :--- | :--- |
| $m x$ CopyChar act er ToPt r | Copy CHARACTER values from Fortran to C pointer array. |
| $m x$ CopyPt r ToChar act er | Copy CHARACTER values from C pointer array to Fortran. |
| $m x$ CopyCompl ex16t oPt r | Copy COMPLEX*16 values from Fortran to C pointer array. |
| $m x$ CopyPt r ToCompl ex16 | Copy COMPLEX*16 values to Fortran from C pointer array. |
| $m x$ Copyl nt eger 4ToPt r | Copy I NTEGER*4 values from Fortran to C pointer array. |
| $m x$ CopyPt r Tol nt eger 4 | Copy I NTEGER*4 values to Fortran from C pointer array. |
| $m x C o p y R e a l ~ 8 t ~ o P t ~ r ~$ | Copy REAL*8 values from Fortran to C pointer array. |
| $m x C o p y P t r$ ToReal 8 | Copy REAL*8 values to Fortran from C pointer array. |
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This chapter describes the directory organization of the MATLAB C Math Library on UNIX, Microsoft Windows, and Macintosh systems.

The MATLAB C Math Library is part of a family of tools offered by The MathWorks. All MathWorks products are stored under a single directory: the MATLAB root directory.

Separate directories for the major product categories are located under the MATLAB root. The C Math Library is installed in the extern directory where products external to MATLAB are installed, and on UNIX and Microsoft Windows systems, in the bi n directory. If you have other MathWorks products, there are additional directories directly below the MATLAB root.

## Directory Organization on UNIX

This figure illustrates the directory structure for the MATLAB C Math Library files on UNIX. «mat I ab> symbolizes the top-level directory where MATLAB is installed on your system. \$ARCH specifies a particular UNIX platform.


## <matlab>/ bin

The <nat I ab>/ bi n directory contains the mbui I d script and the scripts it uses to build your code.

| mbui I d | Shell script that controls the building and linking of <br> your code. |
| :--- | :--- |
| mbui I dopt s. sh | Options file that controls the switches and options for <br> your C compiler. It is architecture specific. When you <br> execute mbui I d - set up, this file is copied to your home <br> directory. |

## <matlab>/ extern/ lib/ \$ARCH

The <rrat I ab>/ ext ern/I i b/ \$ARCH directory contains the binary library files; \$ARCH specifies a particular UNIX platform. For example, on a Sun SPARCstation running SunOS4, the \$ARCH directory is sun4. The libraries that come with the MATLAB C Math Library are:

| I i bmat. ext | MAT-file access routines to support mif Load and <br> m f Save. |
| :--- | :--- |
| I i bmat I b. ext | MATLAB Built-In Math Library. Contains stand-alone <br> versions of M ATLAB built-in math functions and <br> operators. Required for building stand-al one <br> applications. |
| I i bmac. ext | MATLAB Compiler Library for stand-alone applications. <br> Contains the mec and memroutines required for building <br> stand-alone applications. |
| I i bmi . ext | Internal math routines. |
| I i bmff i I e. ext | MATLAB M-File Math Library. Contains stand-alone <br> versions of the math M-files. Needed for building <br> stand-alone applications that require MATLAB M-file <br> math functions. |
| I i bmx. ext | MATLAB Application Program Interface Library. <br> Contains array access routines. |
| I i but. ext | MATLAB Utilities Library. Contains the utility routines <br> used in the background by various components. |

where. ext is
. a on IBM RS/6000 and Sun4; . so on Solaris, Alpha, Linux, and SGI; and . sl on HP 700. The libraries are shared libraries for all platforms except Sun4.

## <matlab>/ extern/include

The <rat I ab>/ ext er n/ i ncl ude directory contains the header files for developing MATLAB C M ath Library applications. The header files associated with the MATLAB C Math Library are:

| mat I ab. h | Header file for the MATLAB C M ath Library. |
| :--- | :--- |
| matrix. h | Header file containing the definition of the mxArr ay type <br> and function prototypes for array access routines. |

## <matlab>/ extern/ examples/ cmath

The <mat I ab>/ ext er n/ exampl es/ cmath directory contains the sample C programs that are described in Chapter 2.

| ex1. c | The source code for "Example 1: Creating and Printing <br> Arrays" on page 2-6. |
| :--- | :--- |
| ex2. c | The source code for "Example 2: Writing Simple <br> Functions" on page 2-9. |
| ex3. c | The source code for "Example 3: Calling Library <br> Routines" on page 2-12. |
| ex4. c | The source code for "Example 4: Handling Errors" on <br> page 2-16. |
| ex5.c | The source code for "Example 5: Saving and L oading <br> Data" on page 2-22. |
| ex6. c | The source code for "Example 6: Passing Functions As <br> Arguments" on page 2-26. |
| rel ease. txt | Release notes for the current release of the MATLAB C <br> Math Library. |

## Directory Organization on Microsoft Windows

This figure illustrates the folders that contain the MATLAB C Math Library files. <nat I ab> symbolizes the top-level folder where MATLAB is installed on your system.


## <matab>1 bin

The $<$ mat $I$ ab> $>$ bi $n$ directory contains the Dynamic Link Libraries (DLLs) required by stand-alone C applications and the batch file mbui I d, which
controls the build and link process for you. $\langle m a t$ I ab>> bi n must be on your path for your applications to run. All DLLs are in WIN32 format.

| \| i brat. dl | | MAT-file access routines to support min Load() and m f Save(). |
| :---: | :---: |
| I i brat I b. dl I | MATLAB Built-In M ath Library. Contains stand-alone versions of MATLAB built-in math functions and operators. Required for building stand-alone applications. |
| \| i brac. dll | MATLAB Compiler Library for stand-alone applications. Contains the rac and memroutines required for building stand-alone applications. |
| \\| i bmi . dll | Internal math routines. |
| li brmfile. dll | MATLAB M-File Math Library. Contains stand-alone versions of the MATLAB math M-files. Needed for building stand-alone applications that require MATLAB M -file math functions. |
| \| i bmx. dl \| | MATLAB Application Program Interface Library. Contains array access routines. |
| \\| i but. dl I | MATLAB Utilities Library. Contains the utility routines used by various components. |
| nbuil ld. bat | Batch file that helps you build and link stand-alone executables. |
| compopt s. bat | Default options file for use with nobui I d. bat. Created by nbuild -set up. |
| Options files for nbui I d. bat | Switches and settings for C compiler to create stand-alone applications, e.g., nゅvccomp. bat for use with Microsoft Visual C. |

## <matab>lextern\include

The <mat I ab> ext er $n \backslash i n c l$ ude directory contains the header files for developing MATLAB C Math Library applications and the. def files used by the Microsoft Visual C and Borland compilers. The li b*. def files are used by MSVC and the _ lib*. def files are used by Borland.

| matlab. h | Header file for the MATLAB C M ath Library. |
| :---: | :---: |
| matrix.h | Header file containing the definition of the mxAr ray type and function prototypes for array access routines. |
| \|i bnat. def _ I i brat. def | Contains names of functions exported from the MAT-file DLL. |
| I i bnat I b. def _li bmat l b. def | Contains names of functions exported from the MATLAB C Math Built-In Library DLL. |
| \|ibrac. def _li brec. def | Contains names of functions exported from the MATLAB Compiler Library DLL for stand-alone applications. |
| li brmfile. def _li bmmile. def | Contains names of functions exported from the MATLAB M-File Math Library DLL. |
| li bnx. def _l i bmx. def | Contains names of functions exported from I i bmx. dl I . |
| \| i but. def _ 1 i but. def | Contains names of functions exported from I i but. dll . |

## <matlab>\extern\examples\ cmath

The $<$ rat I ab $\gg$ ext er $n \backslash$ exampl es $\backslash$ cmat h directory contains sampleC programs devel oped with theC Math Library. Y ou'll find explanations for these examples in Chapter 2.

| ex1. c | The source code for "E xample 1: Creating and Printing <br> Arrays" on page 2-6. |
| :--- | :--- |
| ex2. c | The source code for "E xample 2: Writing Simple <br> Functions" on page 2-9. |
| ex3. c | The source code for "Example 3: Calling Library <br> Routines" on page 2-12. |
| ex4. c | The source code for "Example 4: Handling Errors" on <br> page 2-16. |
| ex5. c | The source code for "Example 5: Saving and L oading <br> Data" on page 2-22. |
| ex6. c | The source code for "Example 6: Passing Functions As <br> Arguments" on page 2-26. |
| rel ease. txt | Release notes for the current release of the MATLAB C <br> Math Library. |

## Directory Organization on Macintosh

This figure illustrates the fol ders that contain the files of the MATLAB C Math Library. <natl ab>symbolizes the top-level folder whereMATLAB is installed on your system.


## <matlab>:extern:scripts:

The <nat I ab>: ext ern: scri pts: folder contains:

| mbui I d | Script that hel ps you build and link stand-alone <br> executables. |
| :--- | :--- |
| Various <br> mbui I dopt s. * <br> files | Options files that control the switches and options for <br> your C compiler. They are architecture specific. When <br> you execute mbui I d -set up, a copy of one of these files is <br> made in the scripts directory. |

## <matlab>:extern:lib:Pow erMac:

The यrat I ab>: ext ern: I i b: Power Mac: folder contains the required libraries for MPW and M etrowerks programmers.

| 1 i brat | MAT-file access routines to support mf Load() and mh f Save(). This is a shared library. |
| :---: | :---: |
| I i bratl b | MATLAB Math Built-In Library. Contains stand-alone versions of MATLAB built-in math functions and operators. This is a shared library. |
| I i brac | MATLAB Compiler Library for stand-alone applications. Contains the nec and momroutines required for building stand-alone applications. This is a shared library. |
| 1 i bmi | Internal math routines. |
| librmfile | MATLAB M-File Math Library. Contains stand-alone versions of the MATLAB math M-files. This is a shared library. |
| 1 i bmx | MATLAB Application Program Interface Library. Contains array access routines. This is a shared library. |
| 1 i but | MATLAB Utilities Library. Contains the utility routines used in the background by various components. This is a shared library. |

## <matab>:extern:lib:68k:Metrowerks:

The <mat I ab>: extern: I i b: 68k: Met rowerks: folder contains the required libraries for M etrowerks programmers working on M otorola 680x0 platforms. These libraries are static libraries.

| libmat.lib | MAT-file access routines to support mif Load and m f Save. |
| :---: | :---: |
| I i bmatlb.lib | MATLAB Math Built-In Library. Contains stand-alone versions of MATLAB built-in math functions and operators. This is a shared library. |
| libmac.lib | MATLAB Compiler Library for stand-alone applications. Contains the mec and memroutines required for building stand-al one applications. |
| Iibm.lib | Internal math routines. |
| libmmile.lib | MATLAB M-File Math Library. Contains stand-alone versions of the MATLAB math M-files. This is a shared library. |
| I i bmx.lib | MATLAB Application Program Interface Library. Contains array access routines. This is a shared library. |
| Iibut.lib | MATLAB Utilities Library. Contains the utility routines used in the background by various components. This is a shared library. |

## <matab>:extern:include:

The <rat I ab>: ext er n: i ncl ude: folder contains the header files for developing C applications. The header files associated with the MATLAB C Math Library are:

| mat I ab. h | Header file for the MATLAB C M ath Library. |
| :--- | :--- |
| mat rix. h | Header file containing the definition of the mar r ay type <br> and function prototypes for array access routines. |

## <matlab>:extern:ex amples:cmath:

The <rat I ab>: ext ern: exampl es: cmath: folder contains the sample C programs described in Chapter 2.

| ex1.c | The source code for "Example 1: Creating and <br> Printing Arrays" on page 2-6. |
| :--- | :--- |
| ex2. c | The source code for "Example 2: Writing Simple <br> Functions" on page 2-9. |
| ex3. c | The source code for "Example 3: Calling Library <br> Routines" on page 2-12. |
| ex4. c | The source code for "Example 4: Handling Errors" on <br> page 2-16. |
| ex5.c | The source code for "Example 5: Saving and L oading <br> Data" on page 2-22. |
| ex6. c | The source code for "Example 6: Passing Functions <br> As Arguments" on page 2-26. |
| rel ease. txt | Release notes for the current release of the <br> MATLAB C Math Library. |

## <matlab>:extern:ex amples:cmath:codew arrior:

The <nat I ab>: extern: exampl es: cmat h: codewarri or folder contains project for the CodeWarrior compiler.

| ex*_CW_PPC. proj | CodeWarrior 10 and 11 project files for each of the <br> MATLAB C M ath Library examples. For use on <br> Power M acintosh. |
| :--- | :--- |
| ex*_CW_68K. pr oj | CodeWarrior 10 and 11 project files for each of the <br> MATLAB C M ath Library examples. For use on <br> M otorola 680x0 platforms. |
| ex*_CWPRO_PPC. proj | CodeWarrior PRO (12) project files for each of the <br> MATLAB C Math Library examples. For use on <br> Power Macintosh. |

## Errors and Warnings

ErrorsA-3Warnings ..... A-8

This section lists the a subset of the error and warning messages issued by the MATLAB C M ath Library. E ach type of message is treated in its own section. Within each section the messages are listed in alphabetical order. Following each message is a short interpretation of the message and, where applicable, suggested ways to work around the error.

## Errors

This section lists a subset of the error messages issued by the library. By default, programs written using the library always exit after an error has occurred.

Argument must be a vector
An input argument that must be either 1-by-N or M-by-1, i.e., either a row or column vector, was an M -by- N matrix where neither M nor N is equal to 1. To correct this, check the documentation for the function that produced the error and fix the incorrect argument.

Division by zero is not allowed
The MATLAB C Math Library detected an attempt to divide by zero. This error only occurs on non-IEEE machines (notably DEC VAX machines), which cannot represent infinity. Division by zero on IEEE machines results in a warning rather than an error.

Empty matrix is not a valid argument
Somefunctions, such as mif Si ze, accept empty matrices as input arguments. Others, such as mif Ei g, do not. You will see this error message if you call a function that does not accept NULL matrices with a NULL matrix.

Fl oating point overflow
A computation generated a floating point number larger than the maximum number representable on the current machine. Check your inputs to see if any are near zero (if dividing) or infinity (if adding or multiplying).
Initial condition vector is not the right length
This error is issued only by the mf filter function. The length of the initial condition vector must be equal to the maximum of the products of the dimensions of the input filter arguments. Let the input filter arguments be given by matrices $B$ and $A$, with dimensions $b M-b y-b N$ and $a M-b y-a N$ respectively. Then the length of the initial condition vector must be equal to the maximum of $\mathrm{bM} * \mathrm{bN}$ and $\mathrm{aM} * \mathrm{aN}$.

I nner matrix dimensi ons must agree
Given two matrices, A and B , with dimensions $\mathrm{aN}-\mathrm{by}-\mathrm{aM}$ and $\mathrm{bN}-\mathrm{by}-\mathrm{bM}$, the inner dimensions referred to by this error message are aM and bN. These dimensions must be equal. This error occurs, for example, in matrix multiplication; an N -by-2 matrix can only be multiplied by a scalar or a 2-by-M matrix. Any attempt to multiply it by a matrix with other than two rows will cause this error.

Log of zero
Taking the log of zero produces negative infinity. On non-IEEE floating point machines, this is an error, because such machines cannot represent infinity.

## Matrix di mensions must agree

This error occurs when a function expects two or more matrices to be identical in size and they are not. F or example, the inputs to mf PI us, which computes the sums of the elements of two matrices, must be of equal size. To correct this error, make sure the required input matrices are the same size.

Matrix is si ngul ar to working precision
A matrix is singular if two or more of its columns are not linearly independent. Singular matrices cannot be inverted. This error message indicates that two or more columns of the matrix are linearly dependent to within the floating point precision of the machine.

Matrix must be positive definite
A matrix is positive definite if and only if $x^{\prime} A x>=0$ for all $x$ and $x^{\prime} A x=0$ only when $x=0$. This error message indicates that the input matrix was not positive definite.

Matrix must be square
A function expected a square matrix. F or example, m f Qz, which computes generalized ei genvalues, expects both of its arguments to be square matrices. An $M$-by- $N$ matrix is square if and only if $M$ and $N$ are equal.

Maxi mum variable size allowed by the programis exceeded
This error occurs when an integer variable is larger than the maximum representable integer on the machine. This error occurs because all matrices contain double precision values, yet some routines require integer values; and the maximum representable double precision value is much larger than the maximum representable integer. Correct this error by checking the documentation for the function that produced it. Make sure that all input arguments that are treated as integers are less than or equal to the maximum legal value for an integer.

NaN and I nf not allowed
IEEE NaN (Not A Number) or Inf (Infinity) was passed to a function that cannot handle those values, or resulted unexpectedly from computations internal to a function.

Not enough input arguments
A function expected more input arguments than it was passed. F or example, most functions will issue this error if they receive zero arguments. The MATLAB C Math Library should never issue this error. Please notify The MathWorks if you see this error message.

Not enough out put arguments
A function expected more output arguments than were passed to it. Functions in the MATLAB C Math Library will issue this error if any
required output arguments are NULL. If you see this error under any other conditions, please notify The MathWorks.

Si ngul arity in ATAN
A singularity indicates an input for which the output is undefined. ATAN (arctangent) has singularities on the complex plane, particularly at $z=+1$.

Singularity in TAN
A singularity indicates an input for which the output is undefined. TAN (tangent) has singularities at odd multiples of $1 / \sqrt{2}$.

Sol ution will not converge
This error occurs when the input to a function is poorly conditioned or otherwise beyond the capabilities of our iterative algorithms to solve.

String argument is an unknown option
A function received a string matrix (i.e., a matrix with the string property set to true) when it was not expecting one. F or example, most of the matrix creation functions, for example, mif Eye and mh f Zer os, issue this error if any of their arguments are string matrices.

The only matrix norms available are 1, 2 , inf and fro
The function mif Nor mhas an optional second argument. This argument must beeither thescalars 1 or 2 or thestringsinf or fro.inf indicates theinfinity norm and fro the F-norm. This error occurs when the second argument to m f Nor mis any value other than one of these four values.

Too many input arguments
This error occurs when a function has more input arguments passed to it than it expects. The MATLAB C Math Library should never issue this error, as this condition should be detected by the C compiler. Please notify The MathWorks if you see this error.

Too many output arguments
This error occurs when a function has more output arguments passed to it than it expects. The MATLAB C Math Library should never issue this error, as this condition should be detected by the C compiler. Please notify The MathWorks if you see this error.

Variable must contain a string
An argument to a function should have been a string matrix (i.e., a matrix with the string property set to true), but was not.

## Zero can't be raised to a negative power

On machines with non-IEEE floating point format, the library does not permit you to raise zero to any negative power, as this would result in a division by zero, since $x^{\wedge}(-y)=1 /\left(x^{\wedge} y\right)$ and $0^{\wedge} n=0$. Non-IEEE machines cannot represent infinity, so division by zero is an error on those machines (mostly DEC VAXes).

## Warnings

All warnings begin with the string Werni ng: . For most warning messages there is a corresponding error message; generally warning messages are issued in place of errors on IEEE-floating point compliant machines when an arithmetic expression results in plus or minus infinity or a nonrepresentable number. Wherethis is the case, the error message explanation has not been reproduced. See the section section Errors for an explanation of these messages.

Warni ng: Di vi de by zero
Warning: Log of zero
Warni ng: Matrix is close to singul ar or badly scal ed. Results may be inaccur ate
Warning: Matrix is singul ar to working precision
Warning: Si ngul arity in ATAN
Warning: Si ngul arity in TAN

```
Symbols
- 4-5
& 4-6
* 4-5
+4-5
    * 4-5
./ 4-5
.\ 4-5
    ^4-5
    ' 4-7
/ 4-5
:4-7
<4-6
<=4-6
==4-6
>4-6
>=4-6
\ 4-5
^4-5
| 4-6
~4-6
~=4-6
' 4-7
```


## A

```
Access members 1-6, 1-7
ANSI C compiler 1-2
Application Program Interface (API) Library 4-39
arguments
optional 3-3, 3-4, 3-5
example 2-12
order of 3-7
to a thunk function 2-31
arithmetic operator functions 4-5, 4-21
```

arrays
access routines 2-3, 4-39
allocation 3-46
basic information functions 4-9, 4-22
creation 2-6
deleting el ements from 3-33
freeing 2-8, 3-46
full
creation 2-7
indices 3-10
initialization 2-7, 2-24
initializing with $C$ array 2-4
input via mif Load( ) 2-24, 3-45
manipulation functions 4-10, 4-22
output via mh fave( ) 2-24, 3-44
printing 2-6
string 2-26, 2-30, 2-34
assignment
and indexing 3-29

## B

base number conversion 4-36
basic array information functions 4-9, 4-22
binary file I/O 4-16
build script
location
Macintosh 5-11
Microsoft Windows 5-7
UNIX 5-3
building applications
on M acintosh 1-23
on Microsoft Windows 1-17
on UNIX 1-11
other methods 1-29
troubleshooting nbui I d 1-29

## C

C
ANSI compiler 1-2
array and initialization of MATLAB array 2-4
function calling conventions 3-3
indexing 3-34
subscripts 3-34
C Math Library
MATLAB features, unsupported 1-2
calling conventions 3-3
calling library functions 3-3
calling operators 3-8
character string functions
base number conversion 4-36
general 4-15, 4-35
string operations 4-15, 4-35
string tests 4-15
string to number conversion 4-15, 4-36
closing files 4-16
column-major order 2-7
MATLAB array storage 2-3
vs. row-major order 2-3
compiler, C
finding out nbui I d settings 1-16, 1-21, 1-27
complex functions 4-11, 4-25
complex scalar arrays 4-20
configuring mbui I d
on Macintosh 1-24
on Microsoft Windows 1-17
on UNIX 1-11
constants, special 4-9
conventions
array access routine names 2-3, 4-39
calling 3-3
math functions 1-3
conversion
base number 4-36
string to number 4-15, 4-36
coordinate system transforms 4-27
correlation 4-30
creating
arrays 2-6, 3-13
complex scalars 4-20
logical indices 3-26
ctranspose()
use instead of ' 4-7

## D

data
reading with mf Load() 2-24
writing with mf Save() 2-24
data analysis and Fourier transform functions
basic operations 4-14, 4-30
correlation 4-30
filtering and convolution 4-14, 4-31
finite differences 4-30
Fourier transforms 4-14, 4-31
sound and audio 4-31
data analysis, basic operations 4-14, 4-30
data interpolation 4-32
data type functions
data types 4-17
object functions 4-17
date and time functions
basic 4-37
current date and time 4-18, 4-37
date 4-38
timing 4-38
dates
basic functions 4-37, 4-38
current 4-18, 4-37
. def files, Microsoft Windows 5-8
default handlers
error message 3-50
print 3-37
Def aul t Er ror Handl er ()
C code 3-50
Def aul t Pri nt Handl er ()
C code 3-37
deletion
and indexing 3-33
dialog box, modal 3-38
directory organization
M acintosh 5-10
Microsoft Windows 5-6
UNIX 5-3
distributing applications
on Macintosh 1-28
on Microsoft Windows 1-23
on UNIX 1-17
DLLs
Microsoft Windows 5-6

## E

efficiency 3-32, 3-53
eigenvalues 4-13, 4-28
elementary matrix and matrix manipulation functions
basic array information 4-9, 4-22
elementary matrices 4-9, 4-22
matrix manipulation 4-10, 4-22
special constants 4-9
specialized matrices 4-10, 4-23
error handling 3-49
calling I ongj mp() 2-17
calling set j mp( ) 2-19
example 2-16
sending error messages to a file 3-51
exit() 2-16
interaction with print handler 3-51
j mp_buf type 2-17
ml f Set Er ror Handl er () 2-20, 3-50
program termination 3-49, 3-50
using set j $\mathrm{mp}($ ) and I ongj $\mathrm{mp}($ ) 2-16
warnings 2-20
writing your own handler 2-16, 3-49
error handling functions 4-18
error messages
printing to GUI 3-38
Error Handl er ()
C code 3-51
errors
and program termination 3-49, 3-50
directing to file 3-50
list of A-3
example
array creation 2-6
array printing 2-6
building the examples 1-9
calling library routines 2-12
error handling 2-16
integrating a function 2-26
mifLoad() and mif Save() 2-22
optional arguments 2-12
passing functions as arguments 2-26
print handling
M acintosh 3-41
Microsoft Windows 3-40
X Window system 3-38
programs
introduction 2-3
saving and loading data 2-22
sending error messages to a file 3-51
source code location
Macintosh 5-13
Microsoft Windows 5-9
UNIX 5-5
writing simple functions 2-9
exponential functions 4-11, 4-25
expression
function call 3-3

## F

factorization utilities 4-13, 4-29
file I/O functions
binary 4-16
file positioning 4-16, 4-37
formatted I/O 4-16, 4-37
import and export 4-17
opening and closing 4-16
string conversion 4-17
file opening and closing 4-16
files
binary file I/O 4-16
formatted I/O 4-16, 4-37
import and export functions 4-17
positioning 4-16, 4-37
string conversion 4-17
filtering and convolution 4-14, 4-31
finite differences 4-30
formatted I/O 4-16, 4-37
F ourier transforms 4-14, 4-31
free( ) 3-46
function
calling conventions 3-3
integrating 2-26
naming conventions 1-3
order of arguments 3-3
passing as argument 2-26
return values, multiple 2-12
function-functions 2-26
how they are called 2-26
miffmin() 2-26
mif Fmins() 2-26
mifFunm() 2-26
miffzeros() 2-26
mil fode functions 2-26
passing function name 2-35
function-functions and ODE solvers
numerical integration 4-34
ODE option handling 4-35
ODE solvers 4-34
optimization and root finding 4-34
functions
documented in online reference 1-4
writing new 2-9

## G

geometric analysis 4-32
graphical user interface, output to 3-38
GUI, output to 3-38

## H

Handle Graphics 1-2
header files
mat I ab. h location
Macintosh 5-12
Microsoft Windows 5-8
UNIX 5-5
matrix. h location
Macintosh 5-12
Microsoft Windows 5-8
UNIX 5-5

## 1

indexing 3-10
and assignment 3-29
and deletion 3-33
assumptions for examples 3-13
base 3-10
C vs. MATLAB 3-34
definition of 3-10
logical 3-25
one-dimensional 3-20
similar to for -loop 3-11, 3-18
table of examples 3-34
two-dimensional 3-14
with mif Creat eCol onl ndex() 3-11, 3-14, 3-15, 3-18, 3-20, 3-28
with ml f End( ) 3-17, 3-23
indexing functions 4-18
m f f ArrayAssi gn() 3-29
ml f ArrayDel et e( ) 3-33
mifArrayRef () 3-14, 3-20, 3-25
indices
logical 3-26
initializing
M acintosh 3-43
Microsoft Windows 3-41
X Window system 3-40
I nit MessageBox()
Macintosh C code 3-42
input
arguments
optional 3-3, 3-5
mif Load() 2-24, 3-45
installing the library
Macintosh details 1-8
PC details 1-7
UNIX details 1-7, 1-8
with MATLAB 1-6
without MATLAB 1-7

## L

I i bmat 5-11
libmat. dl| 5-7
libmat. ext 5-4
I i bmat. I ib 5-12
li bmatl b 5-11
li bmatl b. dl| 5-7
I i bmat l b. ext 5-4
I i bmat I b. I i b 5-12
li broc 5-11
li broc. dl| 5-7
librcc. ext 5-4
I i bmcc. 1 ib 5-12
libmi 5-11
|ibmi.dl| 5-7
libmi.ext 5-4
li bm. I i b 5-12
li bmmile 5-11
|ibmfile. dll 5-7
I i bmafile. ext 5-4
li bmmile.lib 5-12
li bmx 5-11
|ibmx. dl| 5-7
li bmx. ext 5-4
li bmx. I i b 5-12
libraries
I i bmat location
M acintosh 5-11, 5-12
Microsoft Windows 5-7
UNIX 5-4
I i bnat I b location
M acintosh 5-11, 5-12
Microsoft Windows 5-7
UNIX 5-4

I i brac location
Macintosh 5-11, 5-12
Microsoft Windows 5-7
UNIX 5-4
I i bmi location
Macintosh 5-11, 5-12
Microsoft Windows 5-7
UNIX 5-4
I i bmfi i e location
Macintosh 5-11, 5-12
Microsoft Windows 5-7
UNIX 5-4
I i bmx location
Macintosh 5-11, 5-12
Microsoft Windows 5-7
UNIX 5-4
I i but location
Macintosh 5-11, 5-12
Microsoft Windows 5-7
UNIX 5-4
M acintosh
68k 5-12
Metrowerks 5-11
MPW 5-11
PowerMac 5-11
Microsoft Windows 5-6
UNIX 5-4
I i but 5-11
| i but. dl| 5-7
I i but. ext 5-4
I i but. I i b 5-12
linear equations 4-12, 4-28
link
library order 1-30
logical flag 3-26
logical functions 4-7, 4-21
logical indexing 3-25, 3-26
logical operator functions 4-6, 4-21
I ongj mp( ) 2-16, 2-17, 2-20, 3-50

## M

Macintosh
building stand-al one applications 1-23
directory organization 5-10
I ni t MessageBox( ) C code 3-42
libraries
68k 5-12
PowerM ac 5-11
location
build script 5-11
example source code 5-13
header files
mat l ab. h 5-12
matrix.h 5-12
libraries
I i bnat 5-11
li bnat. I i b 5-12
li bmatl b 5-11
I i bmat l b. I i b 5-12
li bnec 5-11
li bnac. li b 5-12
libmi 5-11
I i bmi.lib 5-12
li brmfile 5-11
li bmmile.lib 5-12
li bmx 5-11
I i bmx. I i b 5-12
I i but 5-11
I i but. Iib 5-12
Metrowerks 5-11
MPW 5-11
PopupMessageBox() C code 3-43
print handler 2-5
mall oc() 3-46
managing variables 4-5
MAT-files 2-22, 3-44, 3-45
. mat extension 2-24
and named variables 2-24
created by mif Load( ) 2-24
created by mi f Save( ) 2-24
import and export functions 4-17
read by mif Load( ) 3-45
written to with mif Save() 3-44
math functions, elementary
complex 4-11, 4-25
exponential 4-11, 4-25
rounding and remainder 4-12, 4-25
trigonometric 4-11, 4-24
math functions, specialized 4-26
coordinate system transforms 4-27
number theoretic 4-26
MATLAB
as a programming language functions 4-8, 4-22
function calling conventions 3-3
Handle Graphics 1-2
indexing 3-34
sparse matrix 1-2
subscripts 3-10, 3-34
See also indexing
unsupported features 1-2
MATLAB Access 1-6, 1-7
MATLAB Built-In Library 4-4
calling conventions 3-3
calling routines 2-12
functions 4-5
link order 1-30
utility routines 4-18
mif ArrayAssi gn() 4-18
mi f ArrayDel ete() 4-18
m f f ArrayRef () 4-19
mif Col on() 4-19
mi f Compl exScal ar() 4-20
mil freat eCol onl ndex() 4-19
mil fend() 4-19
mif Feval Tabl eSet up( ) 4-18
mf frintf() 4-20
mif Print Matrix() 4-20
mif Scal ar() 4-20
mif Set Er ror Handl er () 4-18
mif Set Li br aryAll ocFcns() 4-20
nd f Set Pri nt Handl er () 4-20
MATLAB C Math Library
conventions 1-3
installing
M acintosh details 1-8
PC details 1-7
UNIX details 1-7, 1-8
with MATLAB 1-6
without MATLAB 1-7
number of routines 1-2
MATLAB M-File Math Library 4-21
calling conventions 3-3
calling routines 2-12
decreasing size of 3-53
functions 4-21
link order 1-30
mat I ab. h 2-7, 5-5, 5-8, 5-12
matrices, elementary functions 4-9, 4-22
matrices, specialized functions 4-10, 4-23
matrix
addition 2-9
analysis functions 4-12, 4-28
creation 2-7
division 2-9
functions 4-13, 4-29
initialization with C array 2-4
output of 3-37
printing 3-37
singular value decomposition 2-12
sparse 1-2
Se also mwArr ay, array
matrix manipulation functions 4-10, 4-22
matrix. h 5-5, 5-8, 5-12
mbuil d 1-11
configuring
on Macintosh 1-24
on Microsoft Windows 1-17
on UNIX 1-11
finding compiler settings 1-16, 1-21, 1-27
M acintosh 5-11
Microsoft Windows 5-7
syntax and options
on Macintosh 1-26
on Microsoft Windows 1-20
on UNIX 1-14
troubleshooting 1-29
UNIX 5-3
memepy()
use in initialization 2-7
memory
array storage format 2-3
leakage 2-8
management 1-3
running out 3-46
memory allocation
writing own routines 3-47
memory allocation functions 4-20
memory management 3-46
freeing arrays 3-46
mif Set Li braryAl I ocFens() 3-47
setting up your own 3-46
message display 4-8
MessageDi al og, Motif widget 3-38
Metrowerks
libraries 5-11
Microsoft Windows
building stand-al one applications 1-17
directory organization 5-6
DLLs 5-6
location
. def files 5-8
build script 5-7
example source code 5-9
header files
mat I ab. h 5-8
matrix. h 5-8
libraries
I i bmat. dl| 5-7
| i bnat l b. dl| 5-7
li brec. dl| 5-7
libmi.dll 5-7
|ibmmfile. dl| 5-7
libmx. dl| 5-7
|i but. dl| 5-7
MessageBox 3-40
PopupMessageBox() C code 3-41
print handling 3-40
nhf prefix 1-3
mif ArrayAssi gn()
for assignments 3-29
how to call 3-12
mif Ar rayDel ete()
for deletion 3-33
how to call 3-12
m f Ar rayRef ()
for logical indexing 3-25
for one-dimensional indexing 3-20
for two-dimensional indexing 3-14
how to call 3-12
mif Col on( ) 4-19
mi f Compl exScal ar() 4-20
ml f Creat eCol onl ndex() 3-11, 3-14, 3-15, 3-18, 3-20, 3-28
m f f End() 3-17, 3-23
mifFeval () 2-26, 2-36
ml fFeval () function table
built-in table, extending 2-27
ml f Feval Tabl eSet up( ) 2-30, 2-35
mif funcTabEnt type 2-30
setting up 2-30, 2-35
miffeval () function table 2-27
mi f Feval Tabl eSet up( ) 2-30, 2-35, 4-18
m f Funcp function pointer type 2-30, 2-31, 2-32
mif forzcat() 3-14
creating arrays 3-14
number of arguments 3-17
m f foad( ) 2-24, 3-45, 4-17
mif Logi cal () 3-26
mil fode23( ) 2-26, 2-35
mf fll us() 2-9
mf Printf() 4-20
mf frint Matrix() 4-20
mifRdi vi de() 2-9
mi f Save( ) 2-24, 3-44, 4-17
m f Scal ar () 2-24, 4-20
ml f Set Er r or Handl er () 2-20, 3-49, 4-18
mid Set Li br aryAl I ocFcns() 3-47
m f Set Pri nt Handl er () 3-37, 4-20
calling first 3-38
mif Svd() 2-12
ml f Vertcat() 3-14
creating arrays 3-14
number of arguments 3-17

## Motif

MessageDi al og widget 3-38
print handler 3-38
MPW
libraries 5-11
mx prefix 1-3
mxAr ray
array access routines 2-3, 4-39
as input and output arguments 1-3
deleting el ements from 3-33
freeing 2-8
indexing
with ml f Cr eat eCol onl ndex( ) 3-11, 3-14, 3-15, 3-18, 3-20, 3-28
initialization 2-7
reading from disk 2-24, 3-45
saving to disk 2-24, 3-44
string 2-26, 2-30
mxCr eat eDoubl eMat ri x( ) 2-7, 3-46
mxCr eat eSt ri ng 2-34
mxDest royAr ray() 1-3, 3-46
mxMalloc() 3-46

## N

naming conventions array access routines 2-3, 4-39
math functions 1-3
number theoretic functions 4-26
numerical integration 4-34
numerical linear algebra eigenvalues and singular values 4-13, 4-28
factorization utilities 4-13, 4-29
linear equations 4-12, 4-28
matrix analysis 4-12, 4-28
matrix functions 4-13, 4-29

## 0

object functions 4-17
ODE option handling 4-35
ODE solvers 4-34
one-dimensional indexing 3-20
range for index 3-22
selecting a matrix 3-24
selecting a single el ement 3-22
selecting a vector 3-22
table of examples 3-34
with a logical index 3-25
online help
accessing 1-5
opening files 4-16
operators and special functions
arithmetic operator functions 4-5, 4-21
logical functions 4-7, 4-21
logical operator functions 4-6, 4-21
MATLAB as a programming language 4-8, 4-22
message display 4-8
relational operator functions 4-6
set operator functions 4-6
special operator functions 4-7
optimization and root finding 4-34
optional input arguments 3-3, 3-5
optional output arguments 3-4, 3-5
options files
on Macintosh 1-27
on Microsoft Windows 1-21
on UNIX 1-16
options, mbui I d
on Macintosh 1-26
on Microsoft Windows 1-20
on UNIX 1-15
order
link 1-30
of arguments 3-7
of call to ml f Set Pri nt Handl er () 3-38
ordinary differential equations
option handling 4-35
solvers 4-34
output
and graphical user interface 3-37
arguments
multiple 3-4
optional 3-4, 3-5
mif Save() 2-24, 3-44
of error messages 3-37
of matrix 3-37
to GUI 3-38

## P

performance 3-32, 3-53
polynomial and interpolation functions
data interpolation 4-32
geometric analysis 4-32
polynomials 4-33
spline interpolation 4-32
polynomials 4-33
PopupMessageBox()
Macintosh C code 3-43
Microsoft Windows C code 3-41
X Window system C code 3-39
print handler
default
C code 3-37
Macintosh
example 3-41
required 2-5
Microsoft Windows example 3-40
mif Set Pri nt Handl er () 3-37
providing your own 3-37

X Window system example 3-38
print handling functions 4-20
Print Handl er ()
printing to file
C code 3-51
used to display error messages 3-51
project files
for CodeWarrior 5-14

## Q

quadrature 4-34
QuickDraw 3-41

## R

registering functions with mif Feval () 2-28
relational operator functions 4-6
release notes 5-5, 5-9, 5-13
remainder functions 4-12, 4-25
return values, multiple 2-12
rounding functions 4-12, 4-25
row-major C array storage 2-3
Runge-Kutta 2-26

## S

saving and loading data example 2-22
scalar array creation functions 3-13, 4-20
scanf() 3-37
set operator functions 4-6
setj mp () 2-16, 2-20, 3-50
settings
compiler 1-11
linker 1-11
shared libraries 1-10, 1-17, 1-23, 1-28
sharing array data
MAT-files 2-22
singular values 4-13, 4-28
sound and audio 4-31
sparse matrix 1-2
special constants 4-9
special operator functions 4-7
specialized math functions 4-26
specialized matrix functions 4-10, 4-23
spline interpolation 4-32
stand-al one applications
building on Macintosh 1-23
building on Microsoft Windows 1-17
building on UNIX 1-11
distributing on Macintosh 1-28
distributing on Microsoft Windows 1-23
distributing on UNIX 1-17
storage layout
column-major vs. row-major 2-3
string operations 4-15, 4-35
string tests 4-15
string to number conversion 4-15, 4-36
subscripts 3-10
logical 3-25
Seealso indexing
syntax
indexing 3-34
library functions, documented online 1-4
subscripts 3-34

## T

termination of program
by error handler 3-49, 3-50
thunk functions
defining 2-31
how to write 2-28
relationship to ml f Feval () 2-27
when to write 2-28
time, current 4-18, 4-37
timing functions 4-38
ToolServer 1-25
transpose()
use instead of .' 4-7
trigonometric functions
list of 4-11, 4-24
two libraries, justification for 4-3
two-dimensional indexing 3-14
selecting a matrix of elements 3-18
selecting a single element 3-15
selecting a vector of elements 3-16
table of examples 3-34
with logical indices 3-25

## U

UNIX
building stand-alone applications 1-11
directory organization 5-3
libraries 5-4
location
build script 5-3
example source code 5-5
header files
mat I ab. h 5-5
matrix.h 5-5
libraries
I i bmat. ext 5-4
I i bmatl b. ext 5-4
libmcc. ext 5-4
libmi.ext 5-4
I i bmmile. ext 5-4
|i bmx. ext 5-4
li but. ext 5-4
unsupported MATLAB features 1-2
utility functions
error handling 4-18
indexing 4-18
memory allocation 4-20
milf Feval () support 4-18
print handling 4-20
scalar array creation 4-20

## W

warnings
list of A-8

## X

X Window system
initializing 3-40
PopupMessageBox() C code 3-39
print handler 3-38
X Toolkit
Xt Popup() 3-39
Xt Set Ar g() 3-39
Xt Set Val ues() 3-39
XnCr eat eMessageDi al og() 3-39


[^0]:    For more information on the MATLAB Compiler, refer to the MATLAB Compiler User's Guide.

